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# **Аннотация**

Курсовая работа посвящена созданию двунаправленного линейного списка музыкальных композиций и API с использованием указателей, работы с динамической памятью. В работе показано выполнение стандартных операций, таких как удаление элементов, поиск по ключевым словам, создание списка элементов, подсчет количества элементов и списке и прочие. В работе использовались файлы исходного кода(\*.c), заголовочные файлы(\*.h), makefile. Также продемонстрированы основные этапы работы с Git.
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# **Введение**

## *Цель работы:*

Выработка навыков применения типа struct в языке СИ. Повторение темы указателей, в том числе указателей на указатели. Проверка умения создать и собрать единый проект.

*Формулировка задачи:*

Создайте двунаправленный список музыкальных композиций MusicalComposition и **api** (application***p****rogramming* ***i****nterface - в данном случае набор функций*) для работы со списком. Структура элемента списка (тип - MusicalComposition):

* name - строка неизвестной длины (гарантируется, что длина не может быть больше 80 символов), название композиции.
* author - строка неизвестной длины (гарантируется, что длина не может быть больше 80 символов), автор композиции/музыкальная группа.
* year - целое число, год создания.

Функция для создания элемента списка (тип элемента MusicalComposition)

* MusicalComposition\* createMusicalComposition (char\* name, char\* author, int year)

Функции для работы со списком:

* MusicalComposition\* createMusicalCompositionList(char\*\* array\_names, char\*\* array\_authors, int\* array\_years, int n); // создает список музыкальных композиций MusicalCompositionList, в котором:
* ***n****- длина массивов* ***array\_names****,* ***array\_authors****,* ***array\_years****.*
* поле **name** первого элемента списка соответствует первому элементу списка array\_names (**array\_names[0]**).
* поле **author** первого элемента списка соответствует первому элементу списка array\_authors (**array\_authors[0]**).
* поле **year** первого элемента списка соответствует первому элементу списка array\_authors (**array\_years [0]**).
* void push (MusicalComposition\* head, MusicalComposition\* element); // добавляет **element** в конец списка **musical\_composition\_list**
* void removeEl (MusicalComposition\*  head, char\* name\_for\_remove); // удаляет элемент **element** списка, у которого значение **name** равно значению name**\_for\_remove**
* int count(MusicalComposition\*  head); //возвращает количество элементов списка
* void print\_names (MusicalComposition\* head); //Выводит названия композиций

Индивидуальное задание:

1. Функция удалить все элементы, в имени автора которых присутствует подстрока s.
2. Функция добавления 3 элементов после каждого четного элемента в исходном списке.

**Решение задачи**

*Создание структуры данных:*

Создадим описание структуры MusicalComposition:

**struct** MusicalComposition { //объявили структуру

**char** name[**80**]; //строка не более 80 символов

**char** author[**80**];

**int** year;

**struct** MusicalComposition \* next;//следующий элемент списка

**struct** MusicalComposition \* previous; //предыдущий элемент списка

};

Определим новый тип MusicalComposition, чтобы впоследствии не использовать struct.

**typedef** **struct** MusicalComposition MusicalComposition;

Функция создания экземпляра структуры MusicalComposition

MusicalComposition \***createMusicalComposition**(**char** \*name, **char** \*author, **int** year)

{

MusicalComposition \*mc = MusicalComposition\*) malloc (**sizeof**(MusicalComposition));//выделяем память по размеру структуры

strcpy(mc->name, name); //скопируем в поле «Имя» введенное имя

strcpy(mc->author, author); //в поле автор – введенного автора

mc->year = year;

mc->previous = NULL; //нет ссылок на предыдущий

mc->next = NULL; //и следующий элемент

**return** mc;

};

Функция создания списка:

**struct** MusicalComposition\* **createMusicalCompositionList**(**char**\*\* array\_names, **char**\*\* array\_authors, **int**\* array\_years, **int** n)

{

MusicalComposition \*head = createMusicalComposition(array\_names[**0**], array\_authors[**0**], array\_years[**0**]); //вводим шапку таблицы

MusicalComposition \*previous = head; //все поля previous ==полям head

MusicalComposition \*current;

**for** (**int** i = **1**; i < n; ++i) //начинаем заполнять текущий узел

{

current = createMusicalComposition(array\_names[i], array\_authors[i], array\_years[i]);

current->previous = previous; //для текущего узла предыдущий узел – это previous

previous->next = current; //для предыдущего узла следующий – это текущий

previous = current; //передвигаем узел на один

}

**return** head;

}

MusicalComposition\* **added\_str**() {

system("cls"); //очищаем консольное окно

**int** len = **0**; //количество строчек в списке

**while** (len<=**0**) //пока оно отрицальное, повторяем вопрос

{

printf("Number of elements you want to add**\n**");

scanf("%d", &len); //принимает число на ввод

**if** (len <= **0**) {

printf("You should enter a positive number!"); //предупреждение

**continue**;//новая итерация

}

Else //иначе – выходим из цикла

**break**;

}

**char** \*\*names = (**char**\*\*)malloc(**sizeof**(**char**\*)\*len);//выделяем память

**char** \*\*authors = (**char**\*\*)malloc(**sizeof**(**char**\*)\*len);//под массивы названий,

**int** \*years = (**int**\*)malloc(**sizeof**(**int**)\*len); //авторов, лет

**int** i=**0**;

**for** (i = **0**; i < len; ++i)

{//заполняем ячейки списка

printf("Enter the element:name [space] author [space] year:**\n**");

**char** name[**80**]; //строка названия

**char** author[**80**]; //строка имени автора

scanf("%s %s %d", name, author, &years[i]); //считаем

printf("You entered element %d**\n**", i+**1**);

names[i] = (**char**\*)malloc(**sizeof**(**char**\*)\*(strlen(name) + **1**));

//выделяем память под массив

authors[i] = (**char**\*)malloc(**sizeof**(**char**\*)\*(strlen(author) + **1**));

//выделяем память под массив

strcpy(names[i], name); //записываем название в массив names

strcpy(authors[i], author); //записываем автора в массив authors

}

**return** createMusicalCompositionList(names, authors, years, len);

}

Функция для добавления элемента в конец списка:

**void** **push**(**struct** MusicalComposition\* head)

{

**char** name\_for\_push[**80**]; //название

**char** author\_for\_push[**80**]; //имя автора

**int** year\_for\_push;//год

printf("Enter the name of the song, author and year using spaces**\n**");

scanf("%s %s %d", name\_for\_push, author\_for\_push, &year\_for\_push);

//ввод значений

MusicalComposition\* element= createMusicalComposition(name\_for\_push, author\_for\_push, year\_for\_push);//создаем элемент из введенных значений

**while** (head->next) //пока есть следующий элемент,

head = head->next;//перемещаемся по списку

head->next = element; //последний элемент ссылается на созданный

element->previous = head;// ссылка на предыдущий элемент

element->next = NULL; //следующего эл-та нет ◊этот эл-т последний

printf("Done!");

}

функция для удаления элемента по названию песни.

**void** **removeEl**(**struct** MusicalComposition\*head, **char**\*name\_for\_remove)

{

MusicalComposition \*current = head;

**while** (current->next) //пока есть следующий элемент

{

**if** (strcmp(current->name, name\_for\_remove) == **0**) //если имя и строка для удаления совпали

**if** ((current->previous) == **0**) //если это первый элемент

{

MusicalComposition \*newcurrent = current->next; //снимаем связь со следующим элементом (перенаправляем на newcurrent)

strcpy(current->name, newcurrent->name);//копируем

strcpy(current->author, newcurrent->author); //инф-цию

current->year = newcurrent->year;//в newcurrent

newcurrent->next->previous = current;

current->next = newcurrent->next;

free(newcurrent);//сбросили newcurrent

}

Else //если это не первый элемент

{

current->previous->next = current->next; //меняет значение поля next у предыдущего элемента

current->next->previous = current->previous; //меняет значение поля previous у следующего

free(current); //убираем узел

}

current = current->next;//сдвигаемся на один узел дальше

}

**if** ((strcmp(current->name, name\_for\_remove) == **0**) && (current->next == **0**)) //если это последний элемент

{

current->previous->next = NULL; //указатель на след. Эл-т предыдущего делаем NULL

free(current);

}

}

Следующая функция считает количество элементов в списке.

**int** **count**(MusicalComposition \*head) { //возвращает число элементов списка

**int** c=**0**;

**while** (head) {

c++;

head=head->next;

}

**return** c;

}

Последняя функция реализует печать всех названий песен из списка.

**void** **print\_names**(MusicalComposition \*head){

MusicalComposition \*current = head;

**while** (current->next){ //пока следующий элемент существует

printf("%s**\n**", current->name); //печатай название

current = current->next;//двигаемся к след. узлу

}

printf("%s**\n**", current->name); //печатаем последний узел

}

## *Функция добавления 3 произвольных элементов после каждого четного элемента.*

Найти четный элемент 🡪 в цикле трижды вызвать функцию push(head). В представленном варианте пользователь сам может ввести данные.

**void** **threeEl**(**struct** MusicalComposition\*head)

{

**int** c = **0**;

**int** i;

**while** (head)

{

c++;

**struct** MusicalComposition \* el = head->next;

**if** (c % **2** == **1**)

{

head = head->next;

}

**else**

{

head->next = NULL; //найденный элемент делаем последним

**for** (i = **0**; i < **3**; i++)//трижды повторяем ввод нового элемента

push(head);

**while** (head->next) //идем до последнего введенного элемента

head = head->next;

head->next = el; //ссылаемся на сохраненный элемент, тем самым восстанавливая связь в списке

head = el; //переходим на следующий элемент

}

}

}

## *Функция удаления всех элементов с данной подстрокой в поле автора:*

**void** **rem\_author**(**struct** MusicalComposition\*head, **char**\*a\_rem)

{

MusicalComposition \*current = head;

**while** (current->next) //пока есть следующий элемент

{

**if** (strcmp(current->author, a\_rem) == **0**) //если имя автора и строка для удаления совпали

**if** ((current->previous) == **0**) //если это первый элемент

{

MusicalComposition \*newcurrent = current->next; //снимаем связь со следующим элементом (перенаправляем на newcurrent)

strcpy(current->name, newcurrent->name);//копируем

strcpy(current->author, newcurrent->author); //инф-цию

current->year = newcurrent->year;//в newcurrent

newcurrent->next->previous = current;

current->next = newcurrent->next;

free(newcurrent);//сбросили newcurrent

}

Else //если это не первый элемент

{

current->previous->next = current->next; //меняет значение поля next у предыдущего элемента

current->next->previous = current->previous; //меняет значение поля previous у следующего

free(current); //убираем узел

}

current = current->next;//сдвигаемся на один узел дальше

}

**if** ((strcmp(current->author, a\_rem) == **0**) && (current->next == **0**)) //если это последний элемент

{

current->previous->next = NULL; //указатель на след. Эл-т предыдущего делаем NULL

free(current);

}

}

*Makefile:*

**all**:

course #все собираем в файл course

**course**: **bigheader.h main.o f.o f.h struct.h** #перечисляем все компоненты файла course

**gcc main.o -o course main.o f.o** #собираем все объектные файлы после компиляции

**rm \*.o** #после сборки удаляем объектные файлы

**main.o: main.c bigheader.h struct.h** #main.o зависит непосредственно от файла с исходным кодом, а также от двух хэдеров

**gcc -c main.c** #компилируем main.c

**f.o: f.c bigheader.h struct.h** #аналогично из f.c делаем f.o (зависимость от тех же хэдеров)

**gcc -c f.c**

*Работа с GitHub:*

1. Склонируем репозиторий командой **git clone https://github.com/moevm/pr1-2016-6304.git**
2. Создадим новую ветку **git checkout –b “Smotrova\_Anna\_coursework”**
3. Создадим новую папку **Smotrova\_Anna\_coursework**
4. Добавим файлы проекта в данную папку
5. Проиндексируем изменения **git add Smotrova\_Anna\_coursework**
6. Создадим коммит **git commit** **–m “Smotrova\_Anna\_coursework with report”**
7. Отправим изменения на удаленный репозиторий **git push origin**

**Примеры работы программы**

|  |  |
| --- | --- |
| Ввод | Вывод |
| 1  2  Liese  Rammstein  2005  HAIFISCH  Rammstein  2005 | Number of elements you want to add  Enter the element:name [space] author [space] year:  You entered element 1  Enter the element:name [space] author [space] year:  You entered element 2 |
| 2 | List:  HAIFISCH  LIESE  Press any key to continue... |
| 3  SOS  ABBA  1970  MADNESS MUSE 2007  WORLDWIDE  BTR  2009 | Enter the name of the song, author and year using spaces  Done!Enter the name of the song, author and year using spaces  Done!Enter the name of the song, author and year using spaces  Done! |
| 4  Umbrella Baseballs  2010 | Enter the name of the song, author and year using spaces  Done! You added one new element  Press any key to continue... |
| 5  BTR | Enter the name of author to remove all the elements including it  Done! Press any key to continue... |
| 2 | List:  HAIFISCH  LIESE  SOS  MADNESS  Umbrella  Press any key to continue... |
| 6  ABBA | Enter the name to remove from the list  Press any key to continue... |
| 7 | Number of elements in the list: 4 |
| 2 | List:  HAIFISCH  LIESE  MADNESS  Umbrella  Press any key to continue... |

# **Приложение 1 Код программы**

MAIN.C

#include "f.h"

#include "bigheader.h"

**int** **main**()

{

**int** choice = **0**; //переменная для выбора в меню

**int** flag = **0**; //флаг создания листа (изначально он не задан, поэтому 0)

MusicalComposition \*head = NULL; //листа нет, поэтому первого элемента тоже

**while** (choice != **8**) //цикл будет повторяться до выбора пользователем пункта Exit

{

//следующие пункты оформляют меню

printf("**\n**~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\* Menu ~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~**\n**");

printf("You have a choice of 7 different actions with musical list. **\n**");

printf("Choose one of them.**\n**");

printf("**\n** --> 1. Create List**\n**");

printf(" --> 2. Print List**\n**");

printf(" --> 3. Add 3 extra elements after every even one**\n**");

printf(" --> 4. Add a new element to the end of the list**\n**");

printf(" --> 5. Remove elements with appropriate author**\n**");

printf(" --> 6. Remove elements with appropriate name**\n**");

printf(" --> 7. Number of elements**\n**");

printf("**\n**");

printf(" --> 8. Exit**\n**");

printf(" ~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\*~\***\n\n\n**");

scanf("%d", &choice); //принимаем значение выбора пункта меню

**switch** (choice) //множественный выбор

{

**case** **1**: //если выбор пал на единицу

head = added\_str(); //добавляем список (см. код этой функции ниже)

flag = **1**; //флаг меняем, т.к. список создан

**break**;

**case** **2**: //если пользователь выбрал п.2

**if** (flag == **0**) //проверка на наличие списка по флагу

printf("The list was not created. Choose the option 1 in the menu**\n**"); //если нет, выводим предупреждение

**else** //иначе

{

system("cls"); //очищаем экран консоли

printf("List:**\n**");

print\_names(head); //вызываем функцию, которая печатает наименования всех песен в списке

printf("**\n**");

pause(); //функция, которая показывает, что действие закончено (код см. ниже в файле f.c)

}

**break**;

**case** **3**:

**if** (flag == **0**)

printf("The list was not created. Choose the option 1 in the menu");

**else**

threeEl(head); //печатаем три элемента после каждого четного

**break**;

**case** **4**:

**if** (flag == **0**)

printf("The list was not created. Choose the option 1 in the menu");

**else**

{

system("cls");

push(head); //добавляем элемент в конец списка

printf("You added one new element**\n**");

pause(); //сигнал об окончании действия

}

**break**;

**case** **5**:

**if** (flag == **0**)

printf("The list was not created. Choose the option 1 in the menu");

**else** {

**char** a\_rem[**80**]; //переменная для имени автора

printf("Enter the name of author to remove all the elements including it**\n**");

scanf("%s", a\_rem);

rem\_author(head, a\_rem); //удаление всех записей с данным автором

printf("Done!");

pause();

}

**break**;

**case** **6**:

**if** (flag == **0**)

printf("The list was not created. Choose the option 1 in the menu");

**else**

{

system("cls");

**char** name\_for\_remove[**80**]; //переменная для имени, по которому будем удалять элементы списка

printf("Enter the name to remove from the list**\n**");

scanf("%s", name\_for\_remove); //Считываем имя, по которому будет произведено удаление

removeEl(head, name\_for\_remove); //поиск элемента и его удаление

pause();

}

**break**;

**case** **7**:

**if** (flag == **0**)//Проверка на создание списка

printf("The list was not created. Choose the option 1 in the menu");

**else**

{

system("cls");

printf("Number of elements in the list: %d**\n\n**", count(head)); //Выводим количество элементов в списке

pause();

}

**break**;

**case** **8**:

**break**;

**default:** //если введено другое значение

system("cls");

printf("There is no option. Maybe, you should try something else?**\n\n**"); //Выводим сообщение о ошибке, что данного пункта в меню нет

pause();

}

}

system("cls");

**return** **0**;

}

F.C

#include "f.h"

#include "bigheader.h"

// функции для работы со списком MusicalComposition

MusicalComposition \***createMusicalComposition**(**char** \*name, **char** \*author, **int** year)

{

MusicalComposition \*mc = MusicalComposition\*) malloc (**sizeof**(MusicalComposition));//выделяем память по размеру структуры

strcpy(mc->name, name); //скопируем в поле «Имя» введенное имя

strcpy(mc->author, author); //в поле автор – введенного автора

mc->year = year;

mc->previous = NULL; //нет ссылок на предыдущий

mc->next = NULL; //и следующий элемент

**return** mc;

};

**struct** MusicalComposition\* **createMusicalCompositionList**(**char**\*\* array\_names, **char**\*\* array\_authors, **int**\* array\_years, **int** n)

{

MusicalComposition \*head = createMusicalComposition(array\_names[**0**], array\_authors[**0**], array\_years[**0**]); //вводим шапку таблицы

MusicalComposition \*previous = head; //все поля previous ==полям head

MusicalComposition \*current;

**for** (**int** i = **1**; i < n; ++i) //начинаем заполнять текущий узел

{

current = createMusicalComposition(array\_names[i], array\_authors[i], array\_years[i]);

current->previous = previous; //для текущего узла предыдущий узел – это previous

previous->next = current; //для предыдущего узла следующий – это текущий

previous = current; //передвигаем узел на один

}

**return** head;

}

MusicalComposition\* **added\_str**() {

system("cls"); //очищаем консольное окно

**int** len = **0**; //количество строчек в списке

**while** (len<=**0**) //пока оно отрицальное, повторяем вопрос

{

printf("Number of elements you want to add**\n**");

scanf("%d", &len); //принимает число на ввод

**if** (len <= **0**) {

printf("You should enter a positive number!"); //предупреждение

**continue**;//новая итерация

}

Else //иначе – выходим из цикла

**break**;

}

**char** \*\*names = (**char**\*\*)malloc(**sizeof**(**char**\*)\*len);//выделяем память

**char** \*\*authors = (**char**\*\*)malloc(**sizeof**(**char**\*)\*len);//под массивы названий,

**int** \*years = (**int**\*)malloc(**sizeof**(**int**)\*len); //авторов, лет

**int** i=**0**;

**for** (i = **0**; i < len; ++i)

{//заполняем ячейки списка

printf("Enter the element:name [space] author [space] year:**\n**");

**char** name[**80**]; //строка названия

**char** author[**80**]; //строка имени автора

scanf("%s %s %d", name, author, &years[i]); //считаем

printf("You entered element %d**\n**", i+**1**);

names[i] = (**char**\*)malloc(**sizeof**(**char**\*)\*(strlen(name) + **1**));

//выделяем память под массив

authors[i] = (**char**\*)malloc(**sizeof**(**char**\*)\*(strlen(author) + **1**));

//выделяем память под массив

strcpy(names[i], name); //записываем название в массив names

strcpy(authors[i], author); //записываем автора в массив authors

}

**return** createMusicalCompositionList(names, authors, years, len);

**void** **print\_names**(MusicalComposition \*head){

MusicalComposition \*current = head;

**while** (current->next){ //пока следующий элемент существует

printf("%s**\n**", current->name); //печатай название

current = current->next;//двигаемся к след. узлу

}

printf("%s**\n**", current->name); //печатаем последний узел

}

**void** **rem\_author**(**struct** MusicalComposition\*head, **char**\*a\_rem)

{

MusicalComposition \*current = head;

**while** (current->next) //пока есть следующий элемент

{

**if** (strcmp(current->author, a\_rem) == **0**) //если имя автора и строка для удаления совпали

**if** ((current->previous) == **0**) //если это первый элемент

{

MusicalComposition \*newcurrent = current->next; //снимаем связь со следующим элементом (перенаправляем на newcurrent)

strcpy(current->name, newcurrent->name);//копируем

strcpy(current->author, newcurrent->author); //инф-цию

current->year = newcurrent->year;//в newcurrent

newcurrent->next->previous = current;

current->next = newcurrent->next;

free(newcurrent);//сбросили newcurrent

}

Else //если это не первый элемент

{

current->previous->next = current->next; //меняет значение поля next у предыдущего элемента

current->next->previous = current->previous; //меняет значение поля previous у следующего

free(current); //убираем узел

}

current = current->next;//сдвигаемся на один узел дальше

}

**if** ((strcmp(current->author, a\_rem) == **0**) && (current->next == **0**)) //если это последний элемент

{

current->previous->next = NULL; //указатель на след. Эл-т предыдущего делаем NULL

free(current);

}

}

**void** **threeEl**(**struct** MusicalComposition\*head)

{

**int** c = **0**;

**int** i;

**while** (head)

{

c++;

**struct** MusicalComposition \* el = head->next;

**if** (c % **2** == **1**)

{

head = head->next;

}

**else**

{

head->next = NULL; //найденный элемент делаем последним

**for** (i = **0**; i < **3**; i++)//трижды повторяем ввод нового элемента

push(head);

**while** (head->next) //идем до последнего введенного элемента

head = head->next;

head->next = el; //ссылаемся на сохраненный элемент, тем самым восстанавливая связь в списке

head = el; //переходим на следующий элемент

}

}

}

**void** **removeEl**(**struct** MusicalComposition\*head, **char**\*name\_for\_remove)

{

MusicalComposition \*current = head;

**while** (current->next) //пока есть следующий элемент

{

**if** (strcmp(current->name, name\_for\_remove) == **0**) //если имя и строка для удаления совпали

**if** ((current->previous) == **0**) //если это первый элемент

{

MusicalComposition \*newcurrent = current->next; //снимаем связь со следующим элементом (перенаправляем на newcurrent)

strcpy(current->name, newcurrent->name);//копируем

strcpy(current->author, newcurrent->author); //инф-цию

current->year = newcurrent->year;//в newcurrent

newcurrent->next->previous = current;

current->next = newcurrent->next;

free(newcurrent);//сбросили newcurrent

}

Else //если это не первый элемент

{

current->previous->next = current->next; //меняет значение поля next у предыдущего элемента

current->next->previous = current->previous; //меняет значение поля previous у следующего

free(current); //убираем узел

}

current = current->next;//сдвигаемся на один узел дальше

}

**if** ((strcmp(current->name, name\_for\_remove) == **0**) && (current->next == **0**)) //если это последний элемент

{

current->previous->next = NULL; //указатель на след. Эл-т предыдущего делаем NULL

free(current);

}

}

**void** **push**(**struct** MusicalComposition\* head)

{

**char** name\_for\_push[**80**]; //название

**char** author\_for\_push[**80**]; //имя автора

**int** year\_for\_push;//год

printf("Enter the name of the song, author and year using spaces**\n**");

scanf("%s %s %d", name\_for\_push, author\_for\_push, &year\_for\_push);

//ввод значений

MusicalComposition\* element= createMusicalComposition(name\_for\_push, author\_for\_push, year\_for\_push);//создаем элемент из введенных значений

**while** (head->next) //пока есть следующий элемент,

head = head->next;//перемещаемся по списку

head->next = element; //последний элемент ссылается на созданный

element->previous = head;// ссылка на предыдущий элемент

element->next = NULL; //следующего эл-та нет ◊этот эл-т последний

printf("Done!");

}

**int** **count**(MusicalComposition \*head) { //возвращает число элементов списка

**int** c=**0**;

**while** (head) {

c++;

head=head->next;

}

**return** c;

}

**void** **pause**() //показывает, что выполнение операции завершено

{

printf("Press any key to continue...**\n**");

getchar(); //ждет два символа для завершения

getchar();

}

F.H

#include "struct.h"

**int** **count**(MusicalComposition \*head);

MusicalComposition\* **createMusicalComposition**(**char** \*name, **char**\* author, **int** year);

MusicalComposition\* **createMusicalCompositionList**(**char**\*\* array\_names, **char**\*\* array\_authors, **int**\* array\_years, **int** n);

MusicalComposition\* **added\_str**();

**void** **print\_names**(MusicalComposition \*head);

**void** **push**(**struct** MusicalComposition\* head);

**void** **rem\_author**(**struct** MusicalComposition\*head, **char**\*name\_for\_remove);

**void** **removeEl**(**struct** MusicalComposition\*head, **char**\* name\_for\_remove);

**void** **threeEl**(**struct** MusicalComposition\*head);

**void** **pause**();

BIGHEADER.H

#include <stdio.h>//для стандартного ввода-вывода

#include <stdlib.h> //для функции malloc

#include <string.h> //для работы со строками

#include <conio.h> //для вызова system(cls)

STRUCT.H //содержит объявление типа MusicalComposition и описание структуры

**struct** MusicalComposition { //объявили структуру

**char** name[**80**]; //строка не более 80 символов

**char** author[**80**];

**int** year;

**struct** MusicalComposition \* next;//следующий элемент списка

**struct** MusicalComposition \* previous; //предыдущий элемент списка

};

**typedef** **struct** MusicalComposition MusicalComposition;

# **Заключение**

В результате выполнения курсовой работы был создан двунаправленный линейный список музыкальных композиций и API с использованием указателей. В работе показано выполнение таких стандартных операций, как удаление элементов, поиск по ключевым словам, создание списка элементов, подсчет количества элементов и списке и прочие. В работе использовались файлы исходного кода(\*.c), заголовочные файлы(\*.h), makefile. Также продемонстрированы основные этапы работы с Git.