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**Мета:** створення консольної програми-калькулятора за допомогою основних синтаксичних конструкцій Python, з іншим завданням на заміну тестуванню та валідації.

**План роботи**

Завдання 1: Введення користувача

Створіть Python-програму, яка приймає введення користувача для двох чисел і оператора (наприклад, +, -, \*, /).

Завдання 2: Перевірка оператора

Перевірте чи введений оператор є дійсним (тобто одним із +, -, \*, /). Якщо ні, відобразіть повідомлення про помилку і попросіть користувача ввести дійсний оператор.

Завдання 3: Обчислення

Виконайте обчислення на основі введення користувача (наприклад, додавання, віднімання, множення, ділення) і відобразіть результат.

Завдання 4: Повторення обчислень

Запитайте користувача, чи він хоче виконати ще одне обчислення. Якщо так, дозвольте йому ввести нові числа і оператор. Якщо ні, вийдіть з програми.

Завдання 5: Обробка помилок

Реалізуйте обробку помилок для обробки ділення на нуль або інших потенційних помилок. Відобразіть відповідне повідомлення про помилку, якщо виникає помилка.

Завдання 6: Десяткові числа

Змініть калькулятор так, щоб він обробляв десяткові числа (плаваючу кому) для більш точних обчислень.

Завдання 7: Додаткові операції

Додайте підтримку додаткових операцій, таких як піднесення до степеня (^), квадратний корінь (√) і залишок від ділення (%).

Завдання 8: Функція пам'яті

Реалізуйте функцію пам'яті, яка дозволяє користувачам зберігати і відновлювати результати. Додайте можливості для зберігання та отримання значень з пам'яті.

Завдання 9: Історія обчислень

Створіть журнал, який зберігає історію попередніх обчислень, включаючи вираз і результат. Дозвольте користувачам переглядати історію своїх обчислень.

Завдання 10: Налаштування користувача

Надайте користувачам можливість налаштувати поведінку калькулятора, таку як зміну кількості десяткових розрядів, які відображаються, або налаштування функцій пам'яті.  
  
**Реалізація:**

**Файл AppSettings.py:**  
import lab1.constants.constants as const

class AppSettings:

    def \_\_init\_\_(self):

        self.decimal\_places = const.DECIMALS

        self.console\_color = "white"

    def change\_decimals(self, decimals):

        self.decimal\_places = decimals

    def change\_color(self, color):

        self.console\_color = color

**Папка functions, файл calcFunctions.py:**import math

def add(a, b):

    return a + b

def subtract(a, b):

    return a - b

def multiply(a, b):

    return a \* b

def divide(a, b):

    try:

        return a / b

    except ZeroDivisionError:

        return "Error: Division by zero"

def power(a, b):

    return a \*\* b

def sqrt(a):

    return math.sqrt(a)

def modulus(a, b):

    return a % b

**Папка interface, файл userInterface.py:**

def get\_user\_input(prompt):

return input(prompt)

def display\_output(message):

print(message)

**Папка functions, файл Calculator.py:**

import math

class Calculator:

    def \_\_init\_\_(self):

        self.num1 = 0.0

        self.num2 = 0.0

        self.operator = ''

        self.valid\_operators = ['+', '-', '\*', '/', '^', '√', '%']

    def get\_user\_input(self):

        expression = input("Enter expression (e.g. '5 + 3' or '√9'): ").strip()

        return self.parse\_expression(expression)

    def parse\_expression(self, expression):

        if '√' in expression:

            self.operator = '√'

            self.num1 = float(expression[1:])

            self.num2 = None

        else:

            for operator in self.valid\_operators:

                if operator in expression:

                    self.num1, self.num2 = map(float, expression.split(operator))

                    self.operator = operator

                    break

        if self.operator not in self.valid\_operators:

            raise ValueError("Invalid operator!")

    def check\_operator(self):

        if self.operator not in self.valid\_operators:

            raise ValueError(f"Invalid operator: {self.operator}")

    def calculate(self):

        try:

            if self.operator == '+':

                return self.num1 + self.num2

            elif self.operator == '-':

                return self.num1 - self.num2

            elif self.operator == '\*':

                return self.num1 \* self.num2

            elif self.operator == '/':

                if self.num2 == 0:

                    raise ZeroDivisionError("Cannot divide by zero!")

                return self.num1 / self.num2

            elif self.operator == '^':

                return self.num1 \*\* self.num2

            elif self.operator == '√':

                if self.num1 < 0:

                    raise ValueError("Cannot take square root of negative number!")

                return math.sqrt(self.num1)

            elif self.operator == '%':

                return self.num1 % self.num2

        except (ValueError, ZeroDivisionError) as e:

            print(f"Error: {e}")

            return None

    def display\_result(self, result):

        if result is not None:

            print(f"Result: {result:.2f}")

        else:

            print("Error occurred during calculation.")

    def run(self):

        while True:

            try:

                self.get\_user\_input()

                result = self.calculate()

                self.display\_result(result)

            except ValueError as e:

                print(e)

            choice = input("Do you want to perform another calculation? (y/n): ").lower()

            if choice != 'y':

                break

**Файл main.py:**

from lab1.functions.calcFunctions import add, subtract, multiply, divide, power, sqrt, modulus

from lab1.init import memory, app\_settings

import lab1.constants.constants as const

history = []

def logToFile(expression, result):

    with open("lab1/logs/calculator\_history.txt", "a") as logFile:

        logFile.write(f"{expression} = {result}\n")

def displayHistory():

    if history:

        print("\n--- Calculation History ---")

        for record in history:

            print(record)

    else:

        print("No history available.")

def parse\_expression(expression):

    try:

        expression = expression.replace(' ', '')

        if '√' in expression:

            num = float(expression[1:])

            return num, None, '√'

        for operator in const.VALID\_OPERATORS:

            if operator in expression:

                num1, num2 = expression.split(operator)

                return float(num1), float(num2), operator

    except ValueError:

        raise ValueError("Invalid expression format")

def main():

    while True:

        print("\nTo view calculation history, type 'history'")

        userInput = input("Enter an expression (e.g., '5 + 3' or 'exit' to quit): ")

        if userInput.lower() == "history":

            displayHistory()

            continue

        elif userInput.lower() == "exit":

            break

        try:

            num1, num2, operator = parse\_expression(userInput)

            if operator not in const.VALID\_OPERATORS:

                print("Invalid operator!")

                continue

            if operator == '+':

                result = add(num1, num2)

            elif operator == '-':

                result = subtract(num1, num2)

            elif operator == '\*':

                result = multiply(num1, num2)

            elif operator == '/':

                result = divide(num1, num2)

            elif operator == '^':

                result = power(num1, num2)

            elif operator == '√':

                result = sqrt(num1)

            elif operator == '%':

                result = modulus(num1, num2)

            expression = f"{num1} {operator} {num2}" if operator != '√' else f"{operator}({num1})"

            result = f"{expression} = {round(result, app\_settings.decimal\_places)}"

            history.append(result)

            logToFile(expression, result)

            print(result)

        except ValueError:

            print("Error: Invalid input.")

        choice = input("Do you want to perform another calculation? (y/n): ")

        if choice.lower() != 'y':

            break

if \_\_name\_\_ == '\_\_main\_\_':

    main()

**Результат виконання:**

**![](data:image/png;base64,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)**

**Висновок:** на цій лабораторній роботі я створив простий консольний калькулятор на Python, який може виконувати арифметичні операції, обробляти помилки та надавати користувачу зручний інтерфейс.