EXP:NO:06 NAME:MOHAMMED FAISAL S.M

REG:NO:231801105

DEPT:AIDS-B

RECURSIVE BEST-FIRST SEARCH ALGORITHM

Program:

class Node:

def \_\_init\_\_(self, state, parent=None, cost=0, heuristic=0):

self.state = state

self.parent = parent

self.cost = cost

self.heuristic = heuristic

self.f = cost + heuristic

def is\_goal(state, goal):

return state == goal

def generate\_successors(node, goal):

successors = []

for i in range(node.state + 1, goal + 1):

successors.append(Node(i, node, node.cost + 1, heuristic(i, goal)))

return successors

def heuristic(state, goal):

return abs(goal - state)

def rbfs(node, f\_limit, goal):

if is\_goal(node.state, goal):

return node

successors = generate\_successors(node, goal)

if not successors:

return None

while True:

successors.sort(key=lambda x: x.f)

best = successors[0]

if best.f > f\_limit:

return None

if len(successors) > 1:

alternative = successors[1].f

else:

alternative = float('inf')

result = rbfs(best, min(f\_limit, alternative), goal)

if result is not None:

return result

if \_\_name\_\_ == "\_\_main\_\_":

initial\_state = 0

goal\_state = 5

initial\_node = Node(initial\_state, None, 0, heuristic(initial\_state, goal\_state))

solution = rbfs(initial\_node, float('inf'), goal\_state)

if solution is not None:

path = []

while solution is not None:

path.append(solution.state)

solution = solution.parent

path.reverse()

print("RBFS Path:", path)

else:

print("No solution found.")

output:
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