Lab 1 - Truth Tables and Logic Expressions

1. **Introduction**: My lab has two parts: The base program which takes a truth table as an input and outputs a sum of products. And a second independent program that takes a logical expression and outputs a truth table. The second part is for extra credit and represents most of the code and complexity of the assignment.
2. **Process**: For the base assignment I used a nested for loop to swap zeros and ones with letters and nots. This was achieved with a nested for loop. The outer for loop separates the user input along commas into chunks. The inner for loop compares each character against the F value and prints a backslash if the characters do not match and prints an incrementing letter for each character except the last.

    for (i, chunk) in entire\_input.trim().split(',').enumerate() { // for each comma separated chunk

        if i > 0 { // not first run

            print!(" + ");

        }

        for (j, c) in chunk.chars().enumerate() { // compare each character to the last char in the string

            if j < chunk.len() -1 { // ignore last char

                if chunk.ends\_with(c) == false {

                    print!("/");

                }

                // Print j'th letter in alphabet

                print!("{}", (j as u8 + 'A' as u8) as char);

            }

        }

    }

**The explanation for my extra credit implementation is at the end of the document.**

1. **Testing**: To test my base program, I ran a variety of inputs, see below. Invalid characters are ignored, and the program throws an error if any substring has more than 5 Booleans to enforce the not going beyond D limit. My extra credit is more sensitive, there are many places where invalid expression formatting can cause errors and while crashes are caught the program simply continues without printing a table. However, some tricky cases are handled well and provide the expected behavior, such as multiple parenthesis around a single value, multiple nots in a row, and not before a parenthesis.

**Testing examples**:

No crashes, invalid characters are simply ignored.
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Crashes on purpose, as a variable beyond D was given
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1. **Results**: A string from the user is separated along commas, the variables needed (ABC…) are determined by the substring length. Each value besides, the last value F, is printed and if it is not equal to F it is not-ed as well. The result of each substring is printed with a plus between them.
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For the extra credit, a logic expression is entered. It must strictly follow the assignment specifications and cannot include an invalid characters or whitespaces. The output is a truth table generated by substituting all combinations of the Boolean variables and solving.

The expression ((A+B+C\*/(D+/D)+A)+(B\*/C)) program can simplified to: if A or B and not C, which we see the correct results for.
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Description automatically generated](data:image/png;base64,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)

1. **Conclusion**: I started with the extra credit, so some of its code isn’t very well written because I was still learning rust. But the main program is pretty well written all the assignment runs well. In my testing I always get the expected results. In future assignments I will use error handling better. I used panic like throw in C++, but panic is only meant to be used for unrecoverable errors and will always print a full stack trace even if caught.
2. **References and Acknowledgements**: I used stack overflow, the official rust documentation, and ChatGPT to help me learn rust and complete the assignment. All code is my own, I borrowed formatting and approaches from many sources but did not copy and paste code from any source. To give an example of how I used ChatGPT, I wanted to filter character out of a string but I wanted to give characters to keep not remove, so I asked ChatGPT. ChatGPT gave me:

user\_input.retain(|c| c.is\_numeric() || c == ',');

But after looking up *retain()* in the official rust documentation, my final code looks like this:

user\_input.retain(|c| c == '1' ||  c == '0' || c == ',');

<https://chat.openai.com/share/06766d1e-f4d0-4162-944d-aa7d87f32d38>

**Extra credit process**:

I’m giving a high-level overview of the extra credit as it is complicated enough to take multiple pages to explain and my implementation is not very elegant, so going into implementation detail will only add confusion. Below are most of the functions followed by their call order. A few utility functions have been omitted for simplicity.

fn run\_extra\_credit(expression: String)

fn substitute\_variables(expression: String, variables: &[bool], var\_count: usize) -> String

fn apply\_nots(not\_char: char, expression: String) -> String

fn perform\_operation(expression: String) -> String

fn op\_max\_depth(expression: &str) -> i32

fn remove\_single\_parenthesis(expression: String) -> String

1. **main** calls **run\_extra\_credit**
2. **run\_extra\_credit** does the following **for every combination in the truth table**:
   1. **substitute\_variables** This replaces A,B,C… with zeros and ones, every combination of zeros and ones will be called.
   2. **apply\_nots**. Variables are inverted if they are preceded by an odd number of nots, nots before parenthesis are left in place
   3. **While the expression is not solved**: This loop calculates one operation and exits once a single zero or one remains.
      1. **Remove parenthesis**. This removes the parenthesis around single variables ex: “(1)” becomes “1”. This function is recursive and will remove multiple parenthesis, ex: “(((0)))” becomes “0”.
         1. **apply\_nots** is applied. so ‘/(0)’ becomes ‘1’
      2. **perform\_operation** returns the input expression but with the inner most operation solved. Ex: “(1 and **(0 or 1)**)” => “(1 and **(1)**)”.

Now what does this look like with an actual expression? Using English instead of the programs notation, let’s examine (not A and not (B or C))

(not A and not (B or C))

Our first step comes at 2.a where we substitute numbers for variables. Every combination of variables will be run in the program but let’s look at A=0, B=0, C=1. Our expression becomes:

(not 0 and not (0 or 1))

Moving on to 2.b we apply nots, remember nots proceeding parenthesis are left in place. Note the red 1 has been not-ed but the green not hasn’t changed.

(1 and not (0 or 1))

2.c.i has no effect as there are no parenthesis to remove or nots to apply.

2.c.ii calculates the inner most operation. “0 or 1” => “1”

(not 0 and not (1))

2.c.i removes the parenthesis and nots the second variable.

(1 and 0)

2.c.ii calculates. “0 and 1” => “0”

(0)

(0) is considered solved so the loop breaks. The remaining parentheses are removed, and the value is printed to the truth table in a column next to the variable values. A=0, B=0, C=1 with a result of 0 gives us: **0 0 1 | 0**