Lab 2 - Recursion, Series, Irrational Numbers

1. **Introduction**: My lab four simple. There is more code that I removed than is left, which I will go over in my conclusions. For what I did include, there is a main function that loads sets and then prints unions generated by combining these sets. And there is a function to load sets from a csv file. My custom datatype is used but does not add any functionality beyond a typical string.
2. **Process**: My program starts by populating three Hash Sets from three files, A, B, and C. These files are read into a string and then iterated by line, and each line is split along the comma. With the content before the comma becoming the Hash Set’s key and the remainder becoming a value, see below.

    for line in content.split('\n') {

        if let Some(pos) = line.find(',') {

            // Remove comma from string a

            let (a, b) = line.split\_at(pos + 1);

            let a = (&a[0..pos]).trim();

            let b = b.trim();

            // Adds line to

            output.insert((ReadCountString::new(a.to\_string()),b.to\_string()));

        }

    }

Once the Hash Sets are populated from the files, they are operated with each other and printed to console. The following operations are performed: A and B are unioned, printing all elements in either set. A and B are intersected, printing elements that are in both sets. A and C are differenced, printing all elements in A but not C. And B and C are symmetric differenced, printing elements that are exclusively in one of the sets. See below.

    println!("    A ∪ B: ");

    for (s, v) in a.union(&b) {

        println!("{:5} : {}", s.\_value, v)

    }

    println!("    A ∩ B: ");

    for (s, v) in a.intersection(&b) {

        println!("{:5} : {}", s.\_value, v)

    }

    println!("    A \\ C: ");

    for (s, v) in a.difference(&c) {

        println!("{:5} : {}", s.\_value, v)

    }

    println!("    B △ C: ");

    for (s, v) in a.symmetric\_difference(&c) {

        println!("{:5} : {}", s.\_value, v)

    }

1. **Testing**: The program only takes input from a static file, so testing was easy, just to make sure the file is formatted correctly. However, incorrectly formatted files will cause problems. There must only be one comma per line and there may not be any blank lines, or the program will fail without catching. With valid files the program runs as expected and each operation is run correctly and prints exactly those elements that meet the criteria of each operation.

Below is a valid file. Any string can be used as key or value, so the left column can support any Unicode characters, not just numbers. And the right column can also support full Unicode, so Chinese characters, emojis, and all other characters can be used.

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

1. **Results**: To save space, I will go over the second and last operations and skip the other two, although all operations are successful.

**A intersect B:**

Highlighted are all the elements that appear in both files. And the rightmost column is the console’s correct output.

|  |  |  |
| --- | --- | --- |
| File A | File B | A ∩ B from console |
| A screenshot of a computer  Description automatically generated | A screenshot of a computer  Description automatically generated |  |

**B symmetric difference C:**

Highlighted are all that appear in both sets. All non-highlighted elements appear in the console output. This is the correct behavior for symmetric difference, which works much like XOR.

|  |  |  |
| --- | --- | --- |
| File B | File C | B △ C: from console |
|  |  |  |

1. **Conclusion**: I think I got all the extra credit done, but I’m still not happy with a my program’s lack of functionality. I wanted my ReadCountString to keep track of how often it was being read. Particularly I wanted to know if the value was read when calling operations like “.union()”. However, I hit a roadblock. Rust doesn’t let me mutate values of an object during certain function calls. The commented-out code below will not compile.

impl PartialEq for ReadCountString {

    fn eq(&self, other: &ReadCountString) -> bool {

        // self.read\_count += 1;

        self.\_value == other.\_value

    }

}

The second roadblock I ran into was not being able to call operations on the result of Hash Set operations. I wanted to take say the union of A and B and then union that result with C. This does not work though because the result of the Hash Set operations is a Union type, not a Hash Set. Operations can only be performed on Hash Sets, and due to Rust’s borrow checker I was not able to create a working function to turn Union types into Hash Sets. The below code is an example of what I want to do but it does not compile.

a.union(&(b.union(&c)))

1. **References and Acknowledgements:** I did all my own programming. I used Rust’s official documentation and the link given in the lab instructions (link below). The guide had some code examples that did not compile. After fixing the issues I shared my solution with classmates. I also used Chatgpt extensively to try and fix my union\_to\_hashset function’s borrowing issues. I was unsuccessful and all code relevant to the Chatgpt wasn’t very helpful in this situation.

<https://www.tutorialspoint.com/hashset-in-rust-programming>

1. **Extra credit process**:

**Implement the program to include full tables of data rather than just the keys:** ✓

My tables consist of a key and a single value.

**Implement the program to accept other data types as keys:** ✓

I don’t know what “other” means here, so I created my own object as a datatype. Functionally my datatype is very similar to a String. However, it isn’t technically a String, and if the counter code worked it would be functionally distinct as well.

**Allow for the inclusion of a 3rd set and implement at least four set operations. Be sure to output the operations performed:** ✓

My program has three sets and four operations. The three sets are a, b, cand c. The three operations are union, intersections, difference, and symmetric difference. The instructions don’t ask for this, but I tried to get my program to be able to run operations on all three sets, say the union of a, b, and c. I could not get this working, as I talked about in my conclusion section.