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##### male: 1 if the parolee is male, 0 if female

##### race: 1 if the parolee is white, 2 otherwise

##### age: the parolee’s age (in years) when he or she was released from prison

##### state: a code for the parolee’s state. 2 is Kentucky, 3 is Louisiana, 4 is Virginia, and 1 is any other state. The three states were selected due to having a high representation in the dataset.

##### time.served: the number of months the parolee served in prison (limited by the inclusion criteria to not exceed 6 months).

##### max.sentence: the maximum sentence length for all charges, in months (limited by the inclusion criteria to not exceed 18 months).

###### multiple.offenses: 1 if the parolee was incarcerated for multiple offenses, 0 otherwise.

##### crime: a code for the parolee’s main crime leading to incarceration. 2 is larceny, 3 is drug-related crime, 4 is driving-related crime, and 1 is any other crime.

##### violator: 1 if the parolee violated the parole, and 0 if the parolee completed the parole without violation.

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.2 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ ggplot2 3.4.2 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.1   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(tidymodels)

## ── Attaching packages ────────────────────────────────────── tidymodels 1.1.0 ──  
## ✔ broom 1.0.5 ✔ rsample 1.1.1  
## ✔ dials 1.2.0 ✔ tune 1.1.1  
## ✔ infer 1.0.4 ✔ workflows 1.1.3  
## ✔ modeldata 1.1.0 ✔ workflowsets 1.0.1  
## ✔ parsnip 1.1.0 ✔ yardstick 1.2.0  
## ✔ recipes 1.0.6

## Warning: package 'broom' was built under R version 4.3.1

## ── Conflicts ───────────────────────────────────────── tidymodels\_conflicts() ──  
## ✖ scales::discard() masks purrr::discard()  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ recipes::fixed() masks stringr::fixed()  
## ✖ dplyr::lag() masks stats::lag()  
## ✖ yardstick::spec() masks readr::spec()  
## ✖ recipes::step() masks stats::step()  
## • Learn how to get started at https://www.tidymodels.org/start/

library(e1071)

##   
## Attaching package: 'e1071'  
##   
## The following object is masked from 'package:tune':  
##   
## tune  
##   
## The following object is masked from 'package:rsample':  
##   
## permutations  
##   
## The following object is masked from 'package:parsnip':  
##   
## tune

library(ROCR)

## Warning: package 'ROCR' was built under R version 4.3.1

library(readr)  
library(readxl)  
library(glmnet)

## Loading required package: Matrix  
##   
## Attaching package: 'Matrix'  
##   
## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack  
##   
## Loaded glmnet 4.1-7

library(ggplot2)  
  
parole <- read\_csv("parole.csv")

## Rows: 675 Columns: 9  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## dbl (9): male, race, age, state, time.served, max.sentence, multiple.offense...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

parole

## # A tibble: 675 × 9  
## male race age state time.served max.sentence multiple.offenses crime  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 1 1 33.2 1 5.5 18 0 4  
## 2 0 1 39.7 1 5.4 12 0 3  
## 3 1 2 29.5 1 5.6 12 0 3  
## 4 1 1 22.4 1 5.7 18 0 1  
## 5 1 2 21.6 1 5.4 12 0 1  
## 6 1 2 46.7 1 6 18 0 4  
## 7 1 1 31 1 6 18 0 3  
## 8 0 1 24.6 1 4.8 12 0 1  
## 9 0 1 32.6 1 4.5 13 0 3  
## 10 1 2 29.1 1 4.7 12 0 2  
## # ℹ 665 more rows  
## # ℹ 1 more variable: violator <dbl>

## Libraries: For this assignment you will need the following libraries: tidyverse, tidymodels, e1071, and ROCR.

## Before beginning the assignment tasks, you should read-in the data for the assignment into a data frame called parole. Carefully convert the male, race, state, crime, multiple.offenses, and violator variables to factors. Recode (rename) the factor levels of each of these variables according to the description of the variables provided in the ParoleData.txt file (located with the assignment on Canvas). Take your time and double-check that you have correctly converted and renamed the variables listed above.

parole = parole %>%   
 mutate(male = as\_factor(male)) %>%   
 mutate(male = fct\_recode(male, "Male" = "0", "Female" = "1" ))   
  
parole = parole %>%   
 mutate(race = as\_factor(race)) %>%   
 mutate(race = fct\_recode(race, "Other"= "2", "White" = "1" ))  
  
parole = parole %>%   
 mutate(state = as\_factor(state)) %>%   
 mutate(state = fct\_recode(state, "Other" = "1", "Kentucky" = "2", "Louisiana" = "3", "Virginia" = "4" ))  
  
parole = parole %>%   
 mutate(crime = as\_factor(crime)) %>%   
 mutate(crime = fct\_recode(crime, "Other" = "1", "Larceny" = "2", "Drug-Related" = "3", "Driving-Related" = "4" ))  
  
parole = parole %>%   
 mutate(multiple.offenses = as\_factor(multiple.offenses)) %>%   
 mutate(multiple.offenses = fct\_recode(multiple.offenses, "Otherwise" = "0", "Multiple-Offenses" = "1" ))  
  
parole = parole %>%   
 mutate(violator = as\_factor(violator)) %>%   
 mutate(violator = fct\_recode(violator, "No Violation" = "0", "Violation" = "1" ))  
  
parole

## # A tibble: 675 × 9  
## male race age state time.served max.sentence multiple.offenses crime   
## <fct> <fct> <dbl> <fct> <dbl> <dbl> <fct> <fct>   
## 1 Female White 33.2 Other 5.5 18 Otherwise Driving-…  
## 2 Male White 39.7 Other 5.4 12 Otherwise Drug-Rel…  
## 3 Female Other 29.5 Other 5.6 12 Otherwise Drug-Rel…  
## 4 Female White 22.4 Other 5.7 18 Otherwise Other   
## 5 Female Other 21.6 Other 5.4 12 Otherwise Other   
## 6 Female Other 46.7 Other 6 18 Otherwise Driving-…  
## 7 Female White 31 Other 6 18 Otherwise Drug-Rel…  
## 8 Male White 24.6 Other 4.8 12 Otherwise Other   
## 9 Male White 32.6 Other 4.5 13 Otherwise Drug-Rel…  
## 10 Female Other 29.1 Other 4.7 12 Otherwise Larceny   
## # ℹ 665 more rows  
## # ℹ 1 more variable: violator <fct>

## Question 1 There are 675 parolees in the dataset. How many of these parolees ended up violating parole? HINT: Examine the response variable “violator”.

### 78

parole1 = parole %>%  
 filter(violator == "Violation")  
  
nrow(parole1)

## [1] 78

## Split the data into training and testing sets. Your training set should have 70% of the data. Use a random number (set.seed) of 12345. Be sure that the split is stratified by “violator”.

## Before proceeding, let’s take a moment to talk about the ordering of the levels (categories) in the response variable. The command below shows us the levels of the response variable. We should expect them to be “No” and then “Yes” (in that order). levels(train$violator)

set.seed(12345)  
parole\_split = initial\_split(parole, prop = 0.70, strata = violator)  
train = training(parole\_split)  
test = testing(parole\_split)  
  
nrow(train)

## [1] 471

## Ordering is important when it comes to the categories of the response variable. We need the “positive” class (category) to be listed second. Here “Yes” is listed second. “Yes” is our “positive” class as we are interested in building models to detect parolees that violate parole rather than building models with the intent of identifying the parolees that do not violate parole. It seems like a small issue, but it’s an important one. What do we do if the categories are in the incorrect order (this happens sometimes)? We can rearrange the factor levels to put the positive class second (last). The code below accomplishes this. If your levels are properly ordered already, it won’t hurt to run this code. It’s good to keep this code around in case you do need to reorder levels

train = train %>% mutate(violator = fct\_relevel(violator, c("No Violation","Violation")))  
levels(train$violator)

## [1] "No Violation" "Violation"

## Question 3: Our objective is to predict whether or not a parolee will violate his/her parole. In this task, use appropriate data visualizations and/or tables to examine the relationship between each variable and the response variable “violator”. Use your visualizations to answer the questions below.

## True/False: The violation rate appears slightly higher among males than among females.

### **FALSE**

## Question 4: True/False: The violation rate is considerably higher in Louisiana than in the other states.

### **TRUE**

## Question 5: True/False: The violation rate appears slightly higher among parolees with shorter“max\_sentence” values.

### **FALSE**

ggplot(parole, aes(x=male, fill = violator)) +   
 geom\_bar() + theme\_bw()

![](data:image/png;base64,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)

ggplot(parole, aes(x=race, fill = violator)) +   
 geom\_bar() + theme\_bw()
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ggplot(parole, aes(x=state, fill = violator)) +   
 geom\_bar() + theme\_bw()
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ggplot(parole, aes(x=crime, fill = violator)) +   
 geom\_bar() + theme\_bw()
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ggplot(parole, aes(x= max.sentence, fill = violator)) +   
 geom\_bar() + theme\_bw()
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## Question 6: Create a logistic regression model using the “state” variable to predict “violator”.

##Which state is the base level in the model summary? ## A. KY ## B. LA ## C. VA ## D. Other ### **Other**

parole\_model =   
 logistic\_reg(mode = "classification") %>% #note the use of logistic\_reg and mode = "classification"  
 set\_engine("glm") #standard logistic regression engine is glm  
  
train\_recipe = recipe(violator ~ state, train)  
  
logreg\_wf = workflow() %>%  
 add\_recipe(train\_recipe) %>%   
 add\_model(parole\_model)  
  
train\_fit = fit(logreg\_wf, train)  
  
train\_fit$fit$fit$fit

##   
## Call: stats::glm(formula = ..y ~ ., family = stats::binomial, data = data)  
##   
## Coefficients:  
## (Intercept) stateKentucky stateLouisiana stateVirginia   
## -1.75539 -0.09521 1.40709 -2.08191   
##   
## Degrees of Freedom: 470 Total (i.e. Null); 467 Residual  
## Null Deviance: 335.5   
## Residual Deviance: 271 AIC: 279

## Question 7 To two decimal places, what is the AIC of the model with “state” to predict “violator”?

### **390.89**

## Question 8 Create a logistic regression model using the training set to predict “violator” using the variables: “state”, “multiple.offenses”, and “race”.

## Which variables are significant in the resulting model (select all that are significant)?

## A. state

## B. multiple.offenses

## C. race

## D. None of the variables in the model are significant

### **C and B**

parole\_model2 =   
 logistic\_reg(mode = "classification") %>% #note the use of logistic\_reg and mode = "classification"  
 set\_engine("glm") #standard logistic regression engine is glm  
  
train\_recipe2 = recipe(violator ~ state +  
 multiple.offenses +  
 race, train)  
  
logreg\_wf2 = workflow() %>%  
 add\_recipe(train\_recipe2) %>%   
 add\_model(parole\_model2)  
  
train\_fit2 = fit(logreg\_wf2, train)  
  
train\_fit2$fit$fit$fit

##   
## Call: stats::glm(formula = ..y ~ ., family = stats::binomial, data = data)  
##   
## Coefficients:  
## (Intercept) stateKentucky   
## -2.47873 -0.01418   
## stateLouisiana stateVirginia   
## 0.11876 -3.58422   
## multiple.offensesMultiple-Offenses raceOther   
## 1.65689 1.11646   
##   
## Degrees of Freedom: 470 Total (i.e. Null); 465 Residual  
## Null Deviance: 335.5   
## Residual Deviance: 244.5 AIC: 256.5

#8 answer: all

## Question 9: Use your model from Question 8 to determine the probability (to two decimal places) that the following parolee will violate parole: The parolee is in Louisiana, has multiple offenses, and is white.

### **0.442**

newdata1 = data.frame(state = "Louisiana", race = "White", multiple.offenses = "Multiple-Offenses")  
  
predictions = predict(train\_fit2, newdata1, type = "prob")

## Question 10: Continuing to use your model from Question 8, develop an ROC curve and determine the probability threshold that best balances specificity and sensitivity (on the training set). Be sure to be careful with the predict function syntax.

## What is the value of this threshold (to four decimal places)?

### **0.846476**

predictions2 = predict(train\_fit2, train, type = "prob")[2]  
  
ROCRpred = prediction(predictions2, train$violator)   
###You shouldn't need to ever change the next two lines:  
ROCRperf = performance(ROCRpred, "tpr", "fpr")  
plot(ROCRperf, colorize=TRUE, print.cutoffs.at=seq(0,1,by=0.1), text.adj=c(-0.2,1.7))
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as.numeric(performance(ROCRpred, "auc")@y.values)

## [1] 0.8460121

opt.cut = function(perf, pred){  
 cut.ind = mapply(FUN=function(x, y, p){  
 d = (x - 0)^2 + (y-1)^2  
 ind = which(d == min(d))  
 c(sensitivity = y[[ind]], specificity = 1-x[[ind]],   
 cutoff = p[[ind]])  
 }, perf@x.values, perf@y.values, pred@cutoffs)  
}  
print(opt.cut(ROCRperf, ROCRpred))

## [,1]  
## sensitivity 0.7222222  
## specificity 0.8369305  
## cutoff 0.2015788

## Question 11: Continuing to use your model from Question 8, what is the model’s accuracy (on the training set) given the cutoff from Question 10? Report the accuracy to three decimal places. HINT: Use the threshold value out to all of its reported decimal places to ensure that your answer matches the solution.

### 0.8177778

## Question 12 Continuing to use the model from Question 8, what is the sensitivity of the model on the training set (to three decimal places)?

## 0.7435897

t1 = table(train$violator, predictions2 >0.2015788)  
  
(t1[1,1]+t1[2,2])/nrow(train)

## [1] 0.8407643

#accuracy  
36/(18+36)

## [1] 0.6666667

t2 = table(train$violator, predictions2 >0.2)  
  
(t2[1,1]+t2[2,2])/nrow(train)

## [1] 0.8237792

## Question 13: For the model from Question 8, which probability threshold results in the best accuracy (on the training set)?

## A. 0.2

## B. 0.3

## C. 0.4

## D. 0.5

### D

predictions3 = predict(train\_fit2, test, type = "prob")[2]  
  
ROCRpred = prediction(predictions3, test$violator)   
###You shouldn't need to ever change the next two lines:  
ROCRperf = performance(ROCRpred, "tpr", "fpr")  
plot(ROCRperf, colorize=TRUE, print.cutoffs.at=seq(0,1,by=0.1), text.adj=c(-0.2,1.7))
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as.numeric(performance(ROCRpred, "auc")@y.values)

## [1] 0.8456019

opt.cut = function(perf, pred){  
 cut.ind = mapply(FUN=function(x, y, p){  
 d = (x - 0)^2 + (y-1)^2  
 ind = which(d == min(d))  
 c(sensitivity = y[[ind]], specificity = 1-x[[ind]],   
 cutoff = p[[ind]])  
 }, perf@x.values, perf@y.values, pred@cutoffs)  
}  
print(opt.cut(ROCRperf, ROCRpred))

## [,1]  
## sensitivity 0.79166667  
## specificity 0.80000000  
## cutoff 0.08627651

t3 = table(test$violator, predictions3 >0.5)  
  
(t3[1,1]+t3[2,2])/nrow(test)

## [1] 0.8970588

#accuracy  
8/(16+8)

## [1] 0.3333333