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##For this assignment you will need the following libraries: tidyverse, tidymodels, caret, gridExtra, vip, and ranger

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.2 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ ggplot2 3.4.2 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.1   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(tidymodels)

## ── Attaching packages ────────────────────────────────────── tidymodels 1.1.0 ──  
## ✔ broom 1.0.5 ✔ rsample 1.1.1  
## ✔ dials 1.2.0 ✔ tune 1.1.1  
## ✔ infer 1.0.4 ✔ workflows 1.1.3  
## ✔ modeldata 1.1.0 ✔ workflowsets 1.0.1  
## ✔ parsnip 1.1.0 ✔ yardstick 1.2.0  
## ✔ recipes 1.0.6

## Warning: package 'broom' was built under R version 4.3.1

## ── Conflicts ───────────────────────────────────────── tidymodels\_conflicts() ──  
## ✖ scales::discard() masks purrr::discard()  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ recipes::fixed() masks stringr::fixed()  
## ✖ dplyr::lag() masks stats::lag()  
## ✖ yardstick::spec() masks readr::spec()  
## ✖ recipes::step() masks stats::step()  
## • Use tidymodels\_prefer() to resolve common conflicts.

library(mice) #package for imputation

##   
## Attaching package: 'mice'  
##   
## The following object is masked from 'package:stats':  
##   
## filter  
##   
## The following objects are masked from 'package:base':  
##   
## cbind, rbind

library(VIM) #visualizing missingness

## Loading required package: colorspace  
## Loading required package: grid  
## The legacy packages maptools, rgdal, and rgeos, underpinning the sp package,  
## which was just loaded, will retire in October 2023.  
## Please refer to R-spatial evolution reports for details, especially  
## https://r-spatial.org/r/2023/05/15/evolution4.html.  
## It may be desirable to make the sf package available;  
## package maintainers should consider adding sf to Suggests:.  
## The sp package is now running under evolution status 2  
## (status 2 uses the sf package in place of rgdal)  
## VIM is ready to use.  
##   
## Suggestions and bug-reports can be submitted at: https://github.com/statistikat/VIM/issues  
##   
## Attaching package: 'VIM'  
##   
## The following object is masked from 'package:recipes':  
##   
## prepare  
##   
## The following object is masked from 'package:datasets':  
##   
## sleep

library(ranger) #for random forests  
library(randomForest) #also for random forests

## randomForest 4.7-1.1  
## Type rfNews() to see new features/changes/bug fixes.  
##   
## Attaching package: 'randomForest'  
##   
## The following object is masked from 'package:ranger':  
##   
## importance  
##   
## The following object is masked from 'package:dplyr':  
##   
## combine  
##   
## The following object is masked from 'package:ggplot2':  
##   
## margin

library(caret)

## Loading required package: lattice  
##   
## Attaching package: 'caret'  
##   
## The following objects are masked from 'package:yardstick':  
##   
## precision, recall, sensitivity, specificity  
##   
## The following object is masked from 'package:purrr':  
##   
## lift

library(skimr)  
library(GGally)

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

library(gridExtra)

##   
## Attaching package: 'gridExtra'  
##   
## The following object is masked from 'package:randomForest':  
##   
## combine  
##   
## The following object is masked from 'package:dplyr':  
##   
## combine

library(vip)

##   
## Attaching package: 'vip'  
##   
## The following object is masked from 'package:utils':  
##   
## vi

library(rattle)

## Loading required package: bitops  
## Rattle: A free graphical interface for data science with R.  
## Version 5.5.1 Copyright (c) 2006-2021 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.  
##   
## Attaching package: 'rattle'  
##   
## The following object is masked from 'package:randomForest':  
##   
## importance  
##   
## The following object is masked from 'package:ranger':  
##   
## importance  
##   
## The following object is masked from 'package:VIM':  
##   
## wine

drug <- read\_csv("drug\_data-2.csv")

## Rows: 1885 Columns: 32  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (19): Column14, Column15, Column16, Column17, Column18, Column19, Column...  
## dbl (13): Column1, Column2, Column3, Column4, Column5, Column6, Column7, Col...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

## The columns do not have names, so we’ll supply names via the names function

names(drug) = c("ID", "Age", "Gender", "Education", "Country", "Ethnicity", "Nscore", "Escore", "Oscore", "Ascore", "Cscore", "Impulsive", "SS", "Alcohol", "Amphet", "Amyl", "Benzos", "Caff", "Cannabis", "Choc", "Coke", "Crack", "Ecstasy", "Heroin", "Ketamine", "Legalh", "LSD", "Meth", "Mushrooms", "Nicotine", "Semer", "VSA")

## Next-up we change all CL0 and CL1 values to “No” and CL2, CL3, CL4, CL5, and CL6 values to “Yes”. CL0 and CL1 imply the drug was never used or used over a decade ago. CL2 through CL6 imply more recent drug use. The code below finds any CL0, CL1, etc. values in the data frame and replaces them with the appropriate “No” or “Yes”.

drug[drug == "CL0"] = "No"  
drug[drug == "CL1"] = "No"  
drug[drug == "CL2"] = "Yes"  
drug[drug == "CL3"] = "Yes"  
drug[drug == "CL4"] = "Yes"  
drug[drug == "CL5"] = "Yes"  
drug[drug == "CL6"] = "Yes"

## Next up we do a good bit of factor conversion and recoding. Note the use of mutate\_at to target specific ranges of variables. You may see a warning message about the use of the funs() function. It is OK to ignore this

drug\_clean = drug %>% mutate\_at(vars(Age:Ethnicity), funs(as\_factor)) %>%   
 mutate(Age = factor(Age, labels = c("18\_24", "25\_34", "35\_44", "45\_54",  
"55\_64", "65\_"))) %>%  
 mutate(Gender = factor(Gender, labels = c("Male", "Female"))) %>%  
 mutate(Education = factor(Education, labels = c("Under16", "At16", "At17", "At18",  
"SomeCollege","ProfessionalCert",  
"Bachelors", "Masters",  
"Doctorate"))) %>%  
 mutate(Country = factor(Country, labels = c("USA", "NewZealand", "Other", "Australia",  
"Ireland","Canada","UK"))) %>%  
 mutate(Ethnicity = factor(Ethnicity, labels = c("Black", "Asian", "White",  
"White/Black", "Other",  
"White/Asian", "Black/Asian"))) %>%  
 mutate\_at(vars(Alcohol:VSA), funs(as\_factor)) %>%  
 select(-ID)

## Warning: `funs()` was deprecated in dplyr 0.8.0.  
## ℹ Please use a list of either functions or lambdas:  
##   
## # Simple named list: list(mean = mean, median = median)  
##   
## # Auto named with `tibble::lst()`: tibble::lst(mean, median)  
##   
## # Using lambdas list(~ mean(., trim = .2), ~ median(., na.rm = TRUE))  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## Warning: `funs()` was deprecated in dplyr 0.8.0.  
## ℹ Please use a list of either functions or lambdas:  
##   
## # Simple named list: list(mean = mean, median = median)  
##   
## # Auto named with `tibble::lst()`: tibble::lst(mean, median)  
##   
## # Using lambdas list(~ mean(., trim = .2), ~ median(., na.rm = TRUE))  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

str(drug\_clean)

## tibble [1,885 × 31] (S3: tbl\_df/tbl/data.frame)  
## $ Age : Factor w/ 6 levels "18\_24","25\_34",..: 3 2 3 1 3 6 4 3 3 5 ...  
## $ Gender : Factor w/ 2 levels "Male","Female": 2 1 1 2 2 2 1 1 2 1 ...  
## $ Education: Factor w/ 9 levels "Under16","At16",..: 6 9 6 8 9 4 8 2 6 8 ...  
## $ Country : Factor w/ 7 levels "USA","NewZealand",..: 7 7 7 7 7 6 1 7 6 7 ...  
## $ Ethnicity: Factor w/ 7 levels "Black","Asian",..: 6 3 3 3 3 3 3 3 3 3 ...  
## $ Nscore : num [1:1885] 0.313 -0.678 -0.467 -0.149 0.735 ...  
## $ Escore : num [1:1885] -0.575 1.939 0.805 -0.806 -1.633 ...  
## $ Oscore : num [1:1885] -0.5833 1.4353 -0.8473 -0.0193 -0.4517 ...  
## $ Ascore : num [1:1885] -0.917 0.761 -1.621 0.59 -0.302 ...  
## $ Cscore : num [1:1885] -0.00665 -0.14277 -1.0145 0.58489 1.30612 ...  
## $ Impulsive: num [1:1885] -0.217 -0.711 -1.38 -1.38 -0.217 ...  
## $ SS : num [1:1885] -1.181 -0.216 0.401 -1.181 -0.216 ...  
## $ Alcohol : Factor w/ 2 levels "Yes","No": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Amphet : Factor w/ 2 levels "Yes","No": 1 1 2 2 2 2 2 2 2 2 ...  
## $ Amyl : Factor w/ 2 levels "No","Yes": 1 2 1 1 1 1 1 1 1 1 ...  
## $ Benzos : Factor w/ 2 levels "Yes","No": 1 2 2 1 2 2 2 2 2 2 ...  
## $ Caff : Factor w/ 2 levels "Yes","No": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Cannabis : Factor w/ 2 levels "No","Yes": 1 2 2 2 2 1 1 1 1 1 ...  
## $ Choc : Factor w/ 2 levels "Yes","No": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Coke : Factor w/ 2 levels "No","Yes": 1 2 1 2 1 1 1 1 1 1 ...  
## $ Crack : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Ecstasy : Factor w/ 2 levels "No","Yes": 1 2 1 1 1 1 1 1 1 1 ...  
## $ Heroin : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Ketamine : Factor w/ 2 levels "No","Yes": 1 2 1 2 1 1 1 1 1 1 ...  
## $ Legalh : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ LSD : Factor w/ 2 levels "No","Yes": 1 2 1 1 1 1 1 1 1 1 ...  
## $ Meth : Factor w/ 2 levels "No","Yes": 1 2 1 1 1 1 1 1 1 1 ...  
## $ Mushrooms: Factor w/ 2 levels "No","Yes": 1 1 1 1 2 1 1 1 1 1 ...  
## $ Nicotine : Factor w/ 2 levels "Yes","No": 1 1 2 1 1 1 1 2 1 1 ...  
## $ Semer : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ VSA : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...

## We’ll focus on Nicotine use, so let’s get rid of the remaining drug use variables. We’ll use select for this.

drug\_clean = drug\_clean %>% select(!(Alcohol:Mushrooms)) %>%  
 select(!(Semer:VSA))

## Question 1: Check for missing data in our “drug\_clean” dataframe.

## True/False: There is missingness in the dataset.

### False

which(is.na(drug\_clean))

## integer(0)

## Question 2: Split the dataset into training (70%) and testing (30%) sets. Use a set.seed of 1234. Stratify by the “Nicotine” variable.

## How many rows are in the training set?

### 1318

set.seed(1234)   
drug\_clean\_split = initial\_split(drug\_clean, prop = 0.7, strata = Nicotine) #70% in training  
train = training(drug\_clean\_split)  
test = testing(drug\_clean\_split)  
  
nrow(train)

## [1] 1318

## Question 3: Create appropriate visualizations (12 in all) to examine the relationships between each variable and “Nicotine”. Use grid.arrange (from the gridExtra package) to organize these visuals (perhaps in groups of four visualizations?).

## True/False: Individuals in the 18-24 age group are proportionally more likely to be Nicotine users than not.

### TRUE

p1 = ggplot(train, aes(x = Age, fill = Nicotine)) +  
 geom\_bar(position = "fill") +  
 theme(axis.text.x=element\_text(angle=90, hjust=1))  
  
p2 = ggplot(train, aes(x = Gender, fill = Nicotine)) +  
 geom\_bar(position = "fill") +  
 theme(axis.text.x=element\_text(angle=90, hjust=1))  
  
p3 = ggplot(train, aes(x = Education, fill = Nicotine)) +  
 geom\_bar(position = "fill") +  
 theme(axis.text.x=element\_text(angle=90, hjust=1))  
  
p4 = ggplot(train, aes(x = Country, fill = Nicotine)) +  
 geom\_bar(position = "fill") +  
 theme(axis.text.x=element\_text(angle=90, hjust=1))  
  
p5 = ggplot(train, aes(x = Ethnicity, fill = Nicotine)) +  
 geom\_bar(position = "fill") +  
 theme(axis.text.x=element\_text(angle=90, hjust=1))  
  
grid.arrange(p1,p2,p3,p4,p5)
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p6 = ggplot(train, aes(x = Nicotine, y = Nscore)) +  
 geom\_boxplot()  
  
p7 = ggplot(train, aes(x = Nicotine, y = Escore)) +  
 geom\_boxplot()  
  
p8 = ggplot(train, aes(x = Nicotine, y = Oscore)) +  
 geom\_boxplot()  
  
p9 = ggplot(train, aes(x = Nicotine, y = Ascore)) +  
 geom\_boxplot()  
  
grid.arrange(p6,p7,p8,p9, ncol = 2)
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p10 = ggplot(train, aes(x = Nicotine, y = Cscore)) +  
 geom\_boxplot()  
  
p11 = ggplot(train, aes(x = Nicotine, y = Impulsive)) +  
 geom\_boxplot()  
  
p12 = ggplot(train, aes(x = Nicotine, y = SS)) +  
 geom\_boxplot()  
  
grid.arrange(p10,p11,p12, ncol = 2)
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## Question 4: True/False: Individuals with higher “Impulsive” scores more likely to be Nicotine users than not.

### TRUE

## Question 5: Create a random forest model (using the ranger package) on the training set to predict Nicotine using all of the variables in the dataset. You 5-fold, k-fold cross-validation (random number seed of 123 for the folds). Allow R to select mtry values between 2 and 8 and min\_n values between 5 and 20. Use 10 levels in your “grid\_regular” function. Set a random number seed of 123 for the tune\_grid function. Use 100 trees.

## NOTE: This model make take a few minutes to run. Be patient. Visualize the relationships between parameters and performance metrics.

## The highest accuracy in this visualization is just greater than which value:

## A. 0.725

## B. 0.730

## C. 0.720

## D. 0.715

### B.

set.seed(123)  
rf\_folds = vfold\_cv(train, v = 5)

train\_recipe = recipe(Nicotine ~., train) %>%  
 step\_dummy(all\_nominal(), -all\_outcomes())  
  
train\_rf\_model = rand\_forest(mtry = tune(), min\_n = tune(), trees = 100) %>%   
 set\_engine("ranger", importance = "permutation") %>% #added importance metric  
 set\_mode("classification")  
  
train\_wflow =   
 workflow() %>%   
 add\_model(train\_rf\_model) %>%   
 add\_recipe(train\_recipe)  
  
train\_rf\_grid = grid\_regular(  
 mtry(range = c(2,8)),  
 min\_n(range = c(5,20)),   
 levels = 10  
)  
  
set.seed(123)  
rf\_res\_tuned = tune\_grid(  
 train\_wflow,  
 resamples = rf\_folds,  
 grid = train\_rf\_grid #use the tuning grid  
)

rf\_res\_tuned %>%  
 collect\_metrics() %>%  
 filter(.metric == "accuracy") %>%  
 select(mean, min\_n, mtry) %>%  
 pivot\_longer(min\_n:mtry,  
 values\_to = "value",  
 names\_to = "parameter"  
 ) %>%  
 ggplot(aes(value, mean, color = parameter)) +  
 geom\_point(show.legend = FALSE) +  
 facet\_wrap(~parameter, scales = "free\_x") +  
 labs(x = NULL, y = "Accuracy")
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rf\_res\_tuned %>%  
 collect\_metrics() %>%  
 filter(.metric == "accuracy") %>%  
 mutate(min\_n = factor(min\_n)) %>%  
 ggplot(aes(mtry, mean, color = min\_n)) +  
 geom\_line(alpha = 0.5, size = 1.5) +  
 geom\_point() +  
 labs(y = "Accuracy")

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.
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summary(rf\_res\_tuned)

## splits.Length splits.Class splits.Mode id   
## 4 vfold\_split list Length:5   
## 4 vfold\_split list Class :character   
## 4 vfold\_split list Mode :character   
## 4 vfold\_split list   
## 4 vfold\_split list   
## .metrics.Length .metrics.Class .metrics.Mode  
## 6 tbl\_df list   
## 6 tbl\_df list   
## 6 tbl\_df list   
## 6 tbl\_df list   
## 6 tbl\_df list   
## .notes.Length .notes.Class .notes.Mode  
## 3 tbl\_df list   
## 3 tbl\_df list   
## 3 tbl\_df list   
## 3 tbl\_df list   
## 3 tbl\_df list

## Question 6: Use the best mtry and min\_n values from Question 5 to finalize the workflow and fit the model to training set. Examine variable importance.

## Which variable is most important?

## A. Oscore

## B. Cscore

## C. Impulsive

## D. SS

### D.

best\_rf = select\_best(rf\_res\_tuned, "accuracy")  
  
final\_rf = finalize\_workflow(  
 train\_wflow,  
 best\_rf  
)  
  
final\_rf

## ══ Workflow ════════════════════════════════════════════════════════════════════  
## Preprocessor: Recipe  
## Model: rand\_forest()  
##   
## ── Preprocessor ────────────────────────────────────────────────────────────────  
## 1 Recipe Step  
##   
## • step\_dummy()  
##   
## ── Model ───────────────────────────────────────────────────────────────────────  
## Random Forest Model Specification (classification)  
##   
## Main Arguments:  
## mtry = 6  
## trees = 100  
## min\_n = 16  
##   
## Engine-Specific Arguments:  
## importance = permutation  
##   
## Computational engine: ranger

#fit the finalized workflow to our training data  
final\_rf\_fit = fit(final\_rf, train)  
  
final\_rf\_fit %>% pull\_workflow\_fit() %>% vip(geom = "point")

## Warning: `pull\_workflow\_fit()` was deprecated in workflows 0.2.3.  
## ℹ Please use `extract\_fit\_parsnip()` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

![](data:image/png;base64,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)

## Question 7: To four decimal places, what is the accuracy of your model on the training set?

### 0.9165

## Question 8: To four decimal places, what is the naive accuracy (training set)?

### 0.6707

## Question 9: To four decimal places, what is your model’s accuracy on the testing set?

### 0.6966

trainpredrf = predict(final\_rf\_fit, train)  
head(trainpredrf)

## # A tibble: 6 × 1  
## .pred\_class  
## <fct>   
## 1 No   
## 2 No   
## 3 No   
## 4 No   
## 5 No   
## 6 No

confusionMatrix(trainpredrf$.pred\_class, train$Nicotine,   
 positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 871 97  
## No 13 337  
##   
## Accuracy : 0.9165   
## 95% CI : (0.9003, 0.9309)  
## No Information Rate : 0.6707   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.8013   
##   
## Mcnemar's Test P-Value : 2.498e-15   
##   
## Sensitivity : 0.9853   
## Specificity : 0.7765   
## Pos Pred Value : 0.8998   
## Neg Pred Value : 0.9629   
## Prevalence : 0.6707   
## Detection Rate : 0.6608   
## Detection Prevalence : 0.7344   
## Balanced Accuracy : 0.8809   
##   
## 'Positive' Class : Yes   
##

testpredrf = predict(final\_rf\_fit, test)  
head(testpredrf)

## # A tibble: 6 × 1  
## .pred\_class  
## <fct>   
## 1 No   
## 2 Yes   
## 3 No   
## 4 No   
## 5 No   
## 6 No

confusionMatrix(testpredrf$.pred\_class, test$Nicotine,   
 positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 327 119  
## No 53 68  
##   
## Accuracy : 0.6966   
## 95% CI : (0.657, 0.7343)  
## No Information Rate : 0.6702   
## P-Value [Acc > NIR] : 0.09699   
##   
## Kappa : 0.2462   
##   
## Mcnemar's Test P-Value : 7.188e-07   
##   
## Sensitivity : 0.8605   
## Specificity : 0.3636   
## Pos Pred Value : 0.7332   
## Neg Pred Value : 0.5620   
## Prevalence : 0.6702   
## Detection Rate : 0.5767   
## Detection Prevalence : 0.7866   
## Balanced Accuracy : 0.6121   
##   
## 'Positive' Class : Yes   
##

## Question 10 The difference in accuracy on the training and testing sets implies?

## A. Overfitting does not appear to be occurring

## B. Overfitting is likely occurring

## C. It is not clear whether or not overfitting is occurring

### A