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In this document I am going through a couple of commands and use cases using R. This follows more or less Exercise 2.2.

In terms of R, this covers most of what you need for the graded part of this course. It also largely covers what would be needed for the group coursework (although you are of course welcome to go beyond).

I hope you will appreciate that these are actually only a few commands and concepts. R can be confusing because it can do so many things. But think of it like learning a language, which means:

* It takes a while to get used to
* You have to practice regularly
* You cannot expect to read and write abstract poetry or a novel that will be nominated for the Nobel Prize after a week
* However, you should be able to use a couple of words and expressions right away and go and use this as much as possible while discovering new words and expressions here and there.
* Also: you will be able to use those expressions successfully without necessarily understanding the grammatical logic or etymology behind them. But as you keep on at you might find out these things at some point.

What I am trying to do in this document and in the course overall is to provide you a couple of R words and expressions for you to play around with. Playing means:

* you try the same commands with different data (e.g. the data for your group project)
* you try change things here and there (change how a figure looks slighlty, change how a variable is defined)
* you think of something you might want to do (construct a new variable based on exisitng ones, create a figure, combine and clean some unusual data). You see if you can do it by consulting the help functions and the internet. If you don’t manage you can ask your teachers (us) for help.

So what are the basic expressions in R that you want to start your journey to Rland with; i.e. the equivalent of ordering a coffee and a croissant?

# Getting data

You will want to start with getting data. Let’s look at the data from Exercise 2.2 however it will be very similar if you were to use some other data.

covid=read.csv("https://raw.githubusercontent.com/nytimes/covid-19-data/master/us-states.csv")

i.e. you use the read.csv command to load the dataset into the memory as a data frame

# Data manipulation and cleaning

Data comes rarely in a way such that you can start analysis right away. So you need to know some commands that help you with things like removing some observations or creating new variables.

## Create new variables from existing and filter data

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

# keep the data point for the end of July 2020  
covid\_july=covid %>%   
 filter(date=="2020-07-31")   
  
  
# create various ratios  
covid\_july = covid\_july %>%  
 mutate(  
 deathsOcases=deaths/cases,  
 deaths\_sh=deaths/sum(deaths),  
 meandeaths=mean(deaths),  
 cases\_sh=cases/sum(cases))

Part of data manipulation is that you look at your data. We already saw the summary command

covid\_july %>% summary()

## date state fips cases   
## Length:55 Length:55 Min. : 1.00 Min. : 42   
## Class :character Class :character 1st Qu.:17.50 1st Qu.: 13457   
## Mode :character Mode :character Median :31.00 Median : 46948   
## Mean :32.04 Mean : 83121   
## 3rd Qu.:45.50 3rd Qu.: 90956   
## Max. :78.00 Max. :502273   
## deaths deathsOcases deaths\_sh meandeaths   
## Min. : 2.0 Min. :0.004528 Min. :0.000013 Min. :2797   
## 1st Qu.: 263.5 1st Qu.:0.014963 1st Qu.:0.001713 1st Qu.:2797   
## Median : 943.0 Median :0.021222 Median :0.006129 Median :2797   
## Mean : 2797.5 Mean :0.029697 Mean :0.018182 Mean :2797   
## 3rd Qu.: 3491.0 3rd Qu.:0.039424 3rd Qu.:0.022689 3rd Qu.:2797   
## Max. :32372.0 Max. :0.088978 Max. :0.210396 Max. :2797   
## cases\_sh   
## Min. :9.190e-06   
## 1st Qu.:2.944e-03   
## Median :1.027e-02   
## Mean :1.818e-02   
## 3rd Qu.:1.990e-02   
## Max. :1.099e-01

With that we see that the maximum death rate is nearly 9%. But which state was that in? You can use the filter command again to work it out:

covid\_july %>% filter(deathsOcases>0.088)

## date state fips cases deaths deathsOcases deaths\_sh meandeaths  
## 1 2020-07-31 Connecticut 9 49810 4432 0.08897812 0.02880503 2797.491  
## cases\_sh  
## 1 0.01089536

covid\_july=covid\_july %>% arrange(deathsOcases)  
covid\_july=covid\_july %>% arrange(-deathsOcases)

## Compute summary statistics or aggregate data

For instance work out the total death and case figures from state level ones

# now we aggregate to daily level  
usdaily=covid %>% group\_by(date) %>%   
 summarise(deaths=sum(deaths),   
 cases=sum(cases))  
   
head(usdaily)

## # A tibble: 6 x 3  
## date deaths cases  
## <chr> <int> <int>  
## 1 2020-01-21 0 1  
## 2 2020-01-22 0 1  
## 3 2020-01-23 0 1  
## 4 2020-01-24 0 2  
## 5 2020-01-25 0 3  
## 6 2020-01-26 0 5

#### make lag and lead example

What if you want something other than the sum of a variable? There loads of other functions. You can start by using help function (by typing ?summarise() in the console) or read about the summarise command online (just google dplyr summarise which would lead you for instance to [this](https://dplyr.tidyverse.org/reference/summarise.html))

## Combining data

First you need another dataframe to combine

pop=read.csv("https://mondpanther.github.io/datastorieshub/data/populationdata.csv")

You can use the merge command which is an older command. A newer version of the same idea are the join commands (As I mentioned: the difficulty with R is that there are often several different commands that do more or less the same)

covid\_julyb=covid\_july %>% left\_join(pop,by="state")

## Calculations that involve values from different rows

The mutate command examples we have seen so far create new variables by combining values from existing variables that are in the same row of a dataframe (e.g. when computing deathsOcases). We also have seen examples where we use values that refer to the same line as well as calculations that apply to the full dataframe columns (e.g. when computing the share variables such as deaths\_sh=deaths/sum(deaths)). Sometimes we need to compute new values that are based on values in other rows but not necessarily all values as in sum(deaths). A good example and use case of that emerges from the covid figures used earlier. Note that the dataset we are using report cumulative figures of deaths and cases for the whole pandemic. What if instead we wantd to examine the daily figures instead? For that we would have to look at the change in cumulative numbers for a given day (i.e. the cumulative figure today minus that of yesterday for all days)

To calculate that on the usdaily dataframe we can use the lag() function within the mutate() function:

usdaily=usdaily %>% mutate(Dcases=cases-lag(cases,1),  
 Ddeaths=deaths-lag(deaths,1))

i.e. we subtract the value of the cases and death variables in a given row with the value in the previous row (make sure the table is sorted in the right way; i.e. in this case by date). Also note that you that the second parameter controls the lag; i.e. if you wanted to subtract the value 2 days back you would have to put a 2 instead of a 1. There is also a function that allows you to refer to values in rows further down in the dataframe; it’s called lead().

Note that you can combine that with the group\_by command. For instance, in the original covid dataframe you might want to get daily changes by US state:

covid=covid %>% arrange(state,date) %>%   
 group\_by(state) %>%   
 mutate(Dcases=cases-lag(cases,1),  
 Ddeaths=deaths-lag(deaths,1))

Compare this with using lag command without group\_by:

xcovid=covid %>% arrange(state,date) %>%   
 group\_by(state) %>%   
 mutate(Dcases=cases-lag(cases,1),  
 Ddeaths=deaths-lag(deaths,1))

Can you see the difference covid and xcovid? Can you explain what is wrong in the xcovid way of computing daily changes?

# Data visualisation

Let’s run through the ggplot command once more…..as I said: it’s a bit of swiss army knife of plotting

## Scatter plot

However first: with more data comes more data manipulation; e.g. cases per capita….

covid\_julyb=covid\_julyb %>%   
 mutate(casesOpop000=cases/pop\*1000)

Now how about a scatter plot of cases per capita and population density (measured in people per square mile)?

library(ggplot2)  
  
  
p=ggplot(covid\_julyb,   
 aes(x=density, y=casesOpop000 )) +   
 geom\_point()   
p

## Warning: Removed 3 rows containing missing values (geom\_point).
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p + geom\_smooth(method=lm)

## `geom\_smooth()` using formula 'y ~ x'

## Warning: Removed 3 rows containing non-finite values (stat\_smooth).  
  
## Warning: Removed 3 rows containing missing values (geom\_point).
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# Dropping an outlier  
  
ggplot(covid\_julyb %>% filter(density<6000), aes(x=density, y=casesOpop000 ))+   
 geom\_point() +   
 geom\_smooth(method=lm)

## `geom\_smooth()` using formula 'y ~ x'
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# Less clutter  
  
#newfr=covid\_julyb %>% filter(density<6000)  
  
ggplot(covid\_julyb %>% filter(density<6000), aes(x=density, y=casesOpop000 ))+   
 geom\_point() +   
 geom\_smooth(method=lm)+theme\_minimal()

## `geom\_smooth()` using formula 'y ~ x'

![](data:image/png;base64,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)

## Time series plot

library(ggplot2)  
  
usdailyx=usdaily %>% mutate(date=as.Date(date),  
 deathsOcases=deaths/cases)  
  
ggplot(usdailyx, aes(x=date, y=deathsOcases)) +  
 #geom\_point() +  
 geom\_line() +  
 scale\_x\_date(date\_breaks="2 month",  
 date\_labels = "%b")
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## Density plot

covid\_julyb %>% ggplot(aes(x=casesOpop000))+geom\_density()

## Warning: Removed 3 rows containing non-finite values (stat\_density).
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Note, that what we put in the aesthetic depends on the plot type. A density plot only needs one variable. # Fitting an econometric model

The simplest case is the linear model which we can fit using the OLS algorithm. The lm() command is your tool for that.

df=covid\_julyb %>% filter(density<6000)   
  
reg=lm(casesOpop000~density,df)  
  
summary(reg)

##   
## Call:  
## lm(formula = casesOpop000 ~ density, data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -10.6365 -3.1810 -0.4811 3.3123 14.2090   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 10.103760 0.970901 10.407 5.27e-14 \*\*\*  
## density 0.006921 0.002751 2.516 0.0152 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 5.466 on 49 degrees of freedom  
## Multiple R-squared: 0.1144, Adjusted R-squared: 0.0963   
## F-statistic: 6.328 on 1 and 49 DF, p-value: 0.01521

reg %>% summary()

##   
## Call:  
## lm(formula = casesOpop000 ~ density, data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -10.6365 -3.1810 -0.4811 3.3123 14.2090   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 10.103760 0.970901 10.407 5.27e-14 \*\*\*  
## density 0.006921 0.002751 2.516 0.0152 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 5.466 on 49 degrees of freedom  
## Multiple R-squared: 0.1144, Adjusted R-squared: 0.0963   
## F-statistic: 6.328 on 1 and 49 DF, p-value: 0.01521