Exception Handling in Java

The **Exception Handling in Java** is one of the powerful *mechanism to handle the runtime errors* so that the normal flow of the application can be maintained.

In this tutorial, we will learn about Java exceptions, it's types, and the difference between checked and unchecked exceptions.

What is Exception in Java?

**Dictionary Meaning:** Exception is an abnormal condition.

In Java, an exception is an event that disrupts the normal flow of the program. It is an object which is thrown at runtime.

What is Exception Handling?

Exception Handling is a mechanism to handle runtime errors such as ClassNotFoundException, IOException, SQLException, RemoteException, etc.

Advantage of Exception Handling

The core advantage of exception handling is **to maintain the normal flow of the application**. An exception normally disrupts the normal flow of the application; that is why we need to handle exceptions. Let's consider a scenario:

1. statement 1;
2. statement 2;
3. statement 3;
4. statement 4;
5. statement 5;//exception occurs
6. statement 6;
7. statement 7;
8. statement 8;
9. statement 9;
10. statement 10;

Suppose there are 10 statements in a Java program and an exception occurs at statement 5; the rest of the code will not be executed, i.e., statements 6 to 10 will not be executed. However, when we perform exception handling, the rest of the statements will be executed. That is why we use exception handling in [Java](https://www.javatpoint.com/java-tutorial).

Do You Know?

|  |
| --- |
| * What is the difference between checked and unchecked exceptions? * What happens behind the code int data=50/0;? * Why use multiple catch block? * Is there any possibility when the finally block is not executed? * What is exception propagation? * What is the difference between the throw and throws keyword? * What are the 4 rules for using exception handling with method overriding? |

Hierarchy of Java Exception classes

The java.lang.Throwable class is the root class of Java Exception hierarchy inherited by two subclasses: Exception and Error. The hierarchy of Java Exception classes is given below:

![hierarchy of exception handling](data:image/png;base64,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)

Types of Java Exceptions

There are mainly two types of exceptions: checked and unchecked. An error is considered as the unchecked exception. However, according to Oracle, there are three types of exceptions namely:

1. Checked Exception
2. Unchecked Exception
3. Error
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Difference between Checked and Unchecked Exceptions

1) Checked Exception

The classes that directly inherit the Throwable class except RuntimeException and Error are known as checked exceptions. For example, IOException, SQLException, etc. Checked exceptions are checked at compile-time.

2) Unchecked Exception

The classes that inherit the RuntimeException are known as unchecked exceptions. For example, ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException, etc. Unchecked exceptions are not checked at compile-time, but they are checked at runtime.

3) Error

Error is irrecoverable. Some example of errors are OutOfMemoryError, VirtualMachineError, AssertionError etc.

Java Exception Keywords

Java provides five keywords that are used to handle the exception. The following table describes each.

|  |  |
| --- | --- |
| **Keyword** | **Description** |
| try | The "try" keyword is used to specify a block where we should place an exception code. It means we can't use try block alone. The try block must be followed by either catch or finally. |
| catch | The "catch" block is used to handle the exception. It must be preceded by try block which means we can't use catch block alone. It can be followed by finally block later. |
| finally | The "finally" block is used to execute the necessary code of the program. It is executed whether an exception is handled or not. |
| throw | The "throw" keyword is used to throw an exception. |
| throws | The "throws" keyword is used to declare exceptions. It specifies that there may occur an exception in the method. It doesn't throw an exception. It is always used with method signature. |

Java Exception Handling Example

Let's see an example of Java Exception Handling in which we are using a try-catch statement to handle the exception.

**JavaExceptionExample.java**

1. **public** **class** JavaExceptionExample{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. //code that may raise exception
5. **int** data=100/0;
6. }**catch**(ArithmeticException e){System.out.println(e);}
7. //rest code of the program
8. System.out.println("rest of the code...");
9. }
10. }

**Output:**

Exception in thread main java.lang.ArithmeticException:/ by zero

rest of the code...

In the above example, 100/0 raises an ArithmeticException which is handled by a try-catch block.

Common Scenarios of Java Exceptions

There are given some scenarios where unchecked exceptions may occur. They are as follows:

1) A scenario where ArithmeticException occurs

If we divide any number by zero, there occurs an ArithmeticException.

1. **int** a=50/0;//ArithmeticException

2) A scenario where NullPointerException occurs

If we have a null value in any variable, performing any operation on the variable throws a NullPointerException.

1. String s=**null**;
2. System.out.println(s.length());//NullPointerException

3) A scenario where NumberFormatException occurs

If the formatting of any variable or number is mismatched, it may result into NumberFormatException. Suppose we have a [string](https://www.javatpoint.com/java-string) variable that has characters; converting this variable into digit will cause NumberFormatException.

1. String s="abc";
2. **int** i=Integer.parseInt(s);//NumberFormatException

4) A scenario where ArrayIndexOutOfBoundsException occurs

When an array exceeds to it's size, the ArrayIndexOutOfBoundsException occurs. there may be other reasons to occur ArrayIndexOutOfBoundsException. Consider the following statements.

1. **int** a[]=**new** **int**[5];
2. a[10]=50; //ArrayIndexOutOfBoundsException

Java try-catch block

Java try block

Java **try** block is used to enclose the code that might throw an exception. It must be used within the method.

If an exception occurs at the particular statement in the try block, the rest of the block code will not execute. So, it is recommended not to keep the code in try block that will not throw an exception.

Java try block must be followed by either catch or finally block.

Syntax of Java try-catch

1. **try**{
2. //code that may throw an exception
3. }**catch**(Exception\_class\_Name ref){}

Syntax of try-finally block

1. **try**{
2. //code that may throw an exception
3. }**finally**{}

Java catch block

Java catch block is used to handle the Exception by declaring the type of exception within the parameter. The declared exception must be the parent class exception ( i.e., Exception) or the generated exception type. However, the good approach is to declare the generated type of exception.

The catch block must be used after the try block only. You can use multiple catch block with a single try block.

Internal Working of Java try-catch block
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The JVM firstly checks whether the exception is handled or not. If exception is not handled, JVM provides a default exception handler that performs the following tasks:

* Prints out exception description.
* Prints the stack trace (Hierarchy of methods where the exception occurred).
* Causes the program to terminate.

But if the application programmer handles the exception, the normal flow of the application is maintained, i.e., rest of the code is executed.

Problem without exception handling

Let's try to understand the problem if we don't use a try-catch block.

Example 1

**TryCatchExample1.java**

1. **public** **class** TryCatchExample1 {
3. **public** **static** **void** main(String[] args) {
5. **int** data=50/0; //may throw exception
7. System.out.println("rest of the code");
9. }
11. }

**Output:**

Exception in thread "main" java.lang.ArithmeticException: / by zero

As displayed in the above example, the **rest of the code** is not executed (in such case, the **rest of the code** statement is not printed).

There might be 100 lines of code after the exception. If the exception is not handled, all the code below the exception won't be executed.

Solution by exception handling

Let's see the solution of the above problem by a java try-catch block.

Example 2

**TryCatchExample2.java**

1. **public** **class** TryCatchExample2 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
7. }
8. //handling the exception
9. **catch**(ArithmeticException e)
10. {
11. System.out.println(e);
12. }
13. System.out.println("rest of the code");
14. }
16. }

**Output:**

java.lang.ArithmeticException: / by zero

rest of the code

As displayed in the above example, the **rest of the code** is executed, i.e., the **rest of the code** statement is printed.

Example 3

In this example, we also kept the code in a try block that will not throw an exception.

**TryCatchExample3.java**

1. **public** **class** TryCatchExample3 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
7. // if exception occurs, the remaining statement will not exceute
8. System.out.println("rest of the code");
9. }
10. // handling the exception
11. **catch**(ArithmeticException e)
12. {
13. System.out.println(e);
14. }
16. }
18. }

**Output:**

java.lang.ArithmeticException: / by zero

Here, we can see that if an exception occurs in the try block, the rest of the block code will not execute.

Example 4

Here, we handle the exception using the parent class exception.

**TryCatchExample4.java**

1. **public** **class** TryCatchExample4 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
7. }
8. // handling the exception by using Exception class
9. **catch**(Exception e)
10. {
11. System.out.println(e);
12. }
13. System.out.println("rest of the code");
14. }
16. }

**Output:**

java.lang.ArithmeticException: / by zero

rest of the code

Example 5

Let's see an example to print a custom message on exception.

**TryCatchExample5.java**

1. **public** **class** TryCatchExample5 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
7. }
8. // handling the exception
9. **catch**(Exception e)
10. {
11. // displaying the custom message
12. System.out.println("Can't divided by zero");
13. }
14. }
16. }

**Output:**

Can't divided by zero

Example 6

Let's see an example to resolve the exception in a catch block.

**TryCatchExample6.java**

1. **public** **class** TryCatchExample6 {
3. **public** **static** **void** main(String[] args) {
4. **int** i=50;
5. **int** j=0;
6. **int** data;
7. **try**
8. {
9. data=i/j; //may throw exception
10. }
11. // handling the exception
12. **catch**(Exception e)
13. {
14. // resolving the exception in catch block
15. System.out.println(i/(j+2));
16. }
17. }
18. }

**Output:**

25

Example 7

In this example, along with try block, we also enclose exception code in a catch block.

**TryCatchExample7.java**

1. **public** **class** TryCatchExample7 {
3. **public** **static** **void** main(String[] args) {
5. **try**
6. {
7. **int** data1=50/0; //may throw exception
9. }
10. // handling the exception
11. **catch**(Exception e)
12. {
13. // generating the exception in catch block
14. **int** data2=50/0; //may throw exception
16. }
17. System.out.println("rest of the code");
18. }
19. }

**Output:**

Exception in thread "main" java.lang.ArithmeticException: / by zero

Here, we can see that the catch block didn't contain the exception code. So, enclose exception code within a try block and use catch block only to handle the exceptions.

Example 8

In this example, we handle the generated exception (Arithmetic Exception) with a different type of exception class (ArrayIndexOutOfBoundsException).

**TryCatchExample8.java**

1. **public** **class** TryCatchExample8 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
8. }
9. // try to handle the ArithmeticException using ArrayIndexOutOfBoundsException
10. **catch**(ArrayIndexOutOfBoundsException e)
11. {
12. System.out.println(e);
13. }
14. System.out.println("rest of the code");
15. }
17. }

**Output:**

Exception in thread "main" java.lang.ArithmeticException: / by zero

Example 9

Let's see an example to handle another unchecked exception.

**TryCatchExample9.java**

1. **public** **class** TryCatchExample9 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** arr[]= {1,3,5,7};
7. System.out.println(arr[10]); //may throw exception
8. }
9. // handling the array exception
10. **catch**(ArrayIndexOutOfBoundsException e)
11. {
12. System.out.println(e);
13. }
14. System.out.println("rest of the code");
15. }
17. }

**Output:**

java.lang.ArrayIndexOutOfBoundsException: 10

rest of the code

Example 10

Let's see an example to handle checked exception.

**TryCatchExample10.java**

1. **import** java.io.FileNotFoundException;
2. **import** java.io.PrintWriter;
4. **public** **class** TryCatchExample10 {
6. **public** **static** **void** main(String[] args) {

9. PrintWriter pw;
10. **try** {
11. pw = **new** PrintWriter("jtp.txt"); //may throw exception
12. pw.println("saved");
13. }
14. // providing the checked exception handler
15. **catch** (FileNotFoundException e) {
17. System.out.println(e);
18. }
19. System.out.println("File saved successfully");
20. }
21. }

**Output:**

File saved successfully

Java Catch Multiple Exceptions

Java Multi-catch block

A try block can be followed by one or more catch blocks. Each catch block must contain a different exception handler. So, if you have to perform different tasks at the occurrence of different exceptions, use java multi-catch block.

Points to remember

* At a time only one exception occurs and at a time only one catch block is executed.
* All catch blocks must be ordered from most specific to most general, i.e. catch for ArithmeticException must come before catch for Exception.

Flowchart of Multi-catch Block
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Example 1

Let's see a simple example of java multi-catch block.

**MultipleCatchBlock1.java**

1. **public** **class** MultipleCatchBlock1 {
3. **public** **static** **void** main(String[] args) {
5. **try**{
6. **int** a[]=**new** **int**[5];
7. a[5]=30/0;
8. }
9. **catch**(ArithmeticException e)
10. {
11. System.out.println("Arithmetic Exception occurs");
12. }
13. **catch**(ArrayIndexOutOfBoundsException e)
14. {
15. System.out.println("ArrayIndexOutOfBounds Exception occurs");
16. }
17. **catch**(Exception e)
18. {
19. System.out.println("Parent Exception occurs");
20. }
21. System.out.println("rest of the code");
22. }
23. }

**Output:**

Arithmetic Exception occurs

rest of the code

Example 2

**MultipleCatchBlock2.java**

1. **public** **class** MultipleCatchBlock2 {
3. **public** **static** **void** main(String[] args) {
5. **try**{
6. **int** a[]=**new** **int**[5];
8. System.out.println(a[10]);
9. }
10. **catch**(ArithmeticException e)
11. {
12. System.out.println("Arithmetic Exception occurs");
13. }
14. **catch**(ArrayIndexOutOfBoundsException e)
15. {
16. System.out.println("ArrayIndexOutOfBounds Exception occurs");
17. }
18. **catch**(Exception e)
19. {
20. System.out.println("Parent Exception occurs");
21. }
22. System.out.println("rest of the code");
23. }
24. }

**Output:**

ArrayIndexOutOfBounds Exception occurs

rest of the code

In this example, try block contains two exceptions. But at a time only one exception occurs and its corresponding catch block is executed.

**MultipleCatchBlock3.java**

1. **public** **class** MultipleCatchBlock3 {
3. **public** **static** **void** main(String[] args) {
5. **try**{
6. **int** a[]=**new** **int**[5];
7. a[5]=30/0;
8. System.out.println(a[10]);
9. }
10. **catch**(ArithmeticException e)
11. {
12. System.out.println("Arithmetic Exception occurs");
13. }
14. **catch**(ArrayIndexOutOfBoundsException e)
15. {
16. System.out.println("ArrayIndexOutOfBounds Exception occurs");
17. }
18. **catch**(Exception e)
19. {
20. System.out.println("Parent Exception occurs");
21. }
22. System.out.println("rest of the code");
23. }
24. }

**Output:**

Arithmetic Exception occurs

rest of the code

Example 4

In this example, we generate NullPointerException, but didn't provide the corresponding exception type. In such case, the catch block containing the parent exception class **Exception** will invoked.

**MultipleCatchBlock4.java**

1. **public** **class** MultipleCatchBlock4 {
3. **public** **static** **void** main(String[] args) {
5. **try**{
6. String s=**null**;
7. System.out.println(s.length());
8. }
9. **catch**(ArithmeticException e)
10. {
11. System.out.println("Arithmetic Exception occurs");
12. }
13. **catch**(ArrayIndexOutOfBoundsException e)
14. {
15. System.out.println("ArrayIndexOutOfBounds Exception occurs");
16. }
17. **catch**(Exception e)
18. {
19. System.out.println("Parent Exception occurs");
20. }
21. System.out.println("rest of the code");
22. }
23. }

**Output:**

Parent Exception occurs

rest of the code

Example 5

Let's see an example, to handle the exception without maintaining the order of exceptions (i.e. from most specific to most general).

**MultipleCatchBlock5.java**

1. **class** MultipleCatchBlock5{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** a[]=**new** **int**[5];
5. a[5]=30/0;
6. }
7. **catch**(Exception e){System.out.println("common task completed");}
8. **catch**(ArithmeticException e){System.out.println("task1 is completed");}
9. **catch**(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}
10. System.out.println("rest of the code...");
11. }
12. }

**Output:**

Compile-time error

Java Nested try block

In Java, using a try block inside another try block is permitted. It is called as nested try block. Every statement that we enter a statement in try block, context of that exception is pushed onto the stack.

For example, the **inner try block** can be used to handle **ArrayIndexOutOfBoundsException** while the **outer try block** can handle the **ArithemeticException** (division by zero).

Why use nested try block

Sometimes a situation may arise where a part of a block may cause one error and the entire block itself may cause another error. In such cases, exception handlers have to be nested.

Syntax:

1. ....
2. //main try block
3. **try**
4. {
5. statement 1;
6. statement 2;
7. //try catch block within another try block
8. **try**
9. {
10. statement 3;
11. statement 4;
12. //try catch block within nested try block
13. **try**
14. {
15. statement 5;
16. statement 6;
17. }
18. **catch**(Exception e2)
19. {
20. //exception message
21. }
23. }
24. **catch**(Exception e1)
25. {
26. //exception message
27. }
28. }
29. //catch block of parent (outer) try block
30. **catch**(Exception e3)
31. {
32. //exception message
33. }
34. ....

Java Nested try Example

Example 1

Let's see an example where we place a try block within another try block for two different exceptions.

**NestedTryBlock.java**

1. **public** **class** NestedTryBlock{
2. **public** **static** **void** main(String args[]){
3. //outer try block
4. **try**{
5. //inner try block 1
6. **try**{
7. System.out.println("going to divide by 0");
8. **int** b =39/0;
9. }
10. //catch block of inner try block 1
11. **catch**(ArithmeticException e)
12. {
13. System.out.println(e);
14. }

17. //inner try block 2
18. **try**{
19. **int** a[]=**new** **int**[5];
21. //assigning the value out of array bounds
22. a[5]=4;
23. }
25. //catch block of inner try block 2
26. **catch**(ArrayIndexOutOfBoundsException e)
27. {
28. System.out.println(e);
29. }

32. System.out.println("other statement");
33. }
34. //catch block of outer try block
35. **catch**(Exception e)
36. {
37. System.out.println("handled the exception (outer catch)");
38. }
40. System.out.println("normal flow..");
41. }
42. }

**Output:**

![Java Nested try block](data:image/png;base64,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)

When any try block does not have a catch block for a particular exception, then the catch block of the outer (parent) try block are checked for that exception, and if it matches, the catch block of outer try block is executed.

If none of the catch block specified in the code is unable to handle the exception, then the Java runtime system will handle the exception. Then it displays the system generated message for that exception.

Example 2

Let's consider the following example. Here the try block within nested try block (inner try block 2) do not handle the exception. The control is then transferred to its parent try block (inner try block 1). If it does not handle the exception, then the control is transferred to the main try block (outer try block) where the appropriate catch block handles the exception. It is termed as nesting.

**NestedTryBlock.java**

1. **public** **class** NestedTryBlock2 {
3. **public** **static** **void** main(String args[])
4. {
5. // outer (main) try block
6. **try** {
8. //inner try block 1
9. **try** {
11. // inner try block 2
12. **try** {
13. **int** arr[] = { 1, 2, 3, 4 };
15. //printing the array element out of its bounds
16. System.out.println(arr[10]);
17. }
19. // to handles ArithmeticException
20. **catch** (ArithmeticException e) {
21. System.out.println("Arithmetic exception");
22. System.out.println(" inner try block 2");
23. }
24. }
26. // to handle ArithmeticException
27. **catch** (ArithmeticException e) {
28. System.out.println("Arithmetic exception");
29. System.out.println("inner try block 1");
30. }
31. }
33. // to handle ArrayIndexOutOfBoundsException
34. **catch** (ArrayIndexOutOfBoundsException e4) {
35. System.out.print(e4);
36. System.out.println(" outer (main) try block");
37. }
38. **catch** (Exception e5) {
39. System.out.print("Exception");
40. System.out.println(" handled in main try-block");
41. }
42. }
43. }

**Output:**

![Java Nested try block](data:image/png;base64,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)

# Java finally block

**Java finally block** is a block used to execute important code such as closing the connection, etc.

Java finally block is always executed whether an exception is handled or not. Therefore, it contains all the necessary statements that need to be printed regardless of the exception occurs or not.

The finally block follows the try-catch block.

### Flowchart of finally block
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#### **Note: If you don't handle the exception, before terminating the program, JVM executes finally block (if any).**

## Why use Java finally block?

* finally block in Java can be used to put "**cleanup**" code such as closing a file, closing connection, etc.
* The important statements to be printed can be placed in the finally block.

## Usage of Java finally

Let's see the different cases where Java finally block can be used.

### Case 1: When an exception does not occur

Let's see the below example where the Java program does not throw any exception, and the finally block is executed after the try block.

**TestFinallyBlock.java**

1. **class** TestFinallyBlock {
2. **public** **static** **void** main(String args[]){
3. **try**{
4. //below code do not throw any exception
5. **int** data=25/5;
6. System.out.println(data);
7. }
8. //catch won't be executed
9. **catch**(NullPointerException e){
10. System.out.println(e);
11. }
12. //executed regardless of exception occurred or not
13. **finally** {
14. System.out.println("finally block is always executed");
15. }
17. System.out.println("rest of phe code...");
18. }
19. }

**Output:**

![Java finally block](data:image/png;base64,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)

### Case 2: When an exception occurr but not handled by the catch block

Let's see the the fillowing example. Here, the code throws an exception however the catch block cannot handle it. Despite this, the finally block is executed after the try block and then the program terminates abnormally.

**TestFinallyBlock1.java**

1. **public** **class** TestFinallyBlock1{
2. **public** **static** **void** main(String args[]){
4. **try** {
6. System.out.println("Inside the try block");
8. //below code throws divide by zero exception
9. **int** data=25/0;
10. System.out.println(data);
11. }
12. //cannot handle Arithmetic type exception
13. //can only accept Null Pointer type exception
14. **catch**(NullPointerException e){
15. System.out.println(e);
16. }
18. //executes regardless of exception occured or not
19. **finally** {
20. System.out.println("finally block is always executed");
21. }
23. System.out.println("rest of the code...");
24. }
25. }

**Output:**

![Java finally block](data:image/png;base64,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)

### Case 3: When an exception occurs and is handled by the catch block

**Example:**

Let's see the following example where the Java code throws an exception and the catch block handles the exception. Later the finally block is executed after the try-catch block. Further, the rest of the code is also executed normally.

**TestFinallyBlock2.java**

1. **public** **class** TestFinallyBlock2{
2. **public** **static** **void** main(String args[]){
4. **try** {
6. System.out.println("Inside try block");
8. //below code throws divide by zero exception
9. **int** data=25/0;
10. System.out.println(data);
11. }
13. //handles the Arithmetic Exception / Divide by zero exception
14. **catch**(ArithmeticException e){
15. System.out.println("Exception handled");
16. System.out.println(e);
17. }
19. //executes regardless of exception occured or not
20. **finally** {
21. System.out.println("finally block is always executed");
22. }
24. System.out.println("rest of the code...");
25. }
26. }

**Output:**

![Java finally block](data:image/png;base64,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)

#### **Rule: For each try block there can be zero or more catch blocks, but only one finally block.**

#### **Note: The finally block will not be executed if the program exits (either by calling System.exit() or by causing a fatal error that causes the process to abort).**

# Java throw Exception

In Java, exceptions allows us to write good quality codes where the errors are checked at the compile time instead of runtime and we can create custom exceptions making the code recovery and debugging easier.

## Java throw keyword

The Java throw keyword is used to throw an exception explicitly.

We specify the **exception** object which is to be thrown. The Exception has some message with it that provides the error description. These exceptions may be related to user inputs, server, etc.

We can throw either checked or unchecked exceptions in Java by throw keyword. It is mainly used to throw a custom exception. We will discuss custom exceptions later in this section.

We can also define our own set of conditions and throw an exception explicitly using throw keyword. For example, we can throw ArithmeticException if we divide a number by another number. Here, we just need to set the condition and throw exception using throw keyword.

The syntax of the Java throw keyword is given below.

throw Instance i.e.,

1. **throw** **new** exception\_class("error message");

Let's see the example of throw IOException.

1. **throw** **new** IOException("sorry device error");

Where the Instance must be of type Throwable or subclass of Throwable. For example, Exception is the sub class of Throwable and the user-defined exceptions usually extend the Exception class.

## Java throw keyword Example

### Example 1: Throwing Unchecked Exception

In this example, we have created a method named validate() that accepts an integer as a parameter. If the age is less than 18, we are throwing the ArithmeticException otherwise print a message welcome to vote.

**TestThrow1.java**

In this example, we have created the validate method that takes integer value as a parameter. If the age is less than 18, we are throwing the ArithmeticException otherwise print a message welcome to vote.

1. **public** **class** TestThrow1 {
2. //function to check if person is eligible to vote or not
3. **public** **static** **void** validate(**int** age) {
4. **if**(age<18) {
5. //throw Arithmetic exception if not eligible to vote
6. **throw** **new** ArithmeticException("Person is not eligible to vote");
7. }
8. **else** {
9. System.out.println("Person is eligible to vote!!");
10. }
11. }
12. //main method
13. **public** **static** **void** main(String args[]){
14. //calling the function
15. validate(13);
16. System.out.println("rest of the code...");
17. }
18. }

**Output:**

![Java throw keyword](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApsAAACCCAMAAAA+CvMsAAAAn1BMVEUAAADAwMBspcAAACsrAADApWzAiUwrbKVMicClbCsATImJTABMAAAAK2xsKwAAAEzAwImlwInAwKWJwKWJwMD////v7++ZeFKlwMClwKWlpWxeYGOJwIlsTGxspaWJTEzMzMxMiaWJTCuMjKFMK2xspYlsbImliYlsiYkrYYmJiWxsK0yJbCtMACsrACvAiWylbExsKyuJpcDApYlAREj0Hww6AAAK/klEQVR42uyZi3LaMBBFbQKWH8RQSjoppaRp0vcr/f+f625ur+SyuB4YMqOMtTNgS1rd3WoPstVkd1myZBHa1avEZrI4Tdh8kyVLFqElNpPFaonNZLFaYjNZrJbYTBarJTaTxWpX7xKbyeK0g2yW1REK8D/NLiaz6dD8Y8ap2mSnWrmcZ2c05hNFHs/NwGad53mnvpeb6ePlhazP4mU7IAF/3FzPpkfATDYZ71rSKPrdedMf37IQdM/MBHXzVduXMMctm5be5TyxeZBNp+v7pd0r7iCbFgb3sGuPYNPGA62DbNr4vU2ra622Y6c/MWzCg2zWq48JxcNsLtZcO1SQxSKb0p3nufqUea4jrnK6z7If/iiCe+y+Wct2oU0MwR/zpQjSwEbm9Hsv3uXrlnG8flnJ7arlPGmoDuNwPvWl//0E/Xge7OvWvyb5zVocoMNdSptoQwdT9Att6hkI9/NlnhxnPlwHxnV/XS4+zGvP5lAeI4JY2dTaddkEkIFNLKJYWeDjpBKyVuinPyYoJcqRjpHN4K+cSdvvK1QI8WRSxTgYRfkmvtRwydxsKjVs9OrjQx/9Wu1agbC6dd6Uq9+Thjo6E57wpQ7H2aaeYTPke3DfRJ5h3aiLX1TZyFeXzeE8RmLK5v7CkJnAJhzkFp26TuynP7612zPJq/dXqy2bvJIhxvH65QPQxDyfl+pDlzrQZz/cra64uELanXcW5TX4Mk8HLbahZ9k0+Ro2/10HxpXXZFchgGWzN4/RsylLExjgw5fv9iSB/aH8eP5aNuEEAcsm55MhxvH6pTZYakhqEDLI+dRnP+ppdckmdXiKo6/Pc7Gds03dQ2yafHvZ1MGQ/2L74/PXn7vWsPnfPMbFJt437aKTTTxHC956otgPf9aITBo2FY+efRM9fC9kHOrLYA047b6JBkaoH9hUd6tr9s29Z3onz6YuurqH902T7wCbjLvY3n+//badGzb78xjdvpmVPKfzfRNLsFjjPcdTVBaGze5eoB9lgLUQf+xH8BG9Rj7qRFGOwF3qIeMhTohbAR6dR8ZLMAhfzKe+78cz1uiSTerwLETfkGdd3LYhb+gZNk2+yLOXzZD/7q6pP22mZFMjyXUgj5GxmTmcPztsYu9Z6zaIc6M/hxYkiv30ZyEq1kI30uX9xtdEj7mrtxsIiY5+y5Xzse82EPbj3GadjGAe86Ib53t9349/l9Elm9ThXkQmqMP18G3oGTZNvsizl03ExU8Cv5kcB3OwOZTHyNg85f/8hv2fcD55PF/8LK6jRix5nGLp7+lg8+ySRRaDxZLHcZbYfCI2cZaLAYlY8jjaEpvJRmJ/2LljEwChIAqCBlqDjdh/bfpDExFBWXCmhg3vnjap0iZV7t6p0iZV2qRKm1RpkyptUqVNqrRJlTapOtrcJgjSJlVHm+sEQdqkSptUaZMqbVI12rS/edoWzP4z/c1o0/7mqc1Pdzd/NAv3qE37m8tsd7NntGl/89b+5iu7m9q8btP+5r39zRd2N7W5s3fGOADCMAwUM///LwPyxOAQeUjb84agRUQ3FBodhk38mzX/Zti7CZsFNvFv1vybae8mbHo28W/W/Jtp7yZsejbxb9b8m2nvJmx6NvFvVv2bee/mUT++aLCJfxPv5cSsvJ++sX+TwCbey8FZmU2yd2CTTA1skqkRm42+S3ferxP9C7MWgvf78d3cR9f97cfUtk6/Dnqubt2U7Pj8/L6On3l0rProumqP3KX+Tdsa1mVT40ey+bB3ByuVxEAUhnExONfFzFrwBdzq+7+btuEjcJqiYhNExFp4Tboqlao+xvbyq96xbSz4VPmjrvW+be47w1Pt12YPe9+32uTXrEubPPcC7ju1+fjvwJgqa/z2aLPmU9e1mba/787vDQD/VW1Wdl2b41S4fdSEe8Qn4iSTu0yOkrke8+KTa5RnvOInj4kw3CW/Ig9b5jH1yrz1xgJ3GopPtW/5T3XZp7qyb/q7re/nZ4tRZ8HbdveNH+Mnzn6YPPpoHf0z1h9+4ljyuVOb89zBPeITcZLJaOAR8ZrM9ZwXn1yjPDjJj88fztrEXfIr8rBlHtM6Y149alfy5FPtW1zWZZ/qyr7p76a+l9oseNv2vplj/MTZD5MnmUf9M8bVGotjyecObToe7l9fblwmn4jrcSH4zsl2RI05Lz65Rnl8Lz/GZ21ORsOgysPWecwz/+l1Xpl8qn2Ly7rsU13ZN8P9fael8TVW8LbtfePH+IlLbcqT2tQ/4+RtxaU+5HFunp9ZJ59Y9QiPeFWb8sqDkxy8Ra1Nfp02V3lM65i3Xp6b+FT77rSpruyb/u7sez7L1Lxtf9/4MX7iUpvydOdmalNc6kMe2rTkX7wiXb8bTnL3uSmvPDjJ8X241ia/RpvLPKZ1zE9tjnvM8Kmr2lRX9k1/N/ed0XjF23b3jd/yuSlPalP/Km2K68/NQRMerKIz3bMAHjK5SzziqjbFpzblwUke6z7c1drk12iz5TH9T2jrmLfe/6dxkR8+NbWprtSmurJv+rur78X7rBVv2963jOEnzn6YPKlN/TNWj7E4lnzufN68jd+ZOT7gOfGJeMjgLvGIWaPrOS8+tSkBTvI4oP4819rkV+RhLY9Jc9YxP/c35vnhU+1bnLpSm+rKvunvlr7X2qx42/a+8WP8xNkPk0e8V/0zth1jEyz53EObP/nvU1zkMf34PA7TT9h35qw22Ff276dr8zKP6a2e0eBV+9XmG3tnrIMgEETBEAvQ0g/w/z/TWLxIdiF3Bbe8wEyjsbqQidEw7G5dP9wc0GPO+hvZC25uXD86JLgcuAmu4Ca4gpvgitzcbaEA+sBNuA1rN9U35k5vmSZmCkAtcjN0fetOT50dT25DFdlN9Y2hN1Fnx9weKCK7qb4xdHr/zg6ghOym+sb8vYmWUEl2U31j6PT4rQnFZDfVAcZO7/fCFCvog/tCcH1wE1zBTXAFN8EV3ARXcBNccXBTz8UcOvfxpXeNtdp95xu7h/3x4ebGcDeX50l7xuc9N/O5NKZh6Pnabmrf0JvVgVVu1u8Zl5ui4aY+MNiD/m3vDFYaCIIgevaiIOr/f6px2waZAnsPqU2ReXUT09hgkd1k3lb97SHmZMPiTelFN/eMS46m5D52fqfsVXsUMeDab8797Pf3t4/KOwJZ8HlTetHNPeOSo6n5ZbeJ/r1wqPUy235z7md5sxpeb52hPGFg9Kb0opt7xpccTfFm53eue/UeZW7LfudzPzu/uOMOea7A4E3tRXf3jC85muLNzu9c9+o96g+a9juf+9mdq/Ro2rypvejunnHJ0VRv9rMl8r7ZC/v2m3M/5b6ZD0Mmb2ovuqtnvLMGlxxN8Wbnd8petUe9zLjfnPvZn4VejknuN13e1F50V894/+/XHM0197HzO2Wv2qOcY9tvzP3sn+sa//7KowXB50IGGYqSbLmfXNLxppwLDboq95NzIbw5nKffPfeT83S8iZ5UeBOlCm+iVCV4c+B8TnYrB/OZ3FcGeNPJb07eDOQzjzk4zURvXslHJvKZNQenuRO/OfSox/CZNQenuRO/+X+PehCfeczBaT78mn4Zvzn3qOfwmT9zcJo78ZtTj3oMn3nMwWnuxG9OPeopfGbNwWnuxG9OPeopfGbNwWnuxG9OPeoxfObvHJxmwvebMUrjM+E08WYonwmniTdD+UzO0/EmeirhTZQqvIlShTdRqvAmShXeRKnCmyhVeBOlCm+iVOFNlCq8iVKFN1GqPr++Aa0pTiXcrjb7AAAAAElFTkSuQmCC)

The above code throw an unchecked exception. Similarly, we can also throw unchecked and user defined exceptions.

#### **Note: If we throw unchecked exception from a method, it is must to handle the exception or declare in throws clause.**

If we throw a checked exception using throw keyword, it is must to handle the exception using catch block or the method must declare it using throws declaration.

### Example 2: Throwing Checked Exception

#### **Note: Every subclass of Error and RuntimeException is an unchecked exception in Java. A checked exception is everything else under the Throwable class.**

**TestThrow2.java**

1. **import** java.io.\*;
3. **public** **class** TestThrow2 {
5. //function to check if person is eligible to vote or not
6. **public** **static** **void** method() **throws** FileNotFoundException {
8. FileReader file = **new** FileReader("C:\\Users\\Anurati\\Desktop\\abc.txt");
9. BufferedReader fileInput = **new** BufferedReader(file);

12. **throw** **new** FileNotFoundException();
14. }
15. //main method
16. **public** **static** **void** main(String args[]){
17. **try**
18. {
19. method();
20. }
21. **catch** (FileNotFoundException e)
22. {
23. e.printStackTrace();
24. }
25. System.out.println("rest of the code...");
26. }
27. }

**Output:**

![Java throw keyword](data:image/png;base64,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)

### Example 3: Throwing User-defined Exception

exception is everything else under the Throwable class.

**TestThrow3.java**

1. // class represents user-defined exception
2. **class** UserDefinedException **extends** Exception
3. {
4. **public** UserDefinedException(String str)
5. {
6. // Calling constructor of parent Exception
7. **super**(str);
8. }
9. }
10. // Class that uses above MyException
11. **public** **class** TestThrow3
12. {
13. **public** **static** **void** main(String args[])
14. {
15. **try**
16. {
17. // throw an object of user defined exception
18. **throw** **new** UserDefinedException("This is user-defined exception");
19. }
20. **catch** (UserDefinedException ude)
21. {
22. System.out.println("Caught the exception");
23. // Print the message from MyException object
24. System.out.println(ude.getMessage());
25. }
26. }
27. }

**Output:**

![Java throw keyword](data:image/png;base64,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)

# Java Exception Propagation

An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method. If not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack. This is called exception propagation.

#### **Note: By default Unchecked Exceptions are forwarded in calling chain (propagated).**

## Exception Propagation Example

**TestExceptionPropagation1.java**

1. **class** TestExceptionPropagation1{
2. **void** m(){
3. **int** data=50/0;
4. }
5. **void** n(){
6. m();
7. }
8. **void** p(){
9. **try**{
10. n();
11. }**catch**(Exception e){System.out.println("exception handled");}
12. }
13. **public** **static** **void** main(String args[]){
14. TestExceptionPropagation1 obj=**new** TestExceptionPropagation1();
15. obj.p();
16. System.out.println("normal flow...");
17. }
18. }

**Output:**

exception handled

normal flow...

In the above example exception occurs in the m() method where it is not handled, so it is propagated to the previous n() method where it is not handled, again it is propagated to the p() method where exception is handled.

Exception can be handled in any method in call stack either in the main() method, p() method, n() method or m() method.
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#### **Note: By default, Checked Exceptions are not forwarded in calling chain (propagated).**

## Exception Propagation Example

**TestExceptionPropagation1.java**

1. **class** TestExceptionPropagation2{
2. **void** m(){
3. **throw** **new** java.io.IOException("device error");//checked exception
4. }
5. **void** n(){
6. m();
7. }
8. **void** p(){
9. **try**{
10. n();
11. }**catch**(Exception e){System.out.println("exception handeled");}
12. }
13. **public** **static** **void** main(String args[]){
14. TestExceptionPropagation2 obj=**new** TestExceptionPropagation2();
15. obj.p();
16. System.out.println("normal flow");
17. }
18. }

**Output:**

Compile Time Error

# Java throws keyword

The **Java throws keyword** is used to declare an exception. It gives an information to the programmer that there may occur an exception. So, it is better for the programmer to provide the exception handling code so that the normal flow of the program can be maintained.

Exception Handling is mainly used to handle the checked exceptions. If there occurs any unchecked exception such as NullPointerException, it is programmers' fault that he is not checking the code before it being used.

### Syntax of Java throws

1. return\_type method\_name() **throws** exception\_class\_name{
2. //method code
3. }

### Which exception should be declared?

**Ans:** Checked exception only, because:

* **unchecked exception:** under our control so we can correct our code.
* **error:** beyond our control. For example, we are unable to do anything if there occurs VirtualMachineError or StackOverflowError.

### Advantage of Java throws keyword

Now Checked Exception can be propagated (forwarded in call stack).

It provides information to the caller of the method about the exception.

## Java throws Example

Let's see the example of Java throws clause which describes that checked exceptions can be propagated by throws keyword.

**Testthrows1.java**

1. **import** java.io.IOException;
2. **class** Testthrows1{
3. **void** m()**throws** IOException{
4. **throw** **new** IOException("device error");//checked exception
5. }
6. **void** n()**throws** IOException{
7. m();
8. }
9. **void** p(){
10. **try**{
11. n();
12. }**catch**(Exception e){System.out.println("exception handled");}
13. }
14. **public** **static** **void** main(String args[]){
15. Testthrows1 obj=**new** Testthrows1();
16. obj.p();
17. System.out.println("normal flow...");
18. }
19. }

**Output:**

exception handled

normal flow...

#### **Rule: If we are calling a method that declares an exception, we must either caught or declare the exception.**

**There are two cases:**

1. **Case 1:** We have caught the exception i.e. we have handled the exception using try/catch block.
2. **Case 2:** We have declared the exception i.e. specified throws keyword with the method.

### Case 1: Handle Exception Using try-catch block

In case we handle the exception, the code will be executed fine whether exception occurs during the program or not.

**Testthrows2.java**

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. **throw** **new** IOException("device error");
5. }
6. }
7. **public** **class** Testthrows2{
8. **public** **static** **void** main(String args[]){
9. **try**{
10. M m=**new** M();
11. m.method();
12. }**catch**(Exception e){System.out.println("exception handled");}
14. System.out.println("normal flow...");
15. }
16. }

**Output:**

exception handled

normal flow...

### Case 2: Declare Exception

* In case we declare the exception, if exception does not occur, the code will be executed fine.
* In case we declare the exception and the exception occurs, it will be thrown at runtime because **throws** does not handle the exception.

Let's see examples for both the scenario.

**A) If exception does not occur**

**Testthrows3.java**

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. System.out.println("device operation performed");
5. }
6. }
7. **class** Testthrows3{
8. **public** **static** **void** main(String args[])**throws** IOException{//declare exception
9. M m=**new** M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

**Output:**

device operation performed

normal flow...

**B) If exception occurs**

**Testthrows4.java**

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. **throw** **new** IOException("device error");
5. }
6. }
7. **class** Testthrows4{
8. **public** **static** **void** main(String args[])**throws** IOException{//declare exception
9. M m=**new** M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

**Output:**

![Java throw keyword](data:image/png;base64,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)

Difference between throw and throws in Java

The throw and throws is the concept of exception handling where the throw keyword throw the exception explicitly from a method or a block of code whereas the throws keyword is used in signature of the method.

There are many differences between throw and throws keywords. A list of differences between throw and throws are given below:

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr. no.** | **Basis of Differences** | **throw** | **throws** |
| 1. | Definition | Java throw keyword is used throw an exception explicitly in the code, inside the function or the block of code. | Java throws keyword is used in the method signature to declare an exception which might be thrown by the function while the execution of the code. |
| 2. | Type of exception Using throw keyword, we can only propagate unchecked exception i.e., the checked exception cannot be propagated using throw only. | Using throws keyword, we can declare both checked and unchecked exceptions. However, the throws keyword can be used to propagate checked exceptions only. |  |
| 3. | Syntax | The throw keyword is followed by an instance of Exception to be thrown. | The throws keyword is followed by class names of Exceptions to be thrown. |
| 4. | Declaration | throw is used within the method. | throws is used with the method signature. |
| 5. | Internal implementation | We are allowed to throw only one exception at a time i.e. we cannot throw multiple exceptions. | We can declare multiple exceptions using throws keyword that can be thrown by the method. For example, main() throws IOException, SQLException. |

Java throw Example

**TestThrow.java**

1. **public** **class** TestThrow {
2. //defining a method
3. **public** **static** **void** checkNum(**int** num) {
4. **if** (num < 1) {
5. **throw** **new** ArithmeticException("\nNumber is negative, cannot calculate square");
6. }
7. **else** {
8. System.out.println("Square of " + num + " is " + (num\*num));
9. }
10. }
11. //main method
12. **public** **static** **void** main(String[] args) {
13. TestThrow obj = **new** TestThrow();
14. obj.checkNum(-3);
15. System.out.println("Rest of the code..");
16. }
17. }

**Output:**

![Difference between throw and throws in Java](data:image/png;base64,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)

Java throws Example

**TestThrows.java**

1. **public** **class** TestThrows {
2. //defining a method
3. **public** **static** **int** divideNum(**int** m, **int** n) **throws** ArithmeticException {
4. **int** div = m / n;
5. **return** div;
6. }
7. //main method
8. **public** **static** **void** main(String[] args) {
9. TestThrows obj = **new** TestThrows();
10. **try** {
11. System.out.println(obj.divideNum(45, 0));
12. }
13. **catch** (ArithmeticException e){
14. System.out.println("\nNumber cannot be divided by 0");
15. }
17. System.out.println("Rest of the code..");
18. }
19. }

**Output:**

![Difference between throw and throws in Java](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApYAAAB3CAMAAACOq/A2AAAAkFBMVEUAAADAwMBspcAAACsrAADApWxMicDAiUylbCsrbKUAK2yJTAAATIlsKwBMAAAAAEylwIlYWFiJwKXAwKXAwImlwMCJwMClwKWlpWyJwIlsTGyJTEyJTCtspaVMiaVMK2wrbIkrTIl7iXulbExsKyuliYnAiWxMADYrADaJiaWlpZdsK0yJbCtMTImJpWwrK2weWxIMAAAH6klEQVR42uyZDW+bMBCGIU35KFCWpc2SdWmndp/a/v/v2x3w6KqLIKLKJG/4pARs3713tZ/a0CabJFq04CxiGS1Ai1hGC9AiltECtIhltAAtYhktQItYRgvQIpbRArRTLLNilgD+8+1qdb0+Fz9nHNUqeatld7fJBY16gqjj3zLBsk7TtLCem/26u7yTqWnfN1PB+A8399frGRyDJfnupYx8xJ2bkfwTGKB7WRzQTbfNWMGMRyzfhmWpU/u58et6HkvPQflybGZgeZoPUGdgSfxIc0oXqxmbaxQ0XbDWE202lu2uenWosk6GpXSnaao+WZrqSFmUurvSj7/Of9l1P+xkk9BmP4S/xssuIA2xXHT02+W7+dCQB31ZXLndNsRJQ3XIQzz60v9ppf2cAl63/rZKH3bbBh32Jm1qGx0N0S/a6Hn+fL3UyTj1MA/kLQcX4rDJOhazi25k2RyWyqJhqfPXWZb3n1IWQaaJfvw1QAFRhHQMLM1fEdMM7CYoWD4JKshjeYurla2yusjY9VqWr9Ir8eh3/bWsX60snOrWaZVtv6wqdDRSPfFFh3Ha6Hksfb1+t+zrtHlDt+5SZ92Ys+k6FmEbXUEzw8WwFAfg0U6dIvrxH761Gxy54s/G6LHkCj4tedDPXjoqiaMu1dcr8ejTTxqvKy5lLm25JV5RNV/qLHst2uh5LH29Hks/D+SVR+KykEHisOk6loylzIotP6ctj/BAQL+tPAeuwxL/TsBh6fMpLuRBP5MGq8zKiDj4EY8+/Syl1wVLdHhZwxedpD3cWtvQ8Fj6ej2Wfh7I2x6+Pz//OBJnNlnHYrDk2dLPt2Gps5hzazD1/YM/ywOODksOX79b+nxyyJEHfRmU43Nkt5QGI+gblup+qut3S3eIv66zqnPTRc9j6eo9iyV528PT78dfh1visIk6lrRbJhlv4vpsaWdFuxueaQAoyz2Weo+/frrlZxnUX3chfAR/+UhbRS2aeF0KGbc8lrfoudE48M4G/DLLjz79HI5eFyzR4ZUHX6uzzh8bqxs9h6WvlzrHsLT6jz+r+uve5leykGG8juVgmZT9GyZYMpXtTje/7s3Q3jRzYKIff9agYBl0+7x72tshXstR93E/COX6rXrE97ttNQgzzuZaphVx1EU5xKNPPz+X1wVLdNiBwAEd5oM2eh5LXy91jmFJXv1taHcWB5Zn6lgOlvP+ljfb//LxoHiB/FhYbxSh1DHfFv8/cbC8qGSehGCh1DHHIpZ/B0s97EOgIZQ6ZlrEMtr/bxHLaAFaxPIPO3dsAjAMBEGw/64dKzP8CxY0U8OmdwTJkiBZEiRLgmRJkCwJkiVBsiRIlgTJkiBZEiRLgmRJkCwJkiVBsiRIlgT5tzwP/LJbo7f4tzyzXPu1lKV/y+G/pV/LGv+W//4tL/1aSte/5ejfcv/X0hrcv+X433L/1/KZa1//lh87d3ACMAwDQbD/rlOELVgrMzXcQyDYub7lQNdSPkPf8rRvebtrKTakb3mhbznRtXRf6lse9i3vdy1/1JzWt9SV3ODZn/jiviVmqStZ9Ows2cwsCTJLgsySILMkyCwJMkuCzJIgsyTILAkyS4LMkiCzJMgsCTJLgsySILP82DujlYaBIIrSB+MmtsIqRcQnQVEK6v//nZ3gcTezhkhoNRvuebCOm5kUvMTGpidigSiWYoEolmKBxL/0M07NRT1hX4Gadb+9fJJrJHb7SxQRZ4plE/43lo0+j10dsbs77JYVyxFmxtJMFvqkbW0cRYJvwWKJBQL/I35G77WEZBFuBr5JHvE54n0EPxesth9gjMIvSc06fdRuburLNYdWi4o4xvLl/jqPJf5HPJHeawkmrMq8kngtecTn6I+Wfi7Y97Z/zDz0U7NOH7Wfa33WAbarbi+/aV2YdrUNWSxx9GA+K7yWkKdtW5raMJT5WBZz01FtEEv8ktSs00ft5/Ic0lP72N8+6XyoLqL9ht9fx2NZei1TDJK3sowlPkcfSz93qKVKscQvSc06fdR+7pfaNMXyuK1O02ujl1Q3DxNHS6OIZeBx9tESiGX+Rxu/JDXr9FHnc9lfG3KJy5VeW1ZHH8vu+WaHj3IQy6b0WgL+SPyPPpb4HMkOpLllzLebFEv8ktSs00ft51oGD7nguLEenYnXhcWyP03BR0ks8UR6ryXgj8T/6GOJzxHvI/i5YPu/eLT+zfcG1k7NOn3UxVzEa2lBzqvqWOGbj3ohWT8rjGWr93SqZ3WxbDe6sUj9rC6WYg0olmKBKJZigcSZmvHww/mvbukgTkTk/jC/v7889z1L2ymW4uSxDPwDejqWvO2nWIqzErmAbOz+2MD1kz6WbOevo/TXZdLPdZK6alx8tnfvOg3EUBRFO0CkSEX+/1MBwZEzV/KkSHMirdXGdrWV11zJD7K83j6292NH8v3N8L+vw7rcn51z5lxm9t/PTXpWzdl3y8v+fuzIRNDJh/hhHvL48to/5ib99c3u3fLtfX8/dqz5yfMsc878hZ79Y27SwBm7LD+/LvN+7GfeLefA2mH/mptUJKdZrpnEeT/2knUzy6xLljlnzmVm/5ib/HG9ZXLT02xWln8j3Jv7sSPzkzPLrEuWOWfMZWb/nJuUJR4+8hpkSSFZUkiWFJIlhWRJIVlSSJYUkiWFZEkhWVJIlhSSJYVkSSFZUkiWFJIlhWRJIVlSSJYUkiV9vgHi0bERo1/r2AAAAABJRU5ErkJggg==)

Java throw and throws Example

**TestThrowAndThrows.java**

1. **public** **class** TestThrowAndThrows
2. {
3. // defining a user-defined method
4. // which throws ArithmeticException
5. **static** **void** method() **throws** ArithmeticException
6. {
7. System.out.println("Inside the method()");
8. **throw** **new** ArithmeticException("throwing ArithmeticException");
9. }
10. //main method
11. **public** **static** **void** main(String args[])
12. {
13. **try**
14. {
15. method();
16. }
17. **catch**(ArithmeticException e)
18. {
19. System.out.println("caught in main() method");
20. }
21. }
22. }

**Output:**

![Difference between throw and throws in Java](data:image/png;base64,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)

# Java Custom Exception

In Java, we can create our own exceptions that are derived classes of the Exception class. Creating our own Exception is known as custom exception or user-defined exception. Basically, Java custom exceptions are used to customize the exception according to user need.

Consider the example 1 in which InvalidAgeException class extends the Exception class.

Using the custom exception, we can have your own exception and message. Here, we have passed a string to the constructor of superclass i.e. Exception class that can be obtained using getMessage() method on the object we have created.

In this section, we will learn how custom exceptions are implemented and used in Java programs.

## Why use custom exceptions?

Java exceptions cover almost all the general type of exceptions that may occur in the programming. However, we sometimes need to create custom exceptions.

Following are few of the reasons to use custom exceptions:

* To catch and provide specific treatment to a subset of existing Java exceptions.
* Business logic exceptions: These are the exceptions related to business logic and workflow. It is useful for the application users or the developers to understand the exact problem.

In order to create custom exception, we need to extend Exception class that belongs to java.lang package.

Consider the following example, where we create a custom exception named WrongFileNameException:

1. **public** **class** WrongFileNameException **extends** Exception {
2. **public** WrongFileNameException(String errorMessage) {
3. **super**(errorMessage);
4. }
5. }

#### **Note: We need to write the constructor that takes the String as the error message and it is called parent class constructor.**

### Example 1:

Let's see a simple example of Java custom exception. In the following code, constructor of InvalidAgeException takes a string as an argument. This string is passed to constructor of parent class Exception using the super() method. Also the constructor of Exception class can be called without using a parameter and calling super() method is not mandatory.

**TestCustomException1.java**

1. // class representing custom exception
2. **class** InvalidAgeException  **extends** Exception
3. {
4. **public** InvalidAgeException (String str)
5. {
6. // calling the constructor of parent Exception
7. **super**(str);
8. }
9. }
11. // class that uses custom exception InvalidAgeException
12. **public** **class** TestCustomException1
13. {
15. // method to check the age
16. **static** **void** validate (**int** age) **throws** InvalidAgeException{
17. **if**(age < 18){
19. // throw an object of user defined exception
20. **throw** **new** InvalidAgeException("age is not valid to vote");
21. }
22. **else** {
23. System.out.println("welcome to vote");
24. }
25. }
27. // main method
28. **public** **static** **void** main(String args[])
29. {
30. **try**
31. {
32. // calling the method
33. validate(13);
34. }
35. **catch** (InvalidAgeException ex)
36. {
37. System.out.println("Caught the exception");
39. // printing the message from InvalidAgeException object
40. System.out.println("Exception occured: " + ex);
41. }
43. System.out.println("rest of the code...");
44. }
45. }

**Output:**

![Java Custom Exception](data:image/png;base64,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)

### Example 2:

**TestCustomException2.java**

1. // class representing custom exception
2. **class** MyCustomException **extends** Exception
3. {
5. }
7. // class that uses custom exception MyCustomException
8. **public** **class** TestCustomException2
9. {
10. // main method
11. **public** **static** **void** main(String args[])
12. {
13. **try**
14. {
15. // throw an object of user defined exception
16. **throw** **new** MyCustomException();
17. }
18. **catch** (MyCustomException ex)
19. {
20. System.out.println("Caught the exception");
21. System.out.println(ex.getMessage());
22. }
24. System.out.println("rest of the code...");
25. }
26. }

**Output:**

![Java Custom Exception](data:image/png;base64,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)