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1. 浮点数有没有移位操作和扩展操作？为什么？

因为浮点数的存储和整型数据不一样。

整型只有符号位和数值位，移位一般等价于乘以2^n或除以2^n；浮点数由数符、阶码、尾数三部分组成，移位操作会使阶码和尾数的部分发生移动，导致结果无意义。

扩展操作同理。当整型数据扩展为宽数据类型时，需要进行符号扩展或零扩展；而IEEE754浮点数分为单精度和双精度，阶码和尾数所占的位数不同，因此，从单精度扩展到双精度时，若直接进行符号扩展，则导致阶码与尾数表示错乱，导致结果无意义。

1. 为什么整数除以0会发生异常，而浮点数不会？

整数类型的除法是以截断方式进行的，即结果只保留整数部分。当整数除以0时，由于除数为0，计算机无法进行有效的除法运算，导致无法得到一个确定的结果，因此会引发异常，通常是被称为“除零异常”或“被零除错误”。

浮点数除以0时，计算机会根据IEEE浮点数标准规定的特殊规则，返回相应的特殊值。例如0.0/0返回NaN(不是数字)；1.0/0返回Infinity(无穷大)；-1.0/0返回-Infinity(负无穷大)。因此，当除数为0时，浮点数类型的除法规则能够处理这种情况，并返回特殊值。

对于IEEE 754格式的浮点数，对于正无穷大和负无穷大有特别的解释：正/负无穷大为全1阶码全0尾数，表示在数值上大于(或小于)所有有限数。引入无穷大数的目的是在计算过程中出现异常的情况下使得程序能继续进行下去。

1. 为何IEEE 754加减运算右规时最多只需一次？

浮点数在进行加减法运算之前，首先要进行对阶，使两个数的阶码相等。因此，进行尾数求和时，可能会出现1.x…x + 1.x…x=1x.xxxx的结果。只有该情况需要右规，而即使是两个最大的尾数相加，小数点前也只有两位，为11.1…1，因此，在加减运算右规时最多只需要一次。

出现1.x…x - 1.x…x=0.0…01xxx时需要左规，由于可能出现前面有多个0的情况，因此左规时可能需要多次。

1. 为什么同一个实数赋值给float型变量和double型变量，输出的结果会有所不同呢？

float为单精度浮点数，格式为：符号(1位)、阶码(8位)、尾数(23位)

double为双精度浮点数，格式为：符号(1位)、阶码(11位)、尾数(52位)

因此，float型变量和double型变量能够表示的数据精度不同。例子中，a=123456.789e4，即1234567890，转换为二进制，可得1001001100101100000001011010010，用浮点数表示，为1.00100110010110000000101101001x2^30。尾数为30位，超过float所能表示的尾数范围，数据截断，发生舍入，尾数部分变为00100110010110000000101，舍入时在尾数末位+1，变为00100110010110000000110。最终浮点数的表示变为1.00100110010110000000110x2^30，重新转换为导致结果不准确。将丢失尾数的二进制数重新转为十进制，得到1234567936，打印结果反而比原来的大。

对于double型变量，由于30位的尾数小于双精度浮点型所能表示的尾数范围，因此不会发生截断，数据精度得到保留，最终打印的数据和原来一致。