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**Название**

Унарные и бинарные операции над графами.

**Цель работы:** выполнить лабораторные указания 1-4 реализуя унарные и бинарные операции над графами.

**Лабораторное задание:**

**Задание 1**

1. Сгенерируйте (используя генератор случайных чисел) две матрицы *M*1*, М*2 смежности неориентированных помеченных графов *G*1, *G*2. Выведите сгенерированные матрицы на экран.

**Задание 2**

1. Для матричной формы представления графов выполните операцию:

а) отождествления вершин

б) стягивания ребра

в) расщепления вершины

Номера выбираемых для выполнения операции вершин ввести с клавиатуры.

Результат выполнения операции выведите на экран.

**Задание 3**

1. Для матричной формы представления графов выполните операцию:
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б) пересечения *G* = *G*1 ![](data:image/png;base64,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) *G*2

в) кольцевой суммы *G* = *G*1 ![](data:image/png;base64,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) *G*2

Результат выполнения операции выведите на экран.

**Задание 4**

Для матричной формы представления графов выполните операцию декартова произведения графов *G = G*1X *G*2.

Результат выполнения операции выведите на экран.

**Задание 1:**

**Листинг**

#include <ctime>

#include <locale>

#include <iostream>

#include <vector>

#include <map>

#include <algorithm>

using namespace std;

int main()

{

setlocale(LC\_ALL, "Rus");

srand(time(NULL));

int count = 3;

cout << "Введите кол-во вершин 1 массива " << endl;

cin >> count;

if (count < 3) count = 3;

int\*\* arr1 = new int\* [count];

for (int i = 0; i < count; i++) {

int\* a = new int[count] {0};

arr1[i] = a;

}

for (int i = 0; i < count; i++) {

for (int j = 0; j < count; j++) {

int p = rand() % 101;

if (i == j) {

arr1[i][j] = 0;

continue;

}

if (p > 70) {

int weight = rand() % 10;

arr1[i][j] = weight;

arr1[j][i] = weight;

}

}

}

for (int i = 0; i != count; i++) {

for (int j = 0; j != count; j++) {

cout << arr1[i][j] << ' ';

}

cout << endl;

}

int diam = 0;

int radi = 10000;

int\* d = new int[count]; // минимальное расстояние

int\* v = new int[count]; // посещенные вершины

int temp, minindex, min;

vector<int> max\_top; // Переферифные вершины

vector<int> min\_top; // Центральные вершины

// алгоритм Дейскстры

for (int i = 0; i != count; i++) {

int begin\_index = i;

//Инициализация вершин и расстояний

for (int i = 0; i < count; i++)

{

d[i] = 10000;

v[i] = 1;

}

d[begin\_index] = 0;

// Шаг алгоритма

do {

minindex = 10000;

min = 10000;

for (int i = 0; i < count; i++)

{ // Если вершину ещё не обошли и вес меньше min

if ((v[i] == 1) && (d[i] < min))

{ // Переприсваиваем значения

min = d[i];

minindex = i;

}

}

// Добавляем найденный минимальный вес

// к текущему весу вершины

// и сравниваем с текущим минимальным весом вершины

if (minindex != 10000)

{

for (int i = 0; i < count; i++)

{

if (arr1[minindex][i] > 0)

{

temp = min + arr1[minindex][i];

if (temp < d[i])

{

d[i] = temp;

}

}

}

v[minindex] = 0;

}

} while (minindex < 10000);

// Вывод кратчайших расстояний до вершин

printf("\nКратчайшие расстояния до вершин: \n");

for (int i = 0; i < count; i++) printf("%-6d ", d[i]);

cout << endl;

for (int i = 0; i != count; i++) { // находим Переферийные и центральные вершины

if (d[i] != 10000 && diam < d[i]) {

diam = d[i];

max\_top.clear();

max\_top.push\_back(i);

}

if (max\_top.size() != 0 && diam == d[i] && find(max\_top.begin(), max\_top.end(), i) == max\_top.end()) max\_top.push\_back(i);

if (d[i] != 0 && radi > d[i]) {

radi = d[i];

min\_top.clear();

min\_top.push\_back(i);

}

if (min\_top.size() != 0 && radi == d[i] && find(min\_top.begin(), min\_top.end(), i) == min\_top.end()) min\_top.push\_back(i);

}

}

cout << endl << endl << "Диаметр = " << diam << endl;

cout << "Радиус = " << radi << endl;

cout << "периферийные вершины: ";

for (int i = 0; i != max\_top.size(); i++) {

cout << max\_top[i] << ' ';

}

cout << endl << "Центральные вершины: ";

for (int i = 0; i != min\_top.size(); i++) {

cout << min\_top[i] << ' ';

}

cout << endl;

for (int i = 0; i != count; i++) {

int edge\_count = 0;

for (int j = 0; j != count; j++) {

if (arr1[i][j] != 0) edge\_count++;

}

if (edge\_count == 0) cout << "Вершина " << i << " Изолированная" << endl;

else if (edge\_count == 1) cout << "Вершина " << i << " Концевая" << endl;

else if (edge\_count == count - 1) cout << "Вершина " << i << " Доминирующая " << endl;

else cout << "Вершина " << i << " просто вершина" << endl;

}

//

//Доп. задание

vector< vector< int> > arr2;

arr2.resize(count);

for (int i = 0; i != count; i++) {

for (int j = 0; j != count; j++) {

if (arr1[i][j] != 0) {

arr2[i].push\_back(j);

arr2[i].push\_back(arr1[i][j]);

}

}

}

for (int i = 0; i != count; i++) {

for (int j = 0; j < arr2[i].size(); j+=2) {

cout << arr2[i][j] << ' ';

}

cout << endl;

}

diam = 0;

radi = 10000;

max\_top.clear(); // Переферифные вершины

min\_top.clear(); // Центральные вершины

for (int i = 0; i < count; i++) {

int begin\_index = i;

//Инициализация вершин и расстояний

for (int i = 0; i < count; i++)

{

d[i] = 10000;

v[i] = 1;

}

d[begin\_index] = 0;

// Шаг алгоритма

do {

minindex = 10000;

min = 10000;

for (int i = 0; i < count; i++)

{ // Если вершину ещё не обошли и вес меньше min

if ((v[i] == 1) && (d[i] < min))

{ // Переприсваиваем значения

min = d[i];

minindex = i;

}

}

// Добавляем найденный минимальный вес

// к текущему весу вершины

// и сравниваем с текущим минимальным весом вершины

if (minindex != 10000)

{

int j = 1;

int x = 0;

for (int i = 0; i < arr2[minindex].size(); i += 2)

{

if (arr2[minindex][j] > 0)

{

temp = min + arr2[minindex][j];

if (temp < d[arr2[minindex][i]])

{

d[arr2[minindex][i]] = temp;

}

}

x++;

j += 2;

}

v[minindex] = 0;

}

} while (minindex < 10000);

// Вывод кратчайших расстояний до вершин

printf("\nКратчайшие расстояния до вершин: \n");

for (int i = 0; i < count; i++) printf("%-6d ", d[i]);

cout << endl;

for (int i = 0; i != count; i++) { // находим Переферийные и центральные вершины

if (d[i] != 10000 && diam < d[i]) {

diam = d[i];

max\_top.clear();

max\_top.push\_back(i);

}

if (max\_top.size() != 0 && diam == d[i] && find(max\_top.begin(), max\_top.end(), i) == max\_top.end()) max\_top.push\_back(i);

if (d[i] != 0 && radi > d[i]) {

radi = d[i];

min\_top.clear();

min\_top.push\_back(i);

}

if (min\_top.size() != 0 && radi == d[i] && find(min\_top.begin(), min\_top.end(), i) == min\_top.end()) min\_top.push\_back(i);

}

}

cout << endl << endl << "Диаметр = " << diam << endl;

cout << "Радиус = " << radi << endl;

cout << "периферийные вершины: ";

for (int i = 0; i != max\_top.size(); i++) {

cout << max\_top[i] << ' ';

}

cout << endl << "Центральные вершины: ";

for (int i = 0; i != min\_top.size(); i++) {

cout << min\_top[i] << ' ';

}

cout << endl;

for (int i = 0; i != count; i++) {

int edge\_count = arr2[i].size() / 2;

if (edge\_count == 0) cout << "Вершина " << i << " Изолированная" << endl;

else if (edge\_count == 1) cout << "Вершина " << i << " Концевая" << endl;

else if (edge\_count == count - 1) cout << "Вершина " << i << " Доминирующая " << endl;

else cout << "Вершина " << i << " просто вершина" << endl;

}

return 0;

}

**Результаты работы программы:**

Результаты работы программы показан на рисунке 1.
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Рис. 1

Результат получился правильный, все действия совершены верно.

Результат работы программы, показанный на рисунке 1.

**Задание 2:**

**Листинг**

#include <ctime>

#include <locale>

#include <iostream>

#include <vector>

#include <map>

#include <algorithm>

using namespace std;

int main()

{

setlocale(LC\_ALL, "Rus");

srand(time(NULL));

int count = 3;

cout << "Введите кол-во вершин 1 массива " << endl;

cin >> count;

if (count < 3) count = 3;

int\*\* arr1 = new int\* [count];

for (int i = 0; i < count; i++) {

int\* a = new int[count] {0};

arr1[i] = a;

}

for (int i = 0; i < count; i++) {

for (int j = 0; j < count; j++) {

int p = rand() % 101;

if (i == j) {

arr1[i][j] = 0;

continue;

}

if (p > 70) {

int weight = rand() % 10;

arr1[i][j] = weight;

arr1[j][i] = weight;

}

}

}

for (int i = 0; i != count; i++) {

for (int j = 0; j != count; j++) {

cout << arr1[i][j] << ' ';

}

cout << endl;

}

int diam = 0;

int radi = 10000;

int\* d = new int[count]; // минимальное расстояние

int\* v = new int[count]; // посещенные вершины

int temp, minindex, min;

vector<int> max\_top; // Переферифные вершины

vector<int> min\_top; // Центральные вершины

// алгоритм Дейскстры

for (int i = 0; i != count; i++) {

int begin\_index = i;

//Инициализация вершин и расстояний

for (int i = 0; i < count; i++)

{

d[i] = 10000;

v[i] = 1;

}

d[begin\_index] = 0;

// Шаг алгоритма

do {

minindex = 10000;

min = 10000;

for (int i = 0; i < count; i++)

{ // Если вершину ещё не обошли и вес меньше min

if ((v[i] == 1) && (d[i] < min))

{ // Переприсваиваем значения

min = d[i];

minindex = i;

}

}

// Добавляем найденный минимальный вес

// к текущему весу вершины

// и сравниваем с текущим минимальным весом вершины

if (minindex != 10000)

{

for (int i = 0; i < count; i++)

{

if (arr1[minindex][i] > 0)

{

temp = min + arr1[minindex][i];

if (temp < d[i])

{

d[i] = temp;

}

}

}

v[minindex] = 0;

}

} while (minindex < 10000);

// Вывод кратчайших расстояний до вершин

printf("\nКратчайшие расстояния до вершин: \n");

for (int i = 0; i < count; i++) printf("%-6d ", d[i]);

cout << endl;

for (int i = 0; i != count; i++) { // находим Переферийные и центральные вершины

if (d[i] != 10000 && diam < d[i]) {

diam = d[i];

max\_top.clear();

max\_top.push\_back(i);

}

if (max\_top.size() != 0 && diam == d[i] && find(max\_top.begin(), max\_top.end(), i) == max\_top.end()) max\_top.push\_back(i);

if (d[i] != 0 && radi > d[i]) {

radi = d[i];

min\_top.clear();

min\_top.push\_back(i);

}

if (min\_top.size() != 0 && radi == d[i] && find(min\_top.begin(), min\_top.end(), i) == min\_top.end()) min\_top.push\_back(i);

}

}

cout << endl << endl << "Диаметр = " << diam << endl;

cout << "Радиус = " << radi << endl;

cout << "периферийные вершины: ";

for (int i = 0; i != max\_top.size(); i++) {

cout << max\_top[i] << ' ';

}

cout << endl << "Центральные вершины: ";

for (int i = 0; i != min\_top.size(); i++) {

cout << min\_top[i] << ' ';

}

cout << endl;

for (int i = 0; i != count; i++) {

int edge\_count = 0;

for (int j = 0; j != count; j++) {

if (arr1[i][j] != 0) edge\_count++;

}

if (edge\_count == 0) cout << "Вершина " << i << " Изолированная" << endl;

else if (edge\_count == 1) cout << "Вершина " << i << " Концевая" << endl;

else if (edge\_count == count - 1) cout << "Вершина " << i << " Доминирующая " << endl;

else cout << "Вершина " << i << " просто вершина" << endl;

}

//

//Доп. задание

vector< vector< int> > arr2;

arr2.resize(count);

for (int i = 0; i != count; i++) {

for (int j = 0; j != count; j++) {

if (arr1[i][j] != 0) {

arr2[i].push\_back(j);

arr2[i].push\_back(arr1[i][j]);

}

}

}

for (int i = 0; i != count; i++) {

for (int j = 0; j < arr2[i].size(); j+=2) {

cout << arr2[i][j] << ' ';

}

cout << endl;

}

diam = 0;

radi = 10000;

max\_top.clear(); // Переферифные вершины

min\_top.clear(); // Центральные вершины

for (int i = 0; i < count; i++) {

int begin\_index = i;

//Инициализация вершин и расстояний

for (int i = 0; i < count; i++)

{

d[i] = 10000;

v[i] = 1;

}

d[begin\_index] = 0;

// Шаг алгоритма

do {

minindex = 10000;

min = 10000;

for (int i = 0; i < count; i++)

{ // Если вершину ещё не обошли и вес меньше min

if ((v[i] == 1) && (d[i] < min))

{ // Переприсваиваем значения

min = d[i];

minindex = i;

}

}

// Добавляем найденный минимальный вес

// к текущему весу вершины

// и сравниваем с текущим минимальным весом вершины

if (minindex != 10000)

{

int j = 1;

int x = 0;

for (int i = 0; i < arr2[minindex].size(); i += 2)

{

if (arr2[minindex][j] > 0)

{

temp = min + arr2[minindex][j];

if (temp < d[arr2[minindex][i]])

{

d[arr2[minindex][i]] = temp;

}

}

x++;

j += 2;

}

v[minindex] = 0;

}

} while (minindex < 10000);

// Вывод кратчайших расстояний до вершин

printf("\nКратчайшие расстояния до вершин: \n");

for (int i = 0; i < count; i++) printf("%-6d ", d[i]);

cout << endl;

for (int i = 0; i != count; i++) { // находим Переферийные и центральные вершины

if (d[i] != 10000 && diam < d[i]) {

diam = d[i];

max\_top.clear();

max\_top.push\_back(i);

}

if (max\_top.size() != 0 && diam == d[i] && find(max\_top.begin(), max\_top.end(), i) == max\_top.end()) max\_top.push\_back(i);

if (d[i] != 0 && radi > d[i]) {

radi = d[i];

min\_top.clear();

min\_top.push\_back(i);

}

if (min\_top.size() != 0 && radi == d[i] && find(min\_top.begin(), min\_top.end(), i) == min\_top.end()) min\_top.push\_back(i);

}

}

cout << endl << endl << "Диаметр = " << diam << endl;

cout << "Радиус = " << radi << endl;

cout << "периферийные вершины: ";

for (int i = 0; i != max\_top.size(); i++) {

cout << max\_top[i] << ' ';

}

cout << endl << "Центральные вершины: ";

for (int i = 0; i != min\_top.size(); i++) {

cout << min\_top[i] << ' ';

}

cout << endl;

for (int i = 0; i != count; i++) {

int edge\_count = arr2[i].size() / 2;

if (edge\_count == 0) cout << "Вершина " << i << " Изолированная" << endl;

else if (edge\_count == 1) cout << "Вершина " << i << " Концевая" << endl;

else if (edge\_count == count - 1) cout << "Вершина " << i << " Доминирующая " << endl;

else cout << "Вершина " << i << " просто вершина" << endl;

}

return 0;

}

**Результаты работы программы:**

Результаты работы программы показан на рисунке 1.
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Рис. 1

Результат получился правильный, все действия совершены верно.

Результат работы программы, показанный на рисунке 1.

**Задание 3:**

**Листинг**

#include <ctime>

#include <locale>

#include <iostream>

#include <vector>

#include <map>

#include <algorithm>

using namespace std;

int main()

{

setlocale(LC\_ALL, "Rus");

srand(time(NULL));

int count = 3;

cout << "Введите кол-во вершин 1 массива " << endl;

cin >> count;

if (count < 3) count = 3;

int\*\* arr1 = new int\* [count];

for (int i = 0; i < count; i++) {

int\* a = new int[count] {0};

arr1[i] = a;

}

for (int i = 0; i < count; i++) {

for (int j = 0; j < count; j++) {

int p = rand() % 101;

if (i == j) {

arr1[i][j] = 0;

continue;

}

if (p > 70) {

int weight = rand() % 10;

arr1[i][j] = weight;

arr1[j][i] = weight;

}

}

}

for (int i = 0; i != count; i++) {

for (int j = 0; j != count; j++) {

cout << arr1[i][j] << ' ';

}

cout << endl;

}

int diam = 0;

int radi = 10000;

int\* d = new int[count]; // минимальное расстояние

int\* v = new int[count]; // посещенные вершины

int temp, minindex, min;

vector<int> max\_top; // Переферифные вершины

vector<int> min\_top; // Центральные вершины

// алгоритм Дейскстры

for (int i = 0; i != count; i++) {

int begin\_index = i;

//Инициализация вершин и расстояний

for (int i = 0; i < count; i++)

{

d[i] = 10000;

v[i] = 1;

}

d[begin\_index] = 0;

// Шаг алгоритма

do {

minindex = 10000;

min = 10000;

for (int i = 0; i < count; i++)

{ // Если вершину ещё не обошли и вес меньше min

if ((v[i] == 1) && (d[i] < min))

{ // Переприсваиваем значения

min = d[i];

minindex = i;

}

}

// Добавляем найденный минимальный вес

// к текущему весу вершины

// и сравниваем с текущим минимальным весом вершины

if (minindex != 10000)

{

for (int i = 0; i < count; i++)

{

if (arr1[minindex][i] > 0)

{

temp = min + arr1[minindex][i];

if (temp < d[i])

{

d[i] = temp;

}

}

}

v[minindex] = 0;

}

} while (minindex < 10000);

// Вывод кратчайших расстояний до вершин

printf("\nКратчайшие расстояния до вершин: \n");

for (int i = 0; i < count; i++) printf("%-6d ", d[i]);

cout << endl;

for (int i = 0; i != count; i++) { // находим Переферийные и центральные вершины

if (d[i] != 10000 && diam < d[i]) {

diam = d[i];

max\_top.clear();

max\_top.push\_back(i);

}

if (max\_top.size() != 0 && diam == d[i] && find(max\_top.begin(), max\_top.end(), i) == max\_top.end()) max\_top.push\_back(i);

if (d[i] != 0 && radi > d[i]) {

radi = d[i];

min\_top.clear();

min\_top.push\_back(i);

}

if (min\_top.size() != 0 && radi == d[i] && find(min\_top.begin(), min\_top.end(), i) == min\_top.end()) min\_top.push\_back(i);

}

}

cout << endl << endl << "Диаметр = " << diam << endl;

cout << "Радиус = " << radi << endl;

cout << "периферийные вершины: ";

for (int i = 0; i != max\_top.size(); i++) {

cout << max\_top[i] << ' ';

}

cout << endl << "Центральные вершины: ";

for (int i = 0; i != min\_top.size(); i++) {

cout << min\_top[i] << ' ';

}

cout << endl;

for (int i = 0; i != count; i++) {

int edge\_count = 0;

for (int j = 0; j != count; j++) {

if (arr1[i][j] != 0) edge\_count++;

}

if (edge\_count == 0) cout << "Вершина " << i << " Изолированная" << endl;

else if (edge\_count == 1) cout << "Вершина " << i << " Концевая" << endl;

else if (edge\_count == count - 1) cout << "Вершина " << i << " Доминирующая " << endl;

else cout << "Вершина " << i << " просто вершина" << endl;

}

//

//Доп. задание

vector< vector< int> > arr2;

arr2.resize(count);

for (int i = 0; i != count; i++) {

for (int j = 0; j != count; j++) {

if (arr1[i][j] != 0) {

arr2[i].push\_back(j);

arr2[i].push\_back(arr1[i][j]);

}

}

}

for (int i = 0; i != count; i++) {

for (int j = 0; j < arr2[i].size(); j+=2) {

cout << arr2[i][j] << ' ';

}

cout << endl;

}

diam = 0;

radi = 10000;

max\_top.clear(); // Переферифные вершины

min\_top.clear(); // Центральные вершины

for (int i = 0; i < count; i++) {

int begin\_index = i;

//Инициализация вершин и расстояний

for (int i = 0; i < count; i++)

{

d[i] = 10000;

v[i] = 1;

}

d[begin\_index] = 0;

// Шаг алгоритма

do {

minindex = 10000;

min = 10000;

for (int i = 0; i < count; i++)

{ // Если вершину ещё не обошли и вес меньше min

if ((v[i] == 1) && (d[i] < min))

{ // Переприсваиваем значения

min = d[i];

minindex = i;

}

}

// Добавляем найденный минимальный вес

// к текущему весу вершины

// и сравниваем с текущим минимальным весом вершины

if (minindex != 10000)

{

int j = 1;

int x = 0;

for (int i = 0; i < arr2[minindex].size(); i += 2)

{

if (arr2[minindex][j] > 0)

{

temp = min + arr2[minindex][j];

if (temp < d[arr2[minindex][i]])

{

d[arr2[minindex][i]] = temp;

}

}

x++;

j += 2;

}

v[minindex] = 0;

}

} while (minindex < 10000);

// Вывод кратчайших расстояний до вершин

printf("\nКратчайшие расстояния до вершин: \n");

for (int i = 0; i < count; i++) printf("%-6d ", d[i]);

cout << endl;

for (int i = 0; i != count; i++) { // находим Переферийные и центральные вершины

if (d[i] != 10000 && diam < d[i]) {

diam = d[i];

max\_top.clear();

max\_top.push\_back(i);

}

if (max\_top.size() != 0 && diam == d[i] && find(max\_top.begin(), max\_top.end(), i) == max\_top.end()) max\_top.push\_back(i);

if (d[i] != 0 && radi > d[i]) {

radi = d[i];

min\_top.clear();

min\_top.push\_back(i);

}

if (min\_top.size() != 0 && radi == d[i] && find(min\_top.begin(), min\_top.end(), i) == min\_top.end()) min\_top.push\_back(i);

}

}

cout << endl << endl << "Диаметр = " << diam << endl;

cout << "Радиус = " << radi << endl;

cout << "периферийные вершины: ";

for (int i = 0; i != max\_top.size(); i++) {

cout << max\_top[i] << ' ';

}

cout << endl << "Центральные вершины: ";

for (int i = 0; i != min\_top.size(); i++) {

cout << min\_top[i] << ' ';

}

cout << endl;

for (int i = 0; i != count; i++) {

int edge\_count = arr2[i].size() / 2;

if (edge\_count == 0) cout << "Вершина " << i << " Изолированная" << endl;

else if (edge\_count == 1) cout << "Вершина " << i << " Концевая" << endl;

else if (edge\_count == count - 1) cout << "Вершина " << i << " Доминирующая " << endl;

else cout << "Вершина " << i << " просто вершина" << endl;

}

return 0;

}

**Результаты работы программы:**

Результаты работы программы показан на рисунке 1.
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Рис. 1

Результат получился правильный, все действия совершены верно.

Результат работы программы, показанный на рисунке 1.

**Задание 3:**

**Листинг**

// умножение

cout << endl;

int\*\* arr3 = new int\* [count1 \* count2];

for (int x1 = 0; x1 != count1; x1++) {

for (int y1 = 0; y1 != count2; y1++) {

arr3[x1 \* count2 + y1] = new int[count1 \* count2];

for (int x2 = 0; x2 != count1; x2++) {

for (int y2 = 0; y2 != count2; y2++) {

if (x1 == x2) {

arr3[x1 \* count2 + y1][x2 \* count2 + y2] = arr2[y1][y2];

}

else if (y1 == y2) {

arr3[x1 \* count2 + y1][x2 \* count2 + y2] = arr1[x1][x2];

}

else arr3[x1 \* count2 + y1][x2 \* count2 + y2] = 0;

}

}

}

}

for (int i = 0; i != count1 \* count2; i++) {

for (int j = 0; j != count1 \* count2; j++) {

cout << arr3[i][j] << ' ';

}

cout << endl;

}

return 0;

}

**Вывод:** мы выполнили лабораторные указания 1-3 используя знания использования бинарных и унарных функций над графами, где повторили приобретенные навыки с предыдущего курса.