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**Цель работы****:** научиться создавать многопоточные приложения c использованием стандартных средств языка Java.

**Ход работы:**

Модифицировали приложение из предыдущей лабораторной работы, реализовав вычисление определенного интеграла в восьми дополнительных потоках, для этого изменили функцию подсчета значение 4 поля таблицы (integralFunc):

private static double areaFunc(double a, double b,double h){  
 return ((Math.*sin*(a\*a)+Math.*sin*(b\*b))/2)\*h;  
}  
private double fff(double a, double b,double c)  
{  
 double res =0;  
 while(a<b){  
 res+= *areaFunc*(a,a+c,c);  
 a+=c;  
 }  
 return res;  
}  
private void integralFunc(){  
  
 double a = this.downLimit;  
 double b = this.upLimit;  
 double c = this.step;  
 int THREADCOUNT = 8;  
 double ost = (b-a)%c;  
 a+=ost;  
 int steps = (int)((b-a)/c);  
 final double[] result = {0};  
 int cut = steps/THREADCOUNT;  
 int cutOst = steps%THREADCOUNT;  
  
 if(steps<THREADCOUNT) {  
 THREADCOUNT = steps;  
 cut = 1;  
 cutOst = 0;  
 }  
 Thread[] threadArr = new Thread[THREADCOUNT];  
  
 for (int i = 0;i<THREADCOUNT;i++){  
 int finalI = i;  
 double finalCutOst = cutOst;  
 double finalA = a+c\*finalCutOst;  
 int finalCut = cut;  
 Runnable solve = new Runnable() {  
 @Override  
 public void run() {  
 double localResult = 0;  
 if(finalI==0){  
 if(ost>0) {  
 localResult += fff(finalA - ost, finalA, ost);  
 }  
 localResult += fff(finalA-c\*finalCutOst, finalA, c);  
 }  
 localResult += fff(finalA+(c\*finalCut\*finalI),finalA+(c\*finalCut\*(finalI+1)),c);  
 synchronized(this) {  
 result[0] += localResult;  
 }  
 }  
 };  
 threadArr[i]=new Thread(solve);  
 threadArr[i].start();  
 }  
 for (Thread it : threadArr) {  
 try {  
 it.join();  
 } catch (InterruptedException e) {  
 e.printStackTrace();  
 }  
 }  
 this.result = Double.*toString*(result[0]);  
}

Так же, для достоверности работы многопоточности выполнили проверку времени исполнения метода integralFunc(), используя метод currentTimeMillis() в программах с использованием множественных потоков и без:

long time = System.*currentTimeMillis*();  
dataList.get(curIndex).integralFunc();  
System.*out*.println(System.*currentTimeMillis*() - time);

Результаты времени подсчета методов:
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**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARsAAACQCAYAAAA4Lc+OAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAsxSURBVHhe7d3vbxTHHcfxr9PkX2iTxnZCc+ZBhNJKoIbDQW5SXStAUVGqOoYESO3WxqoaeJC4NaU2XAhUJpVwq8rYiS+YpIlLVQmpKhY65QemtvMgPKkQUvAFHA7xTwS4zszO+vZ86/PF3I3P7PslTe52d3Z2T2g/fGcOO3W3bt3KCQBU2QP2FQCqirAB4ARhA8AJwgaAE4QNACcIGwBOEDYAnCBsADhB2ABwgrAB4MSSP65w+PBh+w4ACvX399t3SysrbE6ePGm3AMCzd+/ebxQ2TKMAOEHYAHCCsAHgBGEDwAnCBoAThA0AJwgbAE4QNgCcIGyAiKirq5NLly7ZrWL6mO5TLZULm4kuc6Ne65IJu3txE9JV1yyDGbu5TBNd/jULW3NXlzRXYHzgfvH5559LvPmZ0MDR+/Qx3adaKhM2mUFp3ipyLpeTnG6zT8rVpdOmIrYM22vmzkmnbJITs9721PCwTOWmZF/MdgQibv369TIz9d+iwPGDRh/TfaqlMmEze0WmNz0pTXZTYvtk3xb7HkDNWBg4roJGq0zYbNkundP7ZU/YnEVXPYHpTVdRxZORweYF+/WUrHlQHVEKzi9neuYLTtPs+4n8WPp6mcHm+ftqDt77sq8J1L5g4LgKGq1CazZbZDg3K61nmuYfZI96yJv2y7pz/vTqhFzeunAdJSb7DnbKyNn8Iz1xdkQ6D+5TR/T5Z6TVTo3UTEmOLHsRZlr2HxEZM+Oo622tkz0yZsftlOn9x22oVPKaAHyVWyDWoTGlHk4TKDZwMlflsnTKdn9KpaZXBzun5cqs3fbpymjk7PzDfvbyCXldn2POVyHRZKuMrSMyXXRyuTbJiTEdYIq+ntpu3WYXdMz2ZbmqM6Wi1wRqT3DqFJxSVVsFw8ZSgTJ2YlNBpbK0LfL6icumgsgMHpHLrdu8UDA68wvPug27WAxaiWsC1bdwjWbhGk41VSZsJgYDU6OM/OfMtGx6skkFz1pZJyMynzuZQTkyEqh0AmLbWkXOHJfjZ9bJQf8rJHu+02nMSlwTcGCxxWBXgVOhBeK1csWfdtQ1yf5152TKBMYWGbbTKnPMrIUMq70hYtukVT3kI+u2B45756s5jR1bteIV5gpbiWsC1bdhw4aioPH5gaP7VAu/FhTAsvBrQQHUJMIGgBOEDQAnCBsAThA2AJwgbAA4QdgAcIKwAeAEYQPACcIGgBNl/bjCsWPH7BYAeHp7e/lxBQC1h7AB4ARhA8AJwgaAE4QNACcIGwBOEDYAnCBsADhB2ABwgrAB4ARhA8AJwgaAE4QNACcIGwBOEDYAnCBsADhB2ABwgrAB4ARhA8AJwgaAE4QNACcqGjbj3QlJJEJa97hkZwbM+4EZ29mJrL2nAQleVt9L9/y9Dch41h5QCo4lutX9Bg767Gfptidmx7tt/8LmHwdQ4bBpG0pLOq1aMmG2E0m7PdQmDfEe874nbg5VX3ZGBrrbZTRjt31q/4d9ackkkup+UtIhaRltt2Fkj6kbN/ea6hBJ9x0tCCPVScZPqz4BDW1D3uc0TY0Z03sTsrutwRwH4HIaFaxs/MpgYEAFgq0CBsZlZtyvKlRFUVBujM/3K6hEgmMWUEHT3ifpTEzMcx/UEJceHQrB1Is1Sr1+tceG7LGGx9ao/2bkxk2zaWTHjxYHWIB/PJHskaJc/YafOzu/3x5zWhUClbWiazaZ642yQ1VDKVUKZNKj0ndjsxxQD3sykZH06Ie22hiX7vZRud6SMlVDck2gEimhMdEhydQBaSlKG58KpISufGLScUBVXnZv0MzFwgpG38tRlSQx9fCHD6sqI500sQ7ZUaKCK/dzHx3NV1nmWN/SnxuoVSsaNrGWZvOQexWEeq42x812faN+lK/LV+ov+ezUBVVbxKSl2fSU+GY9RUvLRf3ULTo1i0tbT5vES85ivCpGP8Rh4TUz0C16RpUPDjV9OjoqGbV9YEej3lEkO35a3Zn6HLvDw8tXzuf2ZdKnVfUzI/U79BQtpFoCVokVDZvy6UCw0wmTAOqRDD6R96AgvCwvaPRcKV/1eNOjxasg7eYNfU5CVHbcu4Y22W0WfzIqcPqkXX1+PeWqzKcG3FslYaMe8pS/AOu1oSotvupvlvygSSSHxLtMVqYu6H029NS0zmyNtktifiFlRsysK7G5YtVH3Cw8pySV7JCEyh095fqQeRRWqZoPm4bmFvXYZ+TClPd3uvc1c7e3SLzoAnEJ/iKtGSBr12VsNWLXZDQdNPnpWUP+mzbdUh3qnvQMK5VfaM5+pSZAal+jWWq+d/P3qa4eb5MdLd43fMZyPjewwmq/slHTiSH9VbquItQDpoqKQMWxDPEeSXX447VL3/WEJFPeWoi3PuRJ99lpW7kP9c0b5tw1j1Wo4tL3WfC5r0tChVvx+hSwOtTdunUrZ9+HOnz4sBw7dsxuAYCnt7dX+vv77dbSVsmaDYDVjrAB4ARhA8AJwgaAE4QNACcIGwBOEDYAnCBsADhB2ABwgrAB4ARhA8AJwgaAE4QNACcIGwBOEDYAnCBsADhB2ABwgrAB4ARhA8AJfgfxfe6td/5p39We1371C/sOqxG/gxhATaKyuc/5lc1vf73LvNaCv779nnmlslndqGwQ6sFvPVAzDdFEZXOf8yubnt/80rwu5t8X/2ff3bvnNz9l34Ub+Nu75pXKZnWjskGoh1RFUappL/zoB/fctLDxgw3RxJ98RDz0YF3JVk6fclo54yCaCJuICKswgq2cPuW0csZBNPEnHxFf37lbspXTp5xWzjiIJsImIr6+nSvZ8n3m5NNDu2TP0z+UuGm75NCpSfnS73ttzBzbc2pu/txPD3l99b78OIs3RBNhExFhFUaw+X0mk63SOyHS8v6MfDSp2vs/lmtDr8nLyUnbNyc6LnJ3VXCo7Wund5v+8tPjMrSjYX6cUg3RRNhERNhDH2ymz9xpOXVeJNZ5SH7+qD326Evyu861Iufflr/PqW0VMiZscur9xaS8MvyFSFO3vPP7TflxAuOGNUQTYRMRt9VDXqppc5MfSUbWyjPx+oJjD8efkyfkqlyYnFPbfmVzQQb+oEuatfLKgZ3ycGCc4LlhDdFE2ERE2NpJsGm3bQ7cUYFScLxg6uS9//Kdk/Kx6X1VJi9+VTBOwbkhDdFE2ERE2HQm2LTbKkxUpKiwWXi8OGzU3El2Dr8nO58QuZZ6T2ZsX63w3OKGaCJsIuKOCopSTfvOxmflcZmV6ekbBcey05/IdRUuGzfWi8oaEzaP7/mjPP/denl+50/U1nkZ+PPU/DjBc8MaoomwiYiwhz7YTJ9H2uSFZ0Xmxt6Qs595gXPzsw/kL2OzIs++Itse8frq3rmcPXfDS/Li99SOj0/J2Sxhg8URNhFx5+7dks3v8/1X35X9u3Ly2Zt75OWfPSevv/mJ1O96Q/706tO2rw2LnH/uo7K1LaF2zMo/3vrAHPLHXKwhmgibiFhYXSxs+T718tT2Ien/V1pSpg1Jx/aN8m2/7yMvmmP929WUyt+3vsfre/zFwDiLN0QTYRMRYQ99sJXTp5xWzjiIJsImIvS/jynVyulTTitnHEQTYRMRYRVGsGlffDl3z00LGz/YEE2ETUSEPfTBtuaxxoq1sPGDDdFE2ERE2LdCK9UQTfwO4vsc/98oVAu/gxhATaKyAbAsVDYAahJhA8AJwgaAE4QNACcIGwBOEDYAnCBsADhB2ABwgrAB4ARhA8AJwgaAE4QNACfK+kFMAAjzTX4Qc8mwAYBKYBoFwAnCBoAThA0AJwgbAE4QNgCcIGwAOEHYAHCCsAHgBGEDwAnCBoADIv8Hzy3VsHSI/14AAAAASUVORK5CYII=)**

Из этого можно сделать вывод, что многопоточность работает и улучшает производительность программы в ≈ 5 раз.

**Листинг:**

import javax.swing.\*;  
import javax.swing.filechooser.FileFilter;  
import javax.swing.table.DefaultTableModel;  
import java.awt.\*;  
import java.awt.event.ActionEvent;  
import java.awt.event.ActionListener;  
import java.io.\*;  
import java.util.LinkedList;  
import java.util.Scanner;  
  
  
public class LabApp extends JFrame  
{  
 private final JTextField upLimitField;  
 private final JTextField stepField;  
 private final JTextField downLimitField;  
 private final DefaultTableModel tableModel;  
 private final JTable table1;  
 LinkedList<RecordIntegral>dataList;  
  
  
 static class SimpleException extends Exception{  
 public SimpleException(String msg){  
 JOptionPane.*showMessageDialog*(null,msg,"Exception",JOptionPane.*PLAIN\_MESSAGE*);  
 }  
 }  
 static class RecordIntegral implements Serializable{  
 private double upLimit;  
 private double downLimit;  
 private double step;  
 private String result;  
  
 public RecordIntegral(double downLimit,double upLimit,double step) throws SimpleException {  
 if(upLimit<0.000001||upLimit>1000000||downLimit<0.000001||downLimit>1000000||step<0.000001||step>1000000) throw new SimpleException("Введены некорректные данные");  
 this.upLimit=upLimit;  
 this.downLimit=downLimit;  
 this.step = step;  
 result = "";  
 }  
 public double getUpLimit() {  
 return upLimit;  
 }  
 public double getDownLimit() {  
 return downLimit;  
 }  
 public double getStep() {  
 return step;  
 }  
 public String getResult() {  
 return result;  
 }  
  
 public void setResult(String result) {  
 this.result = result;  
 }  
 public String toString(){  
 return downLimit+" "+upLimit+" "+step+" "+result+"\n";  
 }  
  
 private static double areaFunc(double a, double b,double h){  
 return ((Math.*sin*(a\*a)+Math.*sin*(b\*b))/2)\*h;  
 }  
 private double fff(double a, double b,double c)  
 {  
 double res =0;  
 while(a<b){  
 res+= *areaFunc*(a,a+c,c);  
 a+=c;  
 }  
 return res;  
 }  
 private void integralFunc(){  
  
 double a = this.downLimit;  
 double b = this.upLimit;  
 double c = this.step;  
  
 double ost = (b-a)%c;  
 a+=ost;  
 int steps = (int)((b-a)/c);  
 final double[] result = {0};  
  
 int THREADCOUNT = 8;  
 int cut = steps/THREADCOUNT;  
 int cutOst = steps%THREADCOUNT;  
  
 if(steps<THREADCOUNT) {  
 THREADCOUNT = steps;  
 cut = 1;  
 cutOst = 0;  
 }  
 Thread[] threadArr = new Thread[THREADCOUNT];  
 double finalCutOst = cutOst;  
 double finalA = a+c\*finalCutOst;  
 int finalCut = cut;  
 for (int i = 0;i<THREADCOUNT;i++){  
 int finalI = i;  
 Runnable solve = new Runnable() {  
 @Override  
 public void run() {  
 double localResult = 0;  
 if(finalI==0){  
 if(ost>0) {  
 localResult += fff(finalA - ost, finalA, ost);  
 }  
 localResult += fff(finalA-c\*finalCutOst, finalA, c);  
 }  
 localResult += fff(finalA+(c\*finalCut\*finalI),finalA+(c\*finalCut\*(finalI+1)),c);  
 synchronized(this) {  
 result[0] += localResult;  
 }  
 }  
 };  
 threadArr[i]=new Thread(solve);  
 threadArr[i].start();  
 }  
 for (Thread it : threadArr) {  
 try {  
 it.join();  
 } catch (InterruptedException e) {  
 e.printStackTrace();  
 }  
 }  
 this.result = Double.*toString*(result[0]);  
 }  
  
  
  
 public void notMultiIntegralFunc(){  
 double a = this.downLimit;  
 double b = this.upLimit;  
 double c = this.step;  
  
 double res = 0 ;  
 double ost = (b-a)%c;  
 res+=*areaFunc*(a,a+ost,c);  
 a+=ost;  
 while(a<b){  
 res+= *areaFunc*(a,a+c,c);  
 a+=c;  
 }  
 this.result = Double.*toString*(res);  
 }  
  
 }  
  
 public LabApp()  
 {  
 super("Swing App");  
 setDefaultCloseOperation(*EXIT\_ON\_CLOSE*);  
  
 tableModel = new DefaultTableModel(){  
 @Override  
 public boolean isCellEditable(int i, int i1) {  
 return i1 != 3;  
 }  
 };  
 Object[] columnsHeader = new String[]{"Ниж. предел", "Верх. предел", "Шаг", "Результат"};  
 tableModel.setColumnIdentifiers(columnsHeader);  
 upLimitField = new JTextField(10);  
 downLimitField = new JTextField(10);  
 stepField = new JTextField(10);  
 JLabel label1 = new JLabel("Нижний предел:");  
 JLabel label2 = new JLabel("Верхний предел:");  
 JLabel label3 = new JLabel("Шаг:");  
 table1 = new JTable(tableModel);  
 dataList = new LinkedList<>();  
  
 JButton add = new JButton("Добавить");  
 add.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 try {  
 double a = Double.*parseDouble*(downLimitField.getText());  
 double b = Double.*parseDouble*(upLimitField.getText());  
 double c = Double.*parseDouble*(stepField.getText());  
 if((b-a)<c)throw new SimpleException("Шаг превышает длинну отрезка интегрирования");  
 dataList.add(new RecordIntegral(a, b, c));  
 tableModel.addRow(new Object [] {a,b,c});  
 }  
 catch (SimpleException ignored){}  
 catch (NumberFormatException ex){  
 JOptionPane.*showMessageDialog*(null,"Не все поля заполнены","Exception",JOptionPane.*PLAIN\_MESSAGE*);  
 }  
 }  
 });  
  
 JButton remove = new JButton("Удалить");  
 remove.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 try{  
 int index = table1.getSelectedRow();  
 if(index==-1){throw new SimpleException("Не выбрана строка");}  
 int rowCount = tableModel.getRowCount();  
 int curIndex = dataList.size()-rowCount+index;  
 tableModel.removeRow(index);  
 dataList.remove(curIndex);  
 }catch (SimpleException ignored){}  
 }  
 });  
  
 JButton removeAll = new JButton("Удалить все");  
 removeAll.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 try{  
 if(table1.getRowCount()==0){throw new SimpleException("Таблица пуста");}  
 while (tableModel.getRowCount()!=0){  
 tableModel.removeRow(0);  
 }  
 dataList.clear();  
 }catch (SimpleException ignored){}  
 }  
 });  
  
 JButton solve = new JButton("Рассчитать");  
 solve.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e){  
 try {  
 int index = table1.getSelectedRow();  
 if(index==-1){throw new SimpleException("Не выбрана строка");}  
 int rowCount = tableModel.getRowCount();  
 int curIndex = dataList.size() - rowCount + index;  
  
 long time = System.*currentTimeMillis*();  
 dataList.get(curIndex).integralFunc();  
 time = System.*currentTimeMillis*()-time;  
 tableModel.setValueAt(dataList.get(curIndex).getResult(), index, 3);  
 JOptionPane.*showMessageDialog*(null,"Time: "+Long.*toString*(time)+" ms.","Solve Time",JOptionPane.*PLAIN\_MESSAGE*);  
 }  
 catch (SimpleException ignored){}  
 }  
 });  
  
 JButton clear = new JButton("Очистить");  
 clear.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 while (tableModel.getRowCount()!=0){  
 tableModel.removeRow(0);  
 }  
 }  
 });  
  
 JButton fill = new JButton("Заполнить");  
 fill.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 while (tableModel.getRowCount()!=0){  
 tableModel.removeRow(0);  
 }  
 for(RecordIntegral i : dataList){  
 tableModel.addRow(new Object[]{i.getDownLimit(), i.getUpLimit(), i.getStep(),i.getResult()});  
 }  
 }  
 });  
  
 JButton serializeBit = new JButton("Записать в bin");  
 serializeBit.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 JFileChooser fileChooser = new JFileChooser();  
 fileChooser.setCurrentDirectory(new File("./src"));  
 fileChooser.setFileSelectionMode(JFileChooser.*FILES\_ONLY*);  
 fileChooser.setFileFilter(new FileFilter() {  
 @Override  
 public boolean accept(File f){  
 return f.getName().endsWith("bin");  
 }  
  
 @Override  
 public String getDescription() {  
 return "Только используемые";  
 }  
 });  
  
 if(fileChooser.showDialog(getContentPane(),"Выбрать")==0){  
 String fileName = fileChooser.getSelectedFile().getName();  
 try(ObjectOutputStream oos = new ObjectOutputStream(new FileOutputStream("src/"+fileName))){  
 if(!fileName.endsWith("bin")) throw new SimpleException("Выбран неверный тип файла");  
 oos.writeObject(dataList);  
 }catch(IOException ex){  
 JOptionPane.*showMessageDialog*(null,"Ошибка сериализации","Exception",JOptionPane.*PLAIN\_MESSAGE*);  
 }catch (SimpleException ignored){}  
 }  
 }  
 });  
  
 JButton serializeTxt = new JButton("Записать в txt");  
 serializeTxt.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 JFileChooser fileChooser = new JFileChooser();  
 fileChooser.setCurrentDirectory(new File("./src"));  
 fileChooser.setFileSelectionMode(JFileChooser.*FILES\_ONLY*);  
 fileChooser.setFileFilter(new FileFilter() {  
 @Override  
 public boolean accept(File f){  
 return f.getName().endsWith("txt");  
 }  
  
 @Override  
 public String getDescription() {  
 return "Только используемые";  
 }  
 });  
  
  
  
 if(fileChooser.showDialog(getContentPane(),"Выбрать")==0){  
 String fileName = fileChooser.getSelectedFile().getName();  
 try(FileWriter fw = new FileWriter("src/"+fileName)){  
 if(!fileName.endsWith("txt")) throw new SimpleException("Выбран неверный тип файла");  
 for (RecordIntegral i : dataList){  
 fw.write(i.toString());  
 }  
  
 }catch(IOException ex){  
 JOptionPane.*showMessageDialog*(null,"Ошибка сериализации","Exception",JOptionPane.*PLAIN\_MESSAGE*);  
 }catch (SimpleException ignored){}  
 }  
 }  
 });  
  
  
 JButton deserializeBit = new JButton("Считать из bin файла");  
 deserializeBit.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 JFileChooser fileChooser = new JFileChooser();  
 fileChooser.setCurrentDirectory(new File("./src"));  
 fileChooser.setFileSelectionMode(JFileChooser.*FILES\_ONLY*);  
 fileChooser.setFileFilter(new FileFilter() {  
 @Override  
 public boolean accept(File f){  
 return f.getName().endsWith("bin");  
 }  
  
 @Override  
 public String getDescription() {  
 return "Только используемые";  
 }  
 });  
  
 if(fileChooser.showDialog(getContentPane(),"Выбрать")==0){  
 String fileName = fileChooser.getSelectedFile().getName();  
 try(ObjectInputStream ois = new ObjectInputStream(new FileInputStream("src/"+fileName))){  
 if(!fileName.endsWith("bin")) throw new SimpleException("Выбран неверный тип файла");  
 while (tableModel.getRowCount()!=0){  
 tableModel.removeRow(0);  
 }  
 dataList.clear();  
 dataList = (LinkedList<RecordIntegral>) ois.readObject();  
  
 for(RecordIntegral i : dataList){  
 tableModel.addRow(new Object[]{i.getDownLimit(), i.getUpLimit(), i.getStep(),i.getResult()});  
 }  
 }catch(IOException ex){  
 JOptionPane.*showMessageDialog*(null,"Ошибка десериализации","Exception",JOptionPane.*PLAIN\_MESSAGE*);  
 }  
 catch(ClassNotFoundException ex){  
 JOptionPane.*showMessageDialog*(null,"В программе отсутствует соответствующий класс","Exception",JOptionPane.*PLAIN\_MESSAGE*);  
 }  
 catch(SimpleException ignored){}  
  
 }  
  
 }  
 });  
  
 JButton deserializeTxt = new JButton("Считать из txt файла");  
 deserializeTxt.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 JFileChooser fileChooser = new JFileChooser();  
 fileChooser.setCurrentDirectory(new File("./src"));  
 fileChooser.setFileSelectionMode(JFileChooser.*FILES\_ONLY*);  
 fileChooser.setFileFilter(new FileFilter() {  
 @Override  
 public boolean accept(File f){  
 return f.getName().endsWith("txt");  
 }  
  
 @Override  
 public String getDescription() {  
 return "Только используемые";  
 }  
 });  
  
 if(fileChooser.showDialog(getContentPane(),"Выбрать")==0){  
 String fileName = fileChooser.getSelectedFile().getName();  
 try(Scanner fr = new Scanner(new FileReader("src/"+fileName))){  
 if(!fileName.endsWith("txt")) throw new SimpleException("Выбран неверный тип файла");  
 while (tableModel.getRowCount()!=0){  
 tableModel.removeRow(0);  
 }  
 dataList.clear();  
  
 while(fr.hasNextLine()){  
 String line = fr.nextLine();  
 String[]values = line.split(" ");  
 dataList.add(new RecordIntegral(Double.*parseDouble*(values[0]),Double.*parseDouble*(values[1]),Double.*parseDouble*(values[2])));  
 if(values.length>3)dataList.getLast().setResult(values[3]);  
 }  
 for(RecordIntegral i : dataList){  
 tableModel.addRow(new Object[]{i.getDownLimit(), i.getUpLimit(), i.getStep(),i.getResult()});  
 }  
 }catch(IOException ex){  
 JOptionPane.*showMessageDialog*(null,"Ошибка десериализации","Exception",JOptionPane.*PLAIN\_MESSAGE*);  
 }  
 catch(SimpleException ignored){}  
  
 }  
  
 }  
 });  
  
*// Расположение элементов* JPanel mainPanel = new JPanel();  
 JPanel upPanel = new JPanel();  
 JPanel centerPanel = new JPanel();  
 JPanel downPanel = new JPanel();  
 mainPanel.setLayout(new BorderLayout());  
 centerPanel.setLayout(new BorderLayout());  
 upPanel.setLayout(new BoxLayout(upPanel,BoxLayout.*Y\_AXIS*));  
  
 JPanel upButtons = new JPanel();  
 JPanel fields = new JPanel();  
  
 upButtons.setLayout(new GridLayout(1,6,10,0));  
 upButtons.add(add);  
 upButtons.add(remove);  
 upButtons.add(removeAll);  
 upButtons.add(solve);  
 upButtons.add(fill);  
 upButtons.add(clear);  
 upButtons.setBorder(BorderFactory.*createEmptyBorder*(10, 0, 5, 0));  
  
  
 upPanel.add(fields);  
 upPanel.add(upButtons);  
 upPanel.setBorder(BorderFactory.*createEmptyBorder*(10, 10, 10, 10));  
  
 fields.setLayout(new GridLayout(2,3,10,0));  
 fields.add(label1);  
 fields.add(label2);  
 fields.add(label3);  
 fields.add(downLimitField);  
 fields.add(upLimitField);  
 fields.add(stepField);  
  
 centerPanel.add(new JScrollPane(table1),BorderLayout.*CENTER*);  
  
 downPanel.add(serializeBit);  
 downPanel.add(serializeTxt);  
 downPanel.add(deserializeBit);  
 downPanel.add(deserializeTxt);  
 downPanel.setBorder(BorderFactory.*createEmptyBorder*(5, 0, 5, 0));  
  
*// Изменение шрифта* {  
 label1.setFont(new Font(Font.*MONOSPACED*, Font.*BOLD*, 14));  
 label2.setFont(new Font(Font.*MONOSPACED*, Font.*BOLD*, 14));  
 label3.setFont(new Font(Font.*MONOSPACED*, Font.*BOLD*, 14));  
 solve.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 add.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 remove.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 removeAll.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 clear.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 fill.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 serializeBit.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 serializeTxt.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 deserializeBit.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 deserializeTxt.setFont(new Font(Font.*MONOSPACED*, Font.*PLAIN*, 14));  
 upLimitField.setFont(new Font(Font.*MONOSPACED*, Font.*BOLD*, 14));  
 downLimitField.setFont(new Font(Font.*MONOSPACED*, Font.*BOLD*, 14));  
 stepField.setFont(new Font(Font.*MONOSPACED*, Font.*BOLD*, 14));  
 }  
  
 mainPanel.add(upPanel,BorderLayout.*NORTH*);  
 mainPanel.add(centerPanel,BorderLayout.*CENTER*);  
 mainPanel.add(downPanel,BorderLayout.*SOUTH*);  
 getContentPane().add(mainPanel);  
 setSize(800,500);  
 setLocationRelativeTo(null);  
 setVisible(true);  
 }  
 public static void main(String[] args) {  
 new LabApp();  
 }  
}