1. **UI与代码的区别**

.ui优点：

1、ui更方便，更快捷，在界面复杂度不高且不需要多平台支持的工程中，使用.ui优势更大。

2、.ui文件实现的界面，在实现国际化多语言的时候，代码量更少。

.ui缺点：

1、难以跨编码不同的平台。

2、在复杂度高的界面项目中，.ui难以实现，例如多层布局嵌套且还存在大量嵌套外控件的项目，例如多尺寸界面。

3、.ui性能相对低于代码实现，因为在ui\_xxx.h中存在国际化相关代码。

4、存在多项目存在相同QWidget提升时，会出现编译问题。

5、.ui文件不支持二进制兼容。

1. **主窗口布局的区别**

**1、QMainWindow 类**  
QMainWindow 类提供一个菜单条、锚接窗口（如工具栏）和一个状态条的主应用程序窗口。主窗口通常用在提供一个大的中央窗口部件以及周围菜单、工具条和一个状态条。QMainWindow常常被继承，因为这使的封装中央部件、菜单和工具以及窗口状态条变得容易，当用户点击菜单项或工具条按钮时，槽会被调用。基于主窗口的应用程序，默认已经有了自己的布局管理器。

**2、QDialog类是对话框窗口的基类。**  
对话框窗口是主要用于短时期任务以及用户进行简要通讯的顶级窗口。QDialog可以是模态对话框也可以是非模态对话框。QDialog支持扩展性并且可以提供返回值。他们可以有默认按钮。QDialog也可以有一个QSizeGrip在它的右下方，使用setSizeGripEnable（）。  
注意：QDialog使用父窗口部件的方法和Qt中其他类不同。对话框总是顶级窗口部件，但是如果它有一个父对象，它的默认位置就是父对象的中间。他也将和父对象共享工具条条目。  
QDialog 是最普通的顶级窗口（一个不会被嵌入到父窗口部件的窗口部件叫顶级窗口部件）。通常情况下，顶级窗口部件是有框架和标题栏的窗口（尽管使用了一定的窗口部件标记，创建顶级窗口部件时也可以没有这个修饰）在Qt中。QMainWindow和不同的QDialog的子类是最普通的顶级窗口。  
非顶级窗口部件就是子窗口部件。他们是他们的父窗口部件中的子窗口。你通常不能在视觉角度从它们的父窗口部件辨别一个子窗口部件。在Qt中的绝大多数其他窗口部件仅仅作为子窗口部件才是有用的。（当然把一个按钮作为或者叫做顶级窗口部件也是有可能的，但是绝大多数人喜欢把它们的按钮放到其他部件当中）  
如果是顶级对话框，那就是基于QDialog创建，如果是主窗体，就基于QMainWindow，如果不确定，或有可能作为顶级窗体，或有可能嵌入到其他窗体中，则基于QWidget创建。

**3、QFrame类是有框架的窗口部件的基类。**  
它绘制部件并且调用一个虚函数drawContents（）函数来填充这个框架。这个函数是被子类重新实现的。QFrame类也可以之间创建没有任何内容的简单框架，尽管通常情况下，要用到QHBox 或QVBox，因为它们可以自动布置你放到框架的窗口部件。

**三、lambda表达式：**

Lambda表达式, 匿名函数对象，其可以理解为没有函数名的函数，是C++11增加的新特性。

在Qt中，Lambda表达式常和信号一起使用，非常方便，需要在项目文件中添加： CONFIG += C++11

首先看一下Lambda表达式的基本构成：

[capture](parameters) mutable ->return-type

{

statement

}

[函数对象参数] (操作符重载函数参数)mutable ->返回值{函数体}

**函数对象参数**

[]，标识一个Lambda表达式的开始，不能省略。函数对象参数是传递给编译器自动生成的函数对象类的构造函数的。函数对象参数只能使用Lambda之前的Lambda所在范围内可见的局部变量（包括Lambda所在类的this）。

函数对象参数有以下形式：

函数对象参数 说明

[] 不使用任何变量

[=] 以传值的方式使用所有外部变量

[&] 以传引用的方式使用所有外部变量

[x] 将x以传值的方式使用。使用时，函数体内不能修改传递进来的x的拷贝(默认情况下函数是const)，添加mutable修饰符可对传递进来的x的拷贝进行修改

[x,&y] x以传值的方式使用，y以传引用的方式使用

[=,&x] x以传引用的方式使用，其余变量以传值的方式使用

[&,x] x以传值的方式使用，其余变量以传引用的方式使用

2、**操作符重载函数参数**

标识重载的()操作符的参数，没有参数时，这部分可以省略。

参数可以通过按值（如：(a,b)）和按引用（如：(&a,&b)）两种方式进行传递。

3、**mutable**

mutable声明，这部分可以省略。

4、**返回值**

->返回值类型，标识函数返回值的类型，当返回值为void，或者函数体中只有一处return的地方（此时编译器可以自动推断出返回值类型）时，这部分可以省略。

5、**{函数体}**

{}，标识函数的实现，这部分不能省略，但函数体可以为空。

**四、QMainWindow**

*https://blog.csdn.net/weixin\_58176527/article/details/127492141*

![IMG_256](data:image/png;base64,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)

1. 菜单栏

例：

QMenuBar \*bar = menuBar();//创建菜单栏,菜单栏只能有一个

setMenuBar(bar);//将菜单栏放入到窗口;

QMenu \* fileMenu=bar->addMenu("文件"); //创建菜单

QMenu \* editMenu=bar->addMenu("编辑"); //返回的是QMenu \*

fileMenu->addAction("新建");//创建菜单项目，返回的是QAction \*

fileMenu->addSeparator();//添加分隔线

fileMenu->addAction("打开");

1. 工具栏

例：

QToolBar \*toolBar = new QToolBar(this); //工具栏 ,可以有多个

//将工具栏放在窗口中addToolBar

addToolBar(Qt::LeftToolBarArea,toolBar);//参数一：自定义工具栏默认位置

//后期设置 只允许 左右停靠

toolBar->setAllowedAreas(Qt::LeftToolBarArea|Qt::RightToolBarArea);

//设置浮动操作

toolBar->setFloatable(0);//bool类型，0代表不允许浮动

//设置移动（总开关）

toolBar->setMovable(0);//bool型，0-不允许移动，1-允许

toolBar->addAction("新建"); //工具栏中可以 设置内容

toolBar->addSeparator();//分割线

toolBar->addAction("打开");

QPushButton \*btn = new QPushButton("open",this);

toolBar->addWidget(btn);//工具栏中添加控件

1. 状态栏：

例：

QStatusBar \*stBar= statusBar(); //状态栏 最多只能有一个

setStatusBar(stBar); //设置在窗口中

QLabel \*label = new QLabel("提示信息",this); //放标签控件

stBar->addWidget(label);//左侧

QLabel \*label2 = new QLabel("右侧提示信息",this);

stBar->addPermanentWidget(label2);//右侧

1. 铆接部件（浮动窗口）

例：

QDockWidget \*dockwidget = new QDockWidget("浮动",this);//铆接部件（浮动窗口） 可以有多个

addDockWidget(Qt::BottomDockWidgetArea,dockwidget);

//设置后期停靠区域，只允许上下

dockwidget->setAllowedAreas(Qt::TopDockWidgetArea|Qt::BottomDockWidgetArea);

1. 中心部件

//设置中心部件 只能有一个

QTextEdit \* edit = new QTextEdit(this);

setCentralWidget(edit);

注：QMainWindow拥有默认布局，使用布局对象嵌套于中心部件中，可以将其他布局实现于QMainWindow中。

1. **信号与槽：**

**优点：**

1. 参数安全
2. 松散耦合

**缺点**：速度慢，约等于回调函数的10倍

**写法：**

1. 标准：

connect(this,SIGNAL(scoreChanged(int)),this,SLOT(onScoreChanged(int)));2、2、指针：

connect(this,&BateObject::scoreChanged,this,&BateObject::onScoreChanged);

3、lambda表达式

见上面（三）

**常见问题分析：**

1、QObject::connect: No such slot xxx错误提示：

这是因为在自己的派生类中没有加入Q\_OBJECT.  
只有加入Q\_OBJECT才能允许自己的派生类中添加信号与槽机制。

1. undefined reference to `vtable for’”问题的原因及解决方法

删除已创建的编译/构建的所有文件，重新编译即可

**多线程环境下， 如何控制信号槽在什么样的线程中执行？**

通过connect(...)第5个参数控制信号槽执行所在线程

connect(...)它的连接方式：队列连接、自动连接和直接连接

队列连接 Qt::QueuedConnection

信号发出后，信号会暂时被放到一个消息队列中，需等到接收对象所属线程的事件循环取得控制权时才取得该信号，然后执行和信号关联的槽函数，这种方式既可以在同一线程内传递消息也可以跨线程操作。

emit语句后的代码将在发出信号后立即被执行，**无需等待槽函数执行完毕**

槽函数在接收者所依附线程执行。

自动连接 Qt::AutoConnection

默认值，使用这个值则连接类型会在信号发送时决定。如果接收者和发送者在同一个线程，则自动使用Qt::DirectConnection类型。如果接收者和发送者不在一个线程，则自动使用Qt::QueuedConnection类型

直接连接 Qt::DirectConnection

槽函数会在信号发送的时候直接被调用，槽函数和信号发送者在同一线程。效果看上去就像是直接在信号发送位置调用了槽函数，效果上看起来像函数调用，同步执行。

emit语句后面的代码将在与信号关联的所有槽函数执行完毕后才被执行。

无论槽函数所属对象在哪个线程，槽函数都在发射信号的线程内执行。

BlockingQueuedConnection

槽函数的调用时机与Qt::QueuedConnection一致，不过发送完信号后发送者所在线程会**阻塞**，直到槽函数运行完。而且接收者和发送者绝对不能在一个线程，否则程序会死锁。在多线程间需要同步的场合可能需要这个。

UniqueConnection 配合前四种使用，确保相同的信号，相同的槽保持唯一连接。为了避免重复连接。

例如：connect(....., Qt::ConnectionType(Qt::AutoConnection | Qt::UniqueConnection))

1. **互斥量问题：**
2. QMutex

互斥量在使用过程中，对代码进行封锁，使同一时间只有一个线程能过执行这段代码

例如：

QMutex mutex;

int creatKey() { mutex.lock(); ++key; return key; mutex. unlock();}

int value() { mutex.lock(); return key; mutex.unlock() ; }

问题分析：首先C++中的++操作非原子操作，会出现线程安全问题，故使用互斥量封锁这部分代码，但是案例中的操作不得不将unlock()置于return之后，导致unlock永远无法执行，导致死锁。

1. QMutexlocker类

Qt 提供的 QMutexLocker 类可以简化互斥 的处理，它在构造函数中接收 QMutex 对象作为参数并将其锁定，在析构函数中解锁这个互斥 ，这样就解决了以上问题。

例如：

int creatKey() (QMutexLocker locker(&mutex); ++key; return key; }

int value() const {QMutexLocker locker(&mutex); return key; }

locker() 函数作为局部变量会在函数退出时结束其作用域，从而自动对互斥量 mutex 解锁

1. **信号量 QSemaphore**

信号 可以理解为对互斥功能的扩展，互斥量只能锁定1次而信号量可以获取多次，它可以用来保护一定数的同种资源。信号量的典型用例是控制生产者／消费者之间共享的环形缓冲区

生产者／消费者实例中对同步的需求有两处：

(1) 如果生产者过快地生产数据，将会覆盖消费者还没有读取的数据。

(2) 如果消费者过快地读取数据，将越过生产者并且读取到些过期数据。

针对以上问题，有两种解决方法：

(1) 首先使生产者填满整个缓冲区，然后等待消费者读取整个缓冲区，这是 种比较笨拙

的方法

(2) 使生产者和消费者线程同时分别操作缓冲区的不同部分，这是种比较高

效的方法

例如：

QSemaphore freeBytes(BufferSize);

QSemaphore useBytes(0);

void Producer::run()

{

for(int i=0;i<DataSize;i++){

freeBytes.acquire(); //申请空闲单元

buffer[i%BufferSize]=(i%BufferSize);

useBytes.release(); //可用资源扩充

}

}

void Consumer::run()

{

fprintf(stderr,"开始了");

for(int i=0;i<DataSize;i++){

useBytes.acquire(); //可用资源申请使用

qDebug()<<buffer[i%BufferSize];

if(i%16==0&&i!=0){

qDebug()<<"\n";

}

freeBytes.release(); //空闲单元扩充

}

qDebug()<<"\n";

}

1. **线程等待与唤醒**

QWaitCondition类

例如：

QWaitCondition bufferEmpty;

QWaitCondition bufferFull;

void Producer::***run***()

{

for(int i=0;i<DataSize;i++){

mutex.lock();//互斥锁

if(numUsedBytes==BufferSize){

//如果生产队列满了，释放互斥锁并等待

bufferEmpty.wait(&mutex);

}

buffer[i%BufferSize]=numUsedBytes;

++numUsedBytes;

//唤醒所有bufferFull锁

bufferFull.wakeAll();

mutex.unlock();

}

}

void Consumer::***run***()

{

for(int i=0;i<DataSize;i++){

mutex.lock();

if(numUsedBytes==0){

bufferFull.wait(&mutex);

}

printf("%u1::[%d]=%d\n",currentThreadId(),rIndex,buffer[rIndex]);

rIndex=(++rIndex)%BufferSize;

--numUsedBytes;

bufferEmpty.wakeAll();

mutex.unlock();

}

qDebug()<<"\n";

}

1. **emit**

emit是用来发射信号的，这个信号如果要作为action或者其他用途就需要用到connect，connect的作用是把信号与信号or信号和槽关联起来。

Qt中信号（SIGNAL）的本质:

* 信号指示一个特殊的成员函数声明
* 函数的返回值是void类型
* 函数只能声明，不能定义
* 信号必须使用signals关键字进行声明
* 函数的访问属性自动被设置为protected
* 只能通过emit关键字调用函数（发射信号)

例如:

Class{

signals://类中signals关键字定义信号

void error(QTcpSocket::SocketError socketError);

}

Function{

//调用信号时通过emit直接调用并传入参数

emit error(tcpSocket.error());

}

1. **数据库**

1、**QT+= sql**

使用qt的sql模块

2、创建连接

**QSqlDatabase db =QSqlDatabase::addDatabase("QSQLITE");**

**db.setHostName("easybook 3313b0"); // 设置数据库主机名**

**db.setDatabaseName ("qtDB. db") ;//设置数据库名**

**db.setUserName("zhouh jun"); // 设置数据库用户名**

**db.setPassword("123456"); //设置数据库密码**

**db.open(); //打开连接**

其中，静态函数 QSqlDatabase: :addDatabase返回一条新建立的数据库连接，其原型为：

**QSqlDatabase::addDatabase**

**{**

**const OString &type,**

**const QString &connectionName=QLatinlString(defaultConnection)**

**}**

* 参数 type 为驱动名，本例使用的是 QSQLITE 驱动。
* 参数 connectionName 为连接名，默认值为默认连接，本例的连接名为 connect 。如果没有指定此参数，则新建立的数据库连接将成为本程序的默认连接，并且可以被后续不带参数的函数 databaseO 引用。如果指定了此参数（连接名），则函数 database (connectionName) 将获取这个指定的数据库连接。

3、**QSqlQuery:**

创建 QSqlQuery 对象。 QtSql 模块中的 QSqlQuery 类提供了个执行SQL 语句的接口，并且可以遍历执行的返回结果集。除 QSqlQuery 类外， Qt还提供了三种用于访问数据库的高层类，即 QSqlQueryModel QSqlTableModel QSqlRelationTableModel 。它们无须使用 SQL 语句就可以进行数据库操作，而且可以很容易地将结果在表格中表示出来。

类名

**QSqlQueryModel 基于任意 SQL 语句的只读模型**

**QsqlTableModel 基于于单个表的读写模型**

**QSqlRelationalTableModel QSqlTableModel 的子类，增加了外键支待**

**执行sql**：

QSqlQuery query

1. query.exec(“需要执行的sql语句”)

返回bool类型

1. 预处理

**void** QSqlQuery::**bindValue**(**int** *pos*, const **[QVariant](../qtcore/qvariant.html)** &*val*, **[QSql::ParamType](qsql.html" \l "ParamTypeFlag-enum)** *paramType* = QSql::In)

query.prepare("insert into automobilvalues(?,?,?,?,?,?,?,?,?,?)");

query.bindValue(0,i);

query.bindValue(1," 四轮") ;

query.bindValue(2," 轿车") ;

query.bindValue(3," 富康") ;

query.bindValue(4,rand()%100);

query. bindValue (5, rand() %10000);

query .bindValue (6, rand() %300) ;

query .bindValue (7, rand() %200000);

query .bindValue (8, rand() %52);

query .bindValue (9, rand() %100);

或者：

**void** QSqlQuery::**bindValue**(const **[QString](../qtcore/qstring.html)** &*placeholder*, const **[QVariant](../qtcore/qvariant.html)** &*val*, **[QSql::ParamType](qsql.html" \l "ParamTypeFlag-enum)** *paramType* = QSql::In)

query.prepare("insert into automobile(id,attribute,type,kind,nation,

carnumber,elevaltor,dis ance,oil,temperature)

values(:id, :attribute, :type, :kind, :nation,

: carnumber, :elevaltor,:distance,:oil,:temperature)");

long records=lOO;

query .bindValue (: id, i);

query.bindValue(:attribute," 四轮") ;

query.bindValue (:type," 轿车") ;

query.bindValue(:kind," 富康") ;

query .bindValue (: nation, rand() %100);

query .bindValue (: carnumber, rand() %10000);

query. bindValue (: eleval tor, rand() %300) ;

query. bindValue (: distance, rand() %200000);

query. bindValue (: oil, rand() %52);

query .bindValue (: temperature, rand() %100);

1. **双缓冲机制**

所谓双缓冲机制，是指在绘制控件时，首先将要绘制的内容绘制在一个图片中，再将图片一次性地绘制到控件上。在早期的 Qt 版本中，若直接在控件上进行绘制工作，则在控件重绘时会产生闪烁的现象，控件重绘频繁时，闪烁尤为明显。双缓冲机制可以有效地消除这种闪烁现象。自Qt 版本之后， QWidget 控件已经能够自动处理闪烁的问题。因此，在控件上直接绘图时，不用再操心显示的闪烁问题，但双缓冲机制在很多场合仍然有其用武之地。当所需绘制的内容较复杂并需要频繁刷新，或者每次只需要刷新整个控件的一小部分时，仍应尽量采用双缓冲机制。

1. **udp与tcp通讯流程**
2. tcp:

创建tcpserver对象->

执行listen(const QHostAddress &address = QHostAddress::Any, quint16 port = 0)，绑定ip和端口进行监听连接请求->

接受客户端连接请求->

创建tcpSocket接受客户端请求数据->

服务端数据处理->

通过上述tcpSocket返回结果给客户端->

接收到客户端断开连接请求->

连接断开

1. udp:

数据发送方:

创建udpSocket->

封装数据包->

执行writeDatagram(const char \*data, qint64 size, const QHostAddress &address, quint16 port)，发送数据包->结束

数据接收方:

创建udpSocket->

绑定端口->

readyRead()->

接受数据包并处理->结束

1. **C++与Qt的智能指针**

智能指针：

智能指针是C++语言中的一种工具，旨在提供更加安全、简单和方便的内存管理方式。智能指针实际上是一种对象，其在内部管理着一个指针，该指针指向某个动态分配的内存块。

智能指针的实现依赖于C++语言的RAII（资源获取即初始化）技术，即资源的获取和释放应该与对象的构造和析构分别相关联。这意味着，在对象构造时分配资源，而在对象析构时释放资源，可以确保资源的正确使用。

智能指针的原理就是将动态分配的内存块与一个或多个智能指针对象相关联，以确保内存块在不再需要时能够自动释放。通常情况下，智能指针会将内存的所有权转移到其自己的对象中，并在其析构函数中释放内存。这样就可以避免常见的内存泄漏和释放非法内存等问题。

智能指针在实现时通常使用引用计数技术，即每个智能指针对象都包含一个计数器，用于记录有多少个智能指针对象引用了同一个内存块。当引用计数器为0时，说明没有任何智能指针对象引用该内存块，此时内存块就可以被释放。

需要注意的是，由于引用计数技术可能存在循环引用的问题，即两个或多个智能指针对象相互引用，导致其引用计数器无法归零，从而导致内存泄漏。为了解决这个问题，C++11标准引入了weak\_ptr，可以解决循环引用的问题。

**C++**: #include<memory>

unique\_ptr:独占式智能指针

确保了只有一个指针可以指向资源，可以通过std::move()函数将资源的所有权转移给其他unique\_ptr对象

例如： std::unique\_ptr<int> p(new int(32)) //创建一个int类型资源

p.release() //释放资产所有权

p.reset(new int(23)) //重置资源所有权

shared\_ptr:共享式智能指针（强引用）

可以被多个指针共享同一个资源，资源的引用计数会被自动管理，当所有的shared\_ptr对象都不再需要该资源时，资源会自动被销毁。

例如： std::shared\_ptr<int> p(new int(32)) //创建一个int类型资源

p.reset(new int(23)) //重置资源所有权

使用场景：

1. 有多个使用者共同使用同一个对象，而这个对象没有一个明确的拥有者；

这个在多线程操作中使用shared\_ptr很方便，可以很自然的用这个指针而不能担心内存泄漏的问题

1. 某一个对象的复制操作很费时
2. 要把指针存入标准库容器时

weak\_ptr：弱引用智能指针

这个指针一般不单独使用，是和shared\_ptr搭配使用的，甚至于，我们可以将 weak\_ptr 类型指针视为 shared\_ptr 指针的一种辅助工具，借助 weak\_ptr 类型指针， 我们可以获取 shared\_ptr 指针的一些状态信息，比如有多少指向相同的 shared\_ptr 指针、shared\_ptr 指针指向的堆内存是否已经被释放等等。

当 weak\_ptr 类型指针的指向和某一shared\_ptr 指针相同时，weak\_ptr 指针并不会使所指堆内存的引用计数加1；同样，当 weak\_ptr 指针被释放时，之前所指堆内存的引用计数也不会因此而减 1。也就是说，weak\_ptr 类型指针并不会影响所指堆内存空间的引用计数。

使用场景：强指针项目引用，资源泄露

解决方法：强指针之间使用weak\_ptr引用

**Qt**:

QPointer:一个被保护的指针，行为类似于普通的c++指针T \*，会在被引用的对象被销毁时自动清除。当需要存储一个指向其他地方（可能是类或者他人需要修改的指针）拥有的QObject的指针时，这时使用保护指针非常合适，如果此时程序中仍然持有该内存区域的引用时，该指针区域可能会在其他的地方被销毁。那么使用保护指针可以安全地测试指针的有效性，从而避免使用无效的、非法的或者悬空指针。

场景：

在多个不同地方的指针指向同一个对象, 当一个地方delete了这个对象后, 其他地方依然会使用指向这个对象的指针, 此时如果没有使用QPointer封装, if (pointer)返回的是true, 而如果使用QPointer封装, QPointer检测到对象被销毁那么if (pointer)返回的是false。

QSharedPointer：

类似于shared\_ptr,引用计数器

SharedPointer 是线程安全的，因此即使有多个线程同时修改 QSharedPointer 对象也不需要加锁。这里要特别说明一下，虽然 QSharedPointer 是线程安全的，但是 QSharedPointer 指向的内存区域可不一定是线程安全的。所以多个线程同时修改 QSharedPointer 指向的数据时还要应该考虑加锁的

QScopedPointer:

类似 unique\_ptr，当我们的内存数据只在一处被使用，用完就可以安全的释放时就可以使用

QScopedArrayPointer：

如果我们指向的内存数据是一个数组，这时可以用 QScopedArrayPointer。QScopedArrayPointer 与 QScopedPointer 类似，用于简单的场景

QSharedDataPointer：

QSharedDataPointer 这个类是帮我们实现数据的隐式共享的。我们知道 Qt 中大量的采用了隐式共享和写时拷贝技术。Qt 中隐式共享和写时拷贝就是利用 QSharedDataPointer 和 QSharedData 这两个类来实现的。

1. **Qt强制类型转换**

|  |  |
| --- | --- |
| const\_cast | 去const属性 |
| static\_cast | 静态类型转换，如int转换成char |
| dynamic\_cast | 动态类型转换，如子类和父类之间的多态类型转换 |
| reinterpret\_cast | 仅仅重新解释类型，但没有进行二进制的转换 |
| qobject\_cast |  |

const\_cast：用于const和volatile的转换。

const\_cast<类型>（要转换的对象）

·常量指针被转化成非常量的指针，并且仍然指向原来的对象。

·常量引用被转换成非常量的引用，并且仍然指向原来的对象。

·const\_cast一般用于修改底指针。如const char \*p形式。

static\_cast：

·用于类层次结构中基类（父类）和派生类（子类）之间指针或引用的转换；进行上行转换（把派生类的指针或引用转换成基类表示）是安全的；进行下行转换（把基类指针或引用转换成派生类表示）时，由于没有动态类型检查，所以是不安全的。

·数据类型之间的转换，如把int转换成char，把int转换成enum。这种转换的安全性也要开发人员来保证。

·把空指针转换成目标类型的空指针。

·把任何类型的表达式转换成void类型。

·static\_cast不能转换掉expression的const、volatile、或者\_\_unaligned属性

reinterpret\_cast：

用于两个对象之间没有任何关系时进行转换。

dynamic\_cast：

用于转换基类和派生类

1. **文件流与数据流**

QTextStream: 文件流

一个用于读写文本的 Qt 类，可以从文件、字节数组、标准输入输出设备等读取和写入文本

1. 构造函数：

QFile file("example.txt");

if (!file.open(QIODevice::ReadOnly | QIODevice::Text))

return;

QTextStream in(&file); // 从文件读取文本

1. 文本读取

QChar c = in.read(); // 读取单个字符

QString word = in.readWord(); // 读取一个单词

QString line = in.readLine(); // 读取一行文本

1. 写入

out << "Hello, world!" << endl; // 写入字符串和换行符

out << 42 << " is the answer." << endl; // 写入数值和字符串

1. 格式化输出

out.setFieldWidth(10);

out.setPadChar('-');

out.setRealNumberPrecision(4);

out << 3.14159265358979323846 << endl; // 输出：--3.1416

1. 字符编码设置

in.setCodec("UTF-8"); // 设置输入流的字符编码为 UTF-8

out.setCodec("GBK"); // 设置输出流的字符编码为 GBK

QDataStream: 数据流

通过数据流可以操作各种数据类型，包括类对象，存储到文件中数据可以还原到内存

QDataStream 实现了基本的 C++数据类型的序列化，比如 char，short，int，char \*等。更复杂的数据类型的序列化是通过分解原始单元来完成的

QDataStream 支持的 Qt 类型有 QBrush、QColor、QDateTime、QFont、QPixmap、QString、QVariant 等类型，还包括容器类型，比如 QList、QVector、QSet、QMap 等

对于整数，建议始终转换为 Qt 整数类型(比如 qint32 等)进入写入，并将其读入为相同的Qt整数类型，这样可以确保获取确定的大小的整数，以避免编译器和平台差异的影响(注：C++语法只规定了 int，short 等类型的最小长度，未规定最大长度)

1. **互斥锁、读写锁、自旋锁**

1、读写锁：

QReadWriteLock（读写锁）：用于实现读写分离的锁机制，允许多个线程同时读取共享资源，但只有一个线程可以进行写入操作。可以通过lockForRead()和lockForWrite()手动控制读取锁和写入锁。

QReadLocker和QWriteLocker：是QReadWriteLock的RAII类，用于简化对QReadWriteLock的加读锁和加写锁过程。在创建QReadLocker或QWriteLocker对象时，会自动加读锁或加写锁，离开作用域时会自动解锁，确保资源在合适的时候被解锁。

int main(int argc, char \*argv[])

{

QCoreApplication a(argc, argv);

QReadWriteLock rwLock;

int data = 0;

// 读取操作

for (int i = 0; i < 100; ++i) {

QReadLocker locker(&rwLock);

qDebug() << "Read data:" << data;

}

// 写入操作

for (int i = 0; i < 10; ++i) {

QWriteLocker locker(&rwLock);

data += 10;

qDebug() << "Write data:" << data;

}

return a.exec();

}

其余锁类型见上文

1. **多线程实现方法**

1、继承QThread，重载run函数。

2、继承QObject，调用void QObject::moveToThread(QThread \*targetThread)。

3、QThreadPool and QRunnabl。

4、Qt Concurrent。

1. **事件驱动。事件类型**
2. **事件过滤，5种**
3. **QTextEdit**

富文本控件