**Experiment : 1**

**Title: To Study various Software Testing and Quality Assurance Tools**

**Theory:**

**Software Testing:**

Software testing is an investigation conducted to provide stakeholders with information about the quality of the product or service under test. Software testing can also provide an objective, independent view of the software to allow the business to appreciate and understand the risks of software implementation. Test techniques include, but are not limited to the process of executing a program or application with the intent of finding software bugs (errors or other defects).

Software testing can be stated as the process of validating and verifying that a computer program/application/product:

* meets the requirements that guided its design and development,
* works as expected,
* can be implemented with the same characteristics,
* and satisfies the needs of stakeholders.

Software testing, depending on the testing method employed, can be implemented at any time in the software development process. Traditionally most of the test effort occurs after the requirements have been defined and the coding process has been completed, but in the Agile approaches most of the test effort is on-going. As such, the methodology of the test is governed by the chosen software development methodology.

**Objectives of testing:**

* To discuss the distinctions between validation testing and defect testing
* To describe the principles of system and component testing
* To describe strategies for generating system test cases
* To understand the essential characteristics of tool used for test automation
* Executing a program with the intent of finding an *error*.
* To check if the system meets the requirements and be executed successfully in the Intended environment.
* To check if the system is “Fit for purpose”.

**Software Quality assurance Tools**

**Theory:**

Quality - the most important factor affecting an organization’s long-term performance.

Software quality assurance (SQA) consists of a means of monitoring the software engineering processes and methods used to ensure quality. The methods by which this is accomplished are many and varied, and may include ensuring conformance to one or more standards, such as ISO 9000 or a model such as CMMI.

SQA encompasses the entire software development process, which includes processes such as requirements definition, software design, coding, source code control, code reviews, change management, configuration management, testing, release management, and product integration. SQA is organized into goals, commitments, abilities, activities, measurements, and verifications.

**What is Software Quality Assurance?**

* Used to Monitor and Improve the Software Development Process
* Making Sure That Standards and Procedures are Followed
* Ensures that Problems are Found and Dealt with
* Orientated to ‘Prevention

**Techniques:**

Audit:

* The Major Technique used in SQA
* Perform Product Evaluation and Process Monitoring
* Performed Routinely throughout the Software Development Process
* Look at a Process and/or Product in depth and compare to Established Standards and Procedures
* Purpose is to assure that:
  + Proper Control Procedures are being followed
  + Required Documentation is maintained
  + Developer’s Status Reports accurately reflect the status of the activity
* Used to:

**Experiment : 8**

**Title: To Test a Web Based System**

**Theory:**

Technically, the term Web-Based system refers to those applications or services that are resident on a server that is accessible using a Web browser and is therefore accessible from anywhere in the world via the Web. Web based applications are the ultimate way to take advantage of today's technology to enhance your organizations productivity & efficiency. Web based application gives you an opportunity to access your business information from anywhere in the world at any time. Web based applications have come a long way and now offer competitive advantages to traditional software based systems allowing businesses to consolidate and streamline their systems and processes

They offer Cross platform compatibility are more manageable, highly deployable, give secure live data. It also facilitates you to save time and money and improve the interactivity with your customers and partners.

Web based applications have evolved significantly over recent years and with improvements in security and technology there are plenty of scenarios where traditional software based applications and systems could be improved by migrating them to a web based application. We at IRES have the expertise to implement all these scenarios for your business.

Web testing is the name given to [software testing](http://en.wikipedia.org/wiki/Software_testing) that focuses on [web applications](http://en.wikipedia.org/wiki/Web_application). Complete testing of a web-based system before going live can help address issues before the system is revealed to the public. Issues such as the security of the web application, the basic functionality of the site, its accessibility to handicapped users and fully able users, as well as readiness for expected traffic and number of users and the ability to survive a massive spike in user traffic, both of which are related to [load testing](http://en.wikipedia.org/wiki/Load_testing).

**Few Steps that can be followed while testing a Website:**

**• Functionality Testing  
• Performance Testing  
• Usability Testing  
• Server Side Interface  
• Client Side Compatibility  
• Security**

**Functionality:**  
 In testing the functionality of the web sites the following should be tested:  
**• Links**

i. Internal Links

**Experiment : 5**

**Title : To find Cyclomatic Complexity of a program using different methods.**

**Theory :**

Cyclomatic complexity measures the amount of decision logic in a single software module. It is used for two related purposes in the structured testing methodology.

First, it gives the number of recommended number of independent paths from entry to exit in programming element or its representation. . Second, it is used during all phases of the software lifecycle, beginning with design, to keep software reliable, testable, and manageable

Cyclomatic complexity is based entirely on the structure of software's control flow graph. For each module, Cyclomatic complexity is defined to be

Cyclomatic complexity, v(G) = e - n + 2

where

v refers to the cyclomatic number in graph theory

G indicates that the complexity is a function of the graph

e represents number of edges

n represents nodes in the control flow graph

The cyclomatic number in graph theory is defined as e - n + 1. Program control flow graphs are not strongly connected, but they become strongly connected when a "virtual edge" is added connecting the exit node to the entry node. The cyclomatic complexity definition for program control flow graphs is derived from the cyclomatic number formula by simply adding one to represent the contribution of the virtual edge. This definition makes the cyclomatic complexity equal the number of independent paths through the standard control flow graph model, and avoids explicit mention of the virtual edge.

**Experiment : 2**

**Title : Debugging capabilities of C/C++ IDEs.**

**Theory :**

C and C++ programs compiled with the GNU compiler and the -g option can be debugged using GNU's debugger gdb (actually, you can use gdb on code that is not compiled with -g, but unless you like trying to figure out how assembly code sequences map to your source code I wouldn't recommend doing so). Also, do not compile with an optimization flag (i.e. don't use -O2), or gdb will have a hard time mapping optimized machine code to your source code.

One good way to get started when you are trying to track down a bug, is to set breakpoints at the start of every function. In this way, you will quickly be able to determine which function has the problem. Then you can restart the program and step through the offending function line-by-line until you locate the problem exactly.

When debugging lines of code, here are the usual scenarios:

* (Step Into) A method is about to be invoked, and you want to debug into the code of that method, so the next step is to go into that method and continue debugging step-by-step.
* (Step Over) A method is about to be invoked, but you're not interested in debugging this particular invocation, so you want the debugger to execute that method completely as one entire step.
* (Step Return) You're done debugging this method step-by-step, and you just want the debugger to run the entire method until it returns as one entire step.
* (Resume) You want the debugger to resume "normal" execution instead of step-by-step
* (Line Breakpoint) You don't care how it got there, but if execution reaches a particular line of code, you want the debugger to temporarily pause execution there so you can decide what to do.

**Breakpoint**

In software development, a breakpoint is an intentional stopping or pausing place in a program, put in place for debugging purposes. It is also sometimes simply referred to as a pause.

More generally, a breakpoint is a means of acquiring knowledge about a program during its execution. During the interruption, the programmer inspects the test environment (general purpose registers, memory, logs, files, etc.) to find out whether the program is functioning as expected. In practice, a breakpoint consists of one or more conditions that determine when a program's execution should be interrupted.

**Breakpoint conditions**

The most common form of a breakpoint is the one where the program's execution is interrupted right before a programmer-specified [instruction](http://en.wikipedia.org/wiki/Instruction_(computer_science)) is executed. This is often referred to as an instruction breakpoint.

Other kinds of conditions can also be used, such as the reading, writing, or modification of a specific location in an area of memory. This is often referred to as a conditional breakpoint, a data breakpoint, or a watchpoint.

Breakpoints can also be used to interrupt execution at a particular time, upon a keystroke etc.

**Inspection tools**

When a breakpoint is hit, various tools are used to inspect the state of the program or alter it. [Stack trace](http://en.wikipedia.org/wiki/Stack_trace) of each [thread](http://en.wikipedia.org/wiki/Thread_(computer_science)) may be used to see the chain of [function](http://en.wikipedia.org/wiki/Subroutine) calls that led to the paused instruction. A list of watches allows to view the values of selected [variables](http://en.wikipedia.org/wiki/Variable_(programming)) and [expressions](http://en.wikipedia.org/wiki/Expression_(programming)). There may also be tools to show the contents of [registers](http://en.wikipedia.org/wiki/Processor_register), loaded program [modules](http://en.wikipedia.org/wiki/Module_(programming)) and other information.

**Implementations**

**Hardware**

Many [processors](http://en.wikipedia.org/wiki/Central_processing_unit) include [hardware](http://en.wikipedia.org/wiki/Computer_hardware) support for breakpoints (typically instruction and data breakpoints). As an example, the x86 instruction set architecture provides hardware support for breakpoints with its [x86 debug registers](http://en.wikipedia.org/wiki/X86_debug_register). Such hardware may include limitations, for example not allowing breakpoints on instructions located in [branch delay slots](http://en.wikipedia.org/wiki/Branch_delay_slot). This kind of limitation is imposed by the [microarchitecture](http://en.wikipedia.org/wiki/Microarchitecture) of the processor and varies from processor to processor.

**Software**

Without hardware support, [debuggers](http://en.wikipedia.org/wiki/Debugger) have to implement breakpoints in software. For instruction breakpoints, this is a comparatively simple task of replacing the instruction at the location of the breakpoint by either:

* an instruction that calls the debugger directly (e.g. a [system call](http://en.wikipedia.org/wiki/System_call)) or
* an invalid instruction that causes a deliberate program interrupt (that is then intercepted/handled by the debugger)

Alternatively,

* an [instruction set simulator](http://en.wikipedia.org/wiki/Instruction_set_simulator) can implement unconditional or conditional breakpoints, by simply embedding the appropriate condition tests within its own normal [program cycle](http://en.wikipedia.org/wiki/Main_loop) - that also naturally allows non-invasive breakpoints (on [read-only](http://en.wikipedia.org/wiki/Read-only_memory) programs for instance).
* [Interpreted languages](http://en.wikipedia.org/wiki/Interpreted_language) can effectively use the same concept as above in their program cycle.
* ["Instrumenting"](http://en.wikipedia.org/wiki/Instrumentation_(computer_programming)) all the source code with additional source statements that issue a [function](http://en.wikipedia.org/wiki/Function_(computer_science)) that invoke an internal or external debug subroutine, is yet another common approach. This method increases the [binary](http://en.wikipedia.org/wiki/Binary_file) size and might adversely affect normal memory allocation and [exception handlers](http://en.wikipedia.org/wiki/Exception_handler). "Debug" options exist on some compilers to implement this technique semi-transparently.

Some debuggers allow program variables in memory to be modified before resuming, effectively allowing the introduction of "hand-coded" temporary assignments for test purposes. Similarly, program instructions can often be skipped to determine the effect of changes to the program logic - enabling questions about program execution to be answered in a direct way (i.e. without assumptions or guesswork). In many cases it may be the only practical method of testing obscure "event-driven" error subroutines that rarely, if ever, get executed - without the added risk of leaving temporary source changes.

Implementing data breakpoints in software however, can greatly reduce the performance of the application being debugged - since it is using additional resources on the same processor. However, this is normally acceptable during testing and the amount of information available from the debugger is not restricted by limitations of debug data known to the hardware. For instance, a software implementation can collect logical path data at program/subroutine/instruction level to considerably augment what might be stored by the particular hardware platform for inspection. The instruction set simulation method considerably reduces the compared to the (repeated) instruction replacement method, also reducing [cache misses](http://en.wikipedia.org/wiki/Cache_miss).

Some programming language implementations [expose](http://en.wikipedia.org/wiki/Reflection_(computer_science)) their debugging functions for use by other programs. For example, some [FORTRAN](http://en.wikipedia.org/wiki/FORTRAN) dialects have an AT statement, which was originally intended to act as an instruction breakpoint. [Python](http://en.wikipedia.org/wiki/Python_(programming_language)) implements a debugger accessible from a Python program. These facilities can be and are abused to act like the [COMEFROM](http://en.wikipedia.org/wiki/COMEFROM) statement.

**Step Over**

Select the **Step Over** command to step over the next method call (without entering it) at the currently executing line of code. Even though the method is never stepped into, the method will be executed normally.

To step over a method you must have execution suspended and be stepping through code.

**Step Into**

Select the **Step Into** command to step into the next method call at the currently executing line of code.

To step into a method you must have execution suspended and be stepping through code.

**Watch Window**

The Watch window and QuickWatch dialog box are places where you can enter variable names and expressions that you want to watch during a debugging session.

The QuickWatch dialog box enables you to examine a single variable or expression at a time. It is useful for taking a quick look at one value or a larger data structure. The Watch window can store several variables and expressions that you want to view over the course of the debugging session. Some editions of Visual Studio have multiple Watch windows, which are numbered Watch1 through Watch4.

A variable name is the simplest expression you can enter. If you are debugging native code, you can use register names as well as variable names. The debugger can accept much more complex expressions than that, however. For example, you could enter the following expression to find the average value of three variables:

(var1 + var2 + var3) / 3

**Experiment : 3**

**Title : Use of a Software Testing tool: CPPUnit**

**Theory :**

The Cpp Unit test framework is for unit test of C++ class functions. It relies on the hierarchy of a test suite comprising of unit test cases which test class functions. The test begins with setUp() followed by the test and ending with tearDown().

Each unit test employs the use of C++ assert() to test the function results.

C++ assert prototype: void assert (int expression);

If this expression evaluates to 0, this causes an assertion failure that terminates the program.

The assert function will abort the application if false.

Tests in CppUnit can be run automatically. They are easy to set up and once you have written them, they are always there to help you keep confidence in the quality of your code.

**To make a simple test, here is what you do:**

Subclass the [TestCase](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)class. Override the method [runTest()](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html). When you want to check a value, call [CPPUNIT\_ASSERT(bool)](http://cppunit.sourceforge.net/doc/lastest/group___assertions.html#ga0)and pass in an expression that is true if the test succeeds.

For example, to test the equality comparison for a Complex number class, write:

class ComplexNumberTest : public CppUnit::TestCase

{

public:

ComplexNumberTest( std::string name ) : CppUnit::TestCase( name )

{}

void runTest()

{

CPPUNIT\_ASSERT( Complex (10, 1) == Complex (10, 1) );

CPPUNIT\_ASSERT( !(Complex (1, 1) == Complex (2, 2)) );

}

};

That was a very simple test. Ordinarily, you'll have many little test cases that you'll want to run on the same set of objects. To do this, use a fixture.

**Fixture**

A fixture is a known set of objects that serves as a base for a set of test cases. Fixtures come in very handy when you are testing as you develop.

Let's try out this style of development and learn about fixtures along the away. Suppose that we are really developing a complex number class. Let's start by defining a empty class named Complex.

class Complex {};

Now create an instance of ComplexNumberTest above, compile the code and see what happens. The first thing we notice is a few compiler errors. The test uses operator ==, but it is not defined. Let's fix that.

bool operator = = ( const Complex &a, const Complex &b)

{

return true;

}

Now compile the test, and run it. This time it compiles but the test fails. We need a bit more to get an operator == working correctly, so we revisit the code.

class Complex

{

friend bool operator ==(const Complex& a, const Complex& b);

double real, imaginary;

public:

Complex( double r, double i = 0 ) : real(r), imaginary(i)

{ }

};

bool operator ==( const Complex &a, const Complex &b )

{

return a.real == b.real && a.imaginary == b.imaginary;

}

If we compile now and run our test it will pass.

Now we are ready to add new operations and new tests. At this point a fixture would be handy. We would probably be better off when doing our tests if we decided to instantiate three or four complex numbers and reuse them across our tests.

Here is how we do it:

* Add member variables for each part of the [fixture](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)
* Override [setUp()](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)to initialize the variables
* Override [tearDown()](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)to release any permanent resources you allocated in [setUp()](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)

class ComplexNumberTest : public CppUnit::TestFixture

{

private:

Complex \*m\_10\_1, \*m\_1\_1, \*m\_11\_2;

public:

void setUp()

{

m\_10\_1 = new Complex( 10, 1 );

m\_1\_1 = new Complex( 1, 1 );

m\_11\_2 = new Complex( 11, 2 );

}

void tearDown()

{

delete m\_10\_1;

delete m\_1\_1;

delete m\_11\_2;

}

};

Once we have this fixture, we can add the complex addition test case any any others that we need over the course of our development.

**Test Case**

How do you write and invoke individual tests using a fixture?

There are two steps to this process:

* Write the test case as a method in the fixture class
* Create a [TestCaller](http://cppunit.sourceforge.net/doc/lastest/class_test_caller.html) which runs that particular method

Here is our test case class with a few extra case methods:

class ComplexNumberTest : public CppUnit::TestFixture

{

private:

Complex \*m\_10\_1, \*m\_1\_1, \*m\_11\_2;

public:

void setUp()

{

m\_10\_1 = new Complex( 10, 1 );

m\_1\_1 = new Complex( 1, 1 );

m\_11\_2 = new Complex( 11, 2 );

}

void tearDown()

{

delete m\_10\_1;

delete m\_1\_1;

delete m\_11\_2;

}

void testEquality()

{

CPPUNIT\_ASSERT( \*m\_10\_1 == \*m\_10\_1 );

CPPUNIT\_ASSERT( !(\*m\_10\_1 == \*m\_11\_2) );

}

void testAddition()

{

CPPUNIT\_ASSERT( \*m\_10\_1 + \*m\_1\_1 == \*m\_11\_2 );

}

};

One may create and run instances for each test case like this:

CppUnit::TestCaller<ComplexNumberTest> test( "testEquality", &ComplexNumberTest::testEquality );

CppUnit::TestResult result;

test.run( &result );

The second argument to the test caller constructor is the address of a method on ComplexNumberTest. When the test caller is run, that specific method will be run. This is not a useful thing to do, however, as no diagnostics will be displayed. One will normally use a [TestRunner](http://cppunit.sourceforge.net/doc/lastest/group___executing_test.html)(see below) to display the results.

Once you have several tests, organize them into a suite.

**Suite**

How do you set up your tests so that you can run them all at once?

CppUnit provides a [TestSuite](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)class that runs any number of TestCases together.

We saw, above, how to run a single test case.

To create a suite of two or more tests, you do the following:

CppUnit::TestSuite suite;

CppUnit::TestResult result;

suite.addTest( new CppUnit::TestCaller<ComplexNumberTest>("testEquality", &ComplexNumberTest::testEquality ) );

suite.addTest( new CppUnit::TestCaller<ComplexNumberTest>("testAddition", &ComplexNumberTest::testAddition ));

suite.run( &result );

[TestSuites](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)don't only have to contain callers for TestCases. They can contain any object that implements the [Test](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)interface. For example, you can create a [TestSuite](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)in your code and I can create one in mine, and we can run them together by creating a [TestSuite](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)that contains both:

CppUnit::TestSuite suite;

CppUnit::TestResult result;

suite.addTest( ComplexNumberTest::suite() );

suite.addTest( SurrealNumberTest::suite() );

suite.run( &result );TestRunner

**How do you run your tests and collect their results?**

Once you have a test suite, you'll want to run it. CppUnit provides tools to define the suite to be run and to display its results. You make your suite accessible to a [TestRunner](http://cppunit.sourceforge.net/doc/lastest/group___executing_test.html)program with a static method *suite* that returns a test suite.

For example, to make a ComplexNumberTest suite available to a [TestRunner](http://cppunit.sourceforge.net/doc/lastest/group___executing_test.html), add the following code to ComplexNumberTest:

public:

static CppUnit::Test \*suite()

{

CppUnit::TestSuite \*suiteOfTests = new CppUnit::TestSuite( "ComplexNumberTest" );

suiteOfTests->addTest( new CppUnit::TestCaller<ComplexNumberTest>("testEquality", &ComplexNumberTest::testEquality ) );

suiteOfTests>addTest(newCppUnit::TestCaller<ComplexNumberTest>("testAddition", &ComplexNumberTest::testAddition ) );

return suiteOfTests;

}

To use the text version, include the header files for the tests in Main.cpp:

#include <cppunit/ui/text/TestRunner.h>

#include "ExampleTestCase.h"

#include "ComplexNumberTest.h"

And add a call to addTest(CppUnit::Test \*) in the main() function:

int main( int argc, char \*\*argv)

{

CppUnit::TextUi::TestRunner runner;

runner.addTest( ExampleTestCase::suite() );

runner.addTest( ComplexNumberTest::suite() );

runner.run();

return 0;

}

The [TestRunner](http://cppunit.sourceforge.net/doc/lastest/group___executing_test.html)will run the tests. If all the tests pass, you'll get an informative message. If any fail, you'll get the following information:

* The name of the test case that failed
* The name of the source file that contains the test
* The line number where the failure occurred
* All of the text inside the call to [CPPUNIT\_ASSERT()](http://cppunit.sourceforge.net/doc/lastest/group___assertions.html#ga0) which detected the failure

CppUnit distinguishes between *failures* and *errors*. A failure is anticipated and checked for with assertions. Errors are unanticipated problems like division by zero and other exceptions thrown by the C++ runtime or your code.

**Helper Macros**

As you might have noticed, implementing the fixture static suite() method is a repetitive and error prone task. A [Writing test fixture](http://cppunit.sourceforge.net/doc/lastest/group___writing_test_fixture.html) set of macros have been created to automatically implements the static suite() method.

The following code is a rewrite of ComplexNumberTest using those macros:

#include <cppunit/extensions/HelperMacros.h>

class ComplexNumberTest : public CppUnit::TestFixture

{

First, we declare the suite, passing the class name to the macro:

CPPUNIT\_TEST\_SUITE( ComplexNumberTest );

The suite created by the static suite() method is named after the class name. Then, we declare each test case of the fixture:

CPPUNIT\_TEST( testEquality );

CPPUNIT\_TEST( testAddition );

Finally, we end the suite declaration:

CPPUNIT\_TEST\_SUITE\_END();

At this point, a method with the following signature has been implemented:

static CppUnit::TestSuite \*suite();

The rest of the fixture is left unchanged:

private:

Complex \*m\_10\_1, \*m\_1\_1, \*m\_11\_2;

public:

void setUp()

{

m\_10\_1 = new Complex( 10, 1 );

m\_1\_1 = new Complex( 1, 1 );

m\_11\_2 = new Complex( 11, 2 );

}

void tearDown()

{

delete m\_10\_1;

delete m\_1\_1;

delete m\_11\_2;

}

void testEquality()

{

CPPUNIT\_ASSERT( \*m\_10\_1 == \*m\_10\_1 );

CPPUNIT\_ASSERT( !(\*m\_10\_1 == \*m\_11\_2) );

}

void testAddition()

{

CPPUNIT\_ASSERT( \*m\_10\_1 + \*m\_1\_1 == \*m\_11\_2 );

}

};

The name of the [TestCaller](http://cppunit.sourceforge.net/doc/lastest/cppunit_cookbook.html)added to the suite are a composition of the fixture name and the method name.

In the present case, the names would be: "ComplexNumberTest.testEquality" and "ComplexNumberTest.testAddition".

The [helper macros](http://cppunit.sourceforge.net/doc/lastest/group___writing_test_fixture.html)help you write comon assertion. For example, to check that ComplexNumber throws a MathException when dividing a number by 0:

* add the test to the suite using CPPUNIT\_TEST\_EXCEPTION, specifying the expected exception type.
* write the test case method

CPPUNIT\_TEST\_SUITE( ComplexNumberTest );

// [...]

CPPUNIT\_TEST\_EXCEPTION( testDivideByZeroThrows, MathException );

CPPUNIT\_TEST\_SUITE\_END();

void testDivideByZeroThrows()

{

// The following line should throw a MathException.

\*m\_10\_1 / ComplexNumber(0);

}

If the expected exception is not thrown, then a assertion failure is reported.

**Post-build check**

Well, now that we have our unit tests running, how about integrating unit testing to our build process ?

To do that, the application must returns a value different than 0 to indicate that there was an error.

TestRunner::run() returns a boolean indicating if the run was successful.

Updating our main programm, we obtains:

#include <cppunit/extensions/TestFactoryRegistry.h>

#include <cppunit/ui/text/TestRunner.h>

int main( int argc, char \*\*argv)

{

CppUnit::TextUi::TestRunner runner;

CppUnit::TestFactoryRegistry &registry = CppUnit::TestFactoryRegistry::getRegistry();

runner.addTest( registry.makeTest() );

bool wasSuccessful = runner.run( "", false );

return wasSuccessful;

}

**Experiment : 4**

**Title : Write a program to find number of loops and decision making statements in a C/C++ program.**

**Theory :**

**Loops:**

Loops are used to repeat a block of code. Being able to have your program repeatedly execute a block of code is one of the most basic but useful tasks in programming - many programs or websites that produce extremely complex output (such as a message board) are really only executing a single task many times. (They may be executing a small number of tasks, but in principle, to produce a list of messages only requires repeating the operation of reading in some data and displaying it.) Now, think about what this means: a loop lets you write a very simple statement to produce a significantly greater result simply by repetition.

There are three types of loops: for, while, and do..while. Each of them has their specific uses. They are all outlined below.

**FOR** - for loops are the most useful type. The syntax for a for loop is

for ( variable initialization; condition; variable update )

{

Code to execute while the condition is true

}

**WHILE** - WHILE loops are very simple. The basic structure is

while ( condition )

{

Code to execute while the condition is true

}

**DO..WHILE** - DO..WHILE loops are useful for things that want to loop at least once. The structure is

do

{

} while ( condition );

**Decision making Statements:**

Decision making structures require that the programmer specify one or more conditions to be evaluated or tested by the program, along with a statement or statements to be executed if the condition is determined to be true, and optionally, other statements to be executed if the condition is determined to be false.

Following is the general form of a typical decision making structure found in most of the programming languages:

![Decision making statements in C](data:image/jpeg;base64,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)

|  |  |
| --- | --- |
| **Statement** | **Description** |
| [**if statement**](http://www.tutorialspoint.com/cprogramming/if_statement_in_c.htm) | **An if statement consists of a boolean expression followed by one or more statements.** |
| [**if...else statement**](http://www.tutorialspoint.com/cprogramming/if_else_statement_in_c.htm) | **An if statement can be followed by an optional else statement, which executes when the boolean expression is false.** |
| [**nested if statements**](http://www.tutorialspoint.com/cprogramming/nested_if_statements_in_c.htm) | **You can use one if or else if statement inside another if or else if statement(s).** |
| [**switch statement**](http://www.tutorialspoint.com/cprogramming/switch_statement_in_c.htm) | **A switch statement allows a variable to be tested for equality against a list of values.** |
| [**nested switch statements**](http://www.tutorialspoint.com/cprogramming/nested_switch_statements_in_c.htm) | **You can use one switch statement inside another switch statement(s).** |

**Program:**

#include<stdio.h>

#include<dos.h>

#include<conio.h>

#include<string.h>

void main()

{

static char temp[40];

char name[20];

char ch;

FILE \*fptr;

int i=0;

int k=0;

int count=0;

int count1=0;

clrscr();

printf("\n\tEnter file name: ");

gets(name);

fptr=fopen(name,"r");

if(fptr==NULL)

printf("fptr could not open");

ch=fgetc(fptr);

do

{

if(ch=='?')

{

count1++;

k=4;

}

else if((ch>=65&&ch<=90)||(ch>=97&&ch<=122))

k=3;

else

k=4;

switch(k)

{

case 3:

do

{

if((ch>=65&&ch<=90)||(ch>=97&&ch<=122))

{

temp[i]=ch;

i++;

}

else

{

temp[i]=0;

if(!strcmp(temp,"for")||!strcmp(temp,"while"))

{

count++;

}

else if(!strcmp(temp,"if")||!strcmp(temp,"else")||!strcmp(temp,"switch"))

{

count1++;

}

i=0;

break;

}

}while((ch=fgetc(fptr))!=EOF);

break;

default:

ch=fgetc(fptr);

}

}

while(ch!=EOF);

printf("\nNo. of loops: %d",count);

printf("\nNo. of decesion makings: %d",count1);

printf("\n\nEnd of file reached.");

getch();

}

**Output:**

Enter file name: sample\_program.c

Number of Loops in the program: 4

Number of Decision making statements in the program: 12

End of file reached.

**Experiment : 6**

**Title : Perform Black box testing on a C/C++ program.**

**Theory :**

**Black Box Testing:**

Black-box testing, also called behavioural testing, focuses on the functional requirements of the software. That is, black-box testing enables the software engineer to derive sets of input conditions that will fully exercise all functional requirements for a program. Black-box testing is not an alternative to white-box techniques. Rather, it is a complementary approach that is likely to uncover a different class of errors than white-box methods.

**Techniques:**

* Boundary value analysis
* Equivalence partitioning testing

**Program: (Binary Search)**

1. #include<stdio.h>

2. #include<conio.h>

3. void binarysearch(int[],int,int);

4. void main()

5. {

6. int d[10],n,i,b;

7. clrscr();

8. printf("\n\tEnter the value of n ");

9. scanf("%d",&n);

10. printf("\n\tEnter the elements in sorted order \n");

11. for(i=0;i<n;i++)

12. {

13. scanf("%d",&d[i]);

14. }

15. printf("\n\tPlease enter the number you want to search ");

16. scanf("%d",&b);

17. binarysearch(d,n,b);

18. getch();

19. }

20. void binarysearch(int d[], int n, int b)

21. {

22. int begin=0,end=n-1,mid;

23. while(end>=begin)

24. {

25. mid=(begin+end)/2;

26. if(d[mid]==b)

27. {

28. printf("\n\tNumber found at position %d",mid);

29. return;

30. }

31. else if(b<d[mid])

32. end=mid-1;

33. else

34. begin=mid+1;

35. }

36. printf("\n\tNumber not found");

37. }

**Test Cases: (Boundary Value Analysis Technique)**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Test case No. | Type | For variable or construct  **(Optional)** | **n** | **D** | **b** | Desired O/P | Actual O/P |
| 1 | Boundary Value Analysis | Variable **n** | -32768 |  | 5 | Invalid array size | Number not found |
| 2 | Boundary Value Analysis | Variable: **n** | -32767 |  | 5 | Invalid array size | Number not found |
| 3 | Boundary Value Analysis | Variable: **n** | -1 |  | 5 | Invalid array size | Number not found |
| 4 | Boundary Value Analysis | Variable: **n** | 0 |  | 5 | Invalid array size | Number not found |
| 5 | Boundary Value Analysis | Variable: **n** | 1 | [3] | 3 | Number found at position 0 | Number found at position 0 |
| 6 | Boundary Value Analysis | Variable: **n** | 32766 | [1,2,3,….] |  | Invalid array size | Number found at position 4 |
| 7 | Boundary Value Analysis | Variable: **n** | 32767 | [1,2,3,…..] | 5 | Invalid array size | Number found at position 4 |
| 8 | Boundary Value Analysis | Variable: **n** | 11 | [1,2,3,5,9,25,27,89,90,92,95] | 5 | Invalid array size | Number found at position 3 |
| 9 | Boundary Value Analysis | Variable: **d** | 3 | [-32768, -32768 , -32768] | 5 | Out of bounds, Invalid array size | Number not found |
| 10 | Boundary Value Analysis | Variable: **d** | 3 | [-32767, -32767  , -32767] | 5 | Out of bounds, Invalid array size | Number not found |
| 11 | Boundary Value Analysis | Variable: **d** | 3 | [-1,-1,-1] | 5 | Out of bounds, Invalid array size | Number not found |
| Test case No. | Type | For variable or construct  **(Optional)** | **n** | **d** | **b** | Desired O/P | Actual O/P |
| 12 | Boundary Value Analysis | Variable: **d** | 3 | [0,0,0] | 5 | Number not found | Number not found |
| 13 | Boundary Value Analysis | Variable: **d** | 3 | [1,1,1] | 5 | Number not found | Number not found |
| 14 | Boundary Value Analysis | Variable: **d** | 3 | [32766,32766, 32766] | 5 | Number not found | Number not found |
| 15 | Boundary Value Analysis | Variable: **d** | 3 | [32767, 32767, 32767] | 5 | Out of bounds of integer | Number not found |
| 16 | Boundary Value Analysis | Variable: **d** | 3 | [2,3,5] | 5 | Number found at position 2 | Number found at position 2 |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Test case No. | Type | For variable or construct  **(Optional)** | **n** | **d** | **b** | Desired O/P | Actual O/P |
| 17 | Boundary Value Analysis | Variable: **b** | 3 | [2,3,5] | -32768 | Out of bounds of integer | Number not found |
| 18 | Boundary Value Analysis | Variable: **b** | 3 | [2,3,5] | -32767 | Number not found | Number not found |
| 19 | Boundary Value Analysis | Variable: **b** | 3 | [2,3,5] | +32766 | Number not found | Number not found |
| 20 | Boundary Value Analysis | Variable: **b** | 3 | [2,3,5] | +32767 | Out of bounds of integer | Number not found |

**Experiment : 7**

**Title : Perform White box testing on a C/C++ program.**

**Theory :**

**White Box Testing:**

White-box testing, sometimes called glass-box testing is a test case design method that uses the control structure of the procedural design to derive test cases. Using white-box testing methods, the software engineer can derive test cases that:

(1) guarantee that all independent paths within a module have been exercised at least once,

(2) exercise all logical decisions on their true and false sides,

(3) execute all loops at their boundaries and within their operational bounds, and

(4) exercise internal data structures to ensure their validity.

**Techniques:**

* Basis path testing
* Condition testing
* Control loop testing
* Data flow testing

**Program: (Binary Search)**

1. #include<stdio.h>

2. #include<conio.h>

3. void binarysearch(int[],int,int);

4. void main()

5. {

6. int d[10],n,i,b;

7. clrscr();

8. printf("\n\tEnter the value of n ");

9. scanf("%d",&n);

10. printf("\n\tEnter the elements in sorted order \n");

11. for(i=0;i<n;i++)

12. {

13. scanf("%d",&d[i]);

14. }

15. printf("\n\tPlease enter the number you want to search ");

16. scanf("%d",&b);

17. binarysearch(d,n,b);

18. getch();

19. }

20. void binarysearch(int d[], int n, int b)

21. {

22. int begin=0,end=n-1,mid;

23. while(end>=begin)

24. {

25. mid=(begin+end)/2;

26. if(d[mid]==b)

27. {

28. printf("\n\tNumber found at position %d",mid);

29. return;

30. }

31. else if(b<d[mid])

32. end=mid-1;

33. else

34. begin=mid+1;

35. }

36. printf("\n\tNumber not found"); }

**Test Cases: (Loop Testing Technique)**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Test case No. | Type | For variable or construct  **(Optional)** | **n** | **d** | **b** | Desired O/P | Actual O/P |
| 1 | Loop Testing | For **FOR** Loop | 0 |  | 5 | Invalid input | Number not found |
| 2 | Loop Testing | For **FOR** Loop | 1 | [3] | 5 | Number not found | Number not found |
| 3 | Loop Testing | For **FOR** Loop | 2 | [3,5] | 3 | Number found at position 0 | Number found at position 0 |
| 4 | Loop Testing | For **FOR** Loop | 5 | [3,4,12,101,199,607] | 5 | Number not found | Number not found |
| 5 | Loop Testing | For **FOR** Loop | 9 | [1,7,45,67,82,85,89,99,103] | 65 | Number not found | Number not found |
| 6 | Loop Testing | For **FOR** Loop | 10 | [2,9,11,65,87,99,105,134,189,200] | 200 | Number found at position 9 | Number found at position 9 |
| 7 | Loop Testing | For **FOR** Loop | 11 | [1,3,6,9,23,30,37,44,52,90,136] | 136 | Out of bound error | Number found at position 10 |
| 8 | Loop Testing | For **While** Loop | 0 |  | 5 | Invalid input | Number not found |
| 9 | Loop Testing | For **While** Loop | 1 | [3] | 3 | Number found at position 0 | Number found at position 0 |
| 10 | Loop Testing | For **While** Loop | 2 | [9,23] | 11 | Number not found | Number not found |
| 11 | Loop Testing | For **While** Loop | 2 | [5,7] | 3 | Number not found | Number not found |
| Test case No. | Type | For variable or construct  **(Optional)** | **n** | **d** | **b** | Desired O/P | Actual O/P |
| 12 | Loop Testing | For **While** Loop | 5 | [3,4,12,101,199] | 36 | Number not found | Number not found |
| 13 | Loop Testing | For **While** Loop | 9 | [1,7,45,67,82,85,89,99,103] | 65 | Number not found | Number not found |
| 14 | Loop Testing | For **While** Loop | 10 | [2,9,11,65,87,99,105,134,189,200] | 200 | Number found at position 9 | Number found at position 9 |
| 15 | Loop Testing | For **While** Loop | 11 | [1,3,6,9,23,30,37,44,52,90,136] | 136 | Out of bound error | Number found at position 10 |