Hey Shivam,

Answers to your requests can be found below. Let me know if you have any other questions.

Matt

Dear Matt,

Let me begin by thank you for providing with a really high standard of work and ethic.  I looked into your code along with the comments and everything is beyond my expectations.

I believe Ashir has already transferred you the money.  Let me know if there's a problem there.

Finally, I have one last thing to ask you.  Below is a detailed description of what I need.

Your code uses data structures that are not easy to identify based on just "glancing" over the code.  As a result, could you give me a brief description of all the data structures (simple to efficient) that you implement and as to why you used those data structures.

The two basic structures I used in implementing this code are a solver and a clause.  Clause has 3 elements:

**Size** - how many literals are in the clause

**Level\_sat (stands for level satisfied)** - if the clause has a 'true' literal in it, at what level was this literal assigned to be 'true'

**lits[]** - an array of literals that are in the clause.  These are data type 'lit' which is actually just an integer but is used in a different way.  I'll explain what a lit is below, because it is important to understand what it is to understand the algorithms.

A 'lit' is a mapping of the literals in the clause to a positive integer (or zero).  So every literal in the input file is translated into a 'lit' using this formula:     **lit = (2 \* (absolute\_value(number\_in\_input\_file) - 1))**and then **add 1 if the number\_in\_input\_file was negative.**  To illustrate this, if the input file had a clause with the number -4 in it, the lit that would translate to is 7.  I'll show this in steps below:

number\_in\_input\_file = -4

lit = (2 \* (absolute\_value(-4) -1)) + 1     (the  +1 is because the original # was negative)

lit = (2 \* (4-1)) +1

lit = (6) + 1

lit = 7

And here is an input clause, and the lits translated from this clause:

**Input Clause:** 1 -2 -4 -3 2 -1 3 -4

**Lits:** 0 3 7 5 2 1 4 7

So lits are always positive or zero, and every odd lit represents the negation of the even lit before it (e.g. 7 represents -4, and 6 represents 4)

Hopefully this is clear to you, because that is how the clause information is stored.

The other structure is the Solver, which is described below:

Solver:

**Size** - number of variables in the solver (same as the number of variables in the input file)

**cap** - a number used to resize the solver as the number of variables in the decision making process grows.

**tail** - This is a number that indicates which clause in the vecp clauses is the last unsatisfied clause.  All the clauses beyond this one are satisfied.

**cur\_level (current level)** - the current level down the binary tree that the solver is.  The root of the tree is 0.

**satisfied** - this helps me to find out if the solver was satisfied by some variable assignment. It is always false until a satisfying solution is found.

**clauses -** This is a vecp (vector of pointers) of all of the clauses.  vecp is described in vec.h, and was a part of the minisat parser.  It is essentially just a vector of pointers to the memory locations where each "clause" data structure is stored.

**decisions -** This is an array of boolean values.  The index into the array is the lit that the value is representing (so decisions[5] is the decision for lit 5.  See the explanation of lits above).  The value for a lit goes to 'true' only if it is chosen as the next decision down the binary tree.  This is used for backtracking - if you backtrack one level and see that both the negative and positive literals have been decided at that level, you know you have to backtrack again.

**level\_choice** - this array of lits just keeps track of which lit was assigned to 'true' at each level of the tree.  It only stores the first choice for each level, not the assignments made due to unit clauses (see the algorithms description).  So level\_choice[4] is the first literal assignment to 'true' at level 4 of the decision tree.

**assigns -** This is an array of lbools (this is a datatype that has three values, l\_True, l\_False, and l\_Undefined).  Like 'decisions', the index into this array is representative of the lit.  This array keeps track of **all** the assignments to literals so far, including assignments made during unit clause propagation.  If the solver is solved, this array has the solution.  So assigns[31] = l\_True means that lit 31 has been assigned the value of 'true' currently.

**levels -** this array of integers just keeps track of the level that each lit was assigned (so levels[22] = 4 means that lit 22 was assigned to true).  It is -1 if the lit hasn't been assigned yet.

**counts -** This keeps track of the number of occurrences of each literal in the current list of clauses that have not yet been satisfied.  It doesn't count literals in satisfied clauses, or literals in unsatisfied clauses that are already assigned to be FALSE.  This information is used by the algorithm to make a decision (see algorithms description).

Could you verify with me as to what all algorithms and heuristics you implemented?  I would like to re-verify this once again.

I used the very basic DPLL algorithm.  The algorithm goes like this:

**repeat forever** {

**pick a literal to assign to 'true'** ( I used the heuristic of picking the clause that is most frequent in the set of clauses)

**assign it** (figure out what clauses are satisfied because of this assignment. Keep track of this.)

**if there is a conflict because of this assignment, go undo what you've done** till you reach a point in the decision tree where the other side of the tree hasn't been explored yet. Start over and make that assignment.

**if not, propagate unit clauses** (find clauses with only one unassigned literal and all others assigned to false.  You have to assign this literal to true because if it is false the whole clause will become false, which is a conflict.  Keep searching for unit clauses and assigning them till you can't find any more).

**if there is a conflict because of any unit clause assignments, go undo what you've done** till you reach a point in the decision tree where the other side of the tree hasn't been explored yet. Start over and make that assignment.

**If there were no conflicts, repeat from the top**

**}**

Along the way, you just check if the solution is found or if there is no solution.  This can happen like so:

**Solution is found:** If after propagating a literal assignment, there are no more unsatisfied clauses, then you solved it!

**Solution doesn't exist:** If while undoing what you've done because of a conflict (AKA backtracking) you can't find a branch of the tree that both sides haven't been explored on, then you've explored the whole binary tree - no solution exists!

Finally,  I see that you left comments all along the code which is really helpful. As a last task, is it possible for you to create a 15-25 line pseudo code of how you implemented the algo's.  This way I don't have to go and understand each and every line of your code.  Please throw in a description of what solver.h and main.h accomplish.  I know they implement the sat solver but how does one function call the other and when.  (If this part is confusing, shoot me an email or call me).i

**vec.h** - defines the veci (vector of integers) and vecp (vector of pointers) structures.  These were a part of minisat.

**solver.h** - gives function declarations from solver.c that will be used in other files (main.c), and also defines the structure of the solver.

**main.c** - parses the input file, then just runs solver\_solve (the main loop of code) and prints the result to the output file.

**solver.c -** this is where most of the work happens.  The core function is solver\_solve, which just implements the basic pseudocode I've written above.  The clause structure is defined here, and all of the functions used to solve the solver are defined here as well. This is the file that the code spends 99.99% of its time in, because all of the solver code is here.

The basic pseudocode is included above.  The while(true) loop in solver\_solve is the loop forever part.  Just follow the major branches of the function solver\_solve to see how I implemented each part of the pseudocode.

Please not that for the last task, I am NOT looking for a 2 pages but rather a brief summary (25-50 lines).

I shall ask Ashir to transfer you one more hour's worth of pay for this extra stuff.  If it takes longer, then do please let me know.

One hours worth is perfectly fine.  Thank you!

I would appreciate if I have this by sunday afternoon (worst case).  Let me know if you see conflicts there.

By the way, just for your information, I ran some CNF files with approx. 250 variables and 630 clauses and it took around 17 minutes to solve.  Even though its basic DPLL, its pretty good :).

Once again, thank you for all the work.  It was a pleasure working together.

Thank you as well. Let me know if you need any more description or help understanding the code.  Good luck!

Shivam

----- Original Message -----

From: "Matthew Markwell" <[matthewmarkwell@gmail.com](mailto:matthewmarkwell@gmail.com)>

To: "Shivam Malhotra" <[smalhot@purdue.edu](mailto:smalhot@purdue.edu)>

Sent: Thursday, May 3, 2012 11:08:08 PM

Subject: Source Code

Hey Shivam,

To fix the problem you're having with the testbench, just unzip these directories and type "make" in each.  The executable will be compiled for your system.  Then, copy the executable "minisat" into the SimpleSATc directory, and the executable "mkcnf" into the SimpleSATc/Tests directory.  Now the testbench should work.  Let me know if you have any other questions.  You can read the README in the mkcnf directory to get a better idea of how to use this program.  It has more functionality than we discussed on the phone.

Let me know if you have further questions about the code.

Thanks,

Matt

--

Matthew Markwell
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