Python

**Python Keywords**

* Reserved Words (total key words 33)
* Can’t use for variable, functions and other identifiers
* Case Sensitive and lower case (except True, False and None)

|  |
| --- |
|  |
| False | class | finally | is | return |
| None | continue | for | lambda | try |
| True | def | from | nonlocal | while |
| and | del | global | not | with |
| as | elif | if | or | yield |
| assert | else | import | pass |  |
| break | except | in | raise |  |

**Identifiers:**

* Names given to entities like class, functions, variables etc.
* Identifiers can be a combination of letters in lowercase (a to z) or uppercase (A to Z) or digits (0 to 9) or an underscore (\_). Names like myClass, var\_1 and print\_this\_to\_screen, all are valid example.
* An identifier cannot start with a digit. 1variable is invalid, but variable1 is perfectly fine.
* Keywords cannot be used as identifiers.
* We cannot use special symbols like !, @, #, $, % etc. in our identifier.
* Identifier can be of any length.

## Python Statement

Instructions that a Python interpreter can execute are called statements.

### Multi-line statement

a = 1 + 2 + 3 + \

4 + 5 + 6 + \

7 + 8 + 9

a = (1 + 2 + 3 +

4 + 5 + 6 +

7 + 8 + 9)

colors = ['red',

'blue',

'green']

a = 1; b = 2; c = 3

## Python Indentation

* A code block (body of a [function](https://www.programiz.com/python-programming/function), [loop](https://www.programiz.com/python-programming/for-loop) etc.) starts with indentation and ends with the first unindented line.

for i in range(1,11):

print(i)

if i == 5:

break

if True:

print('Hello')

a = 5

if True: print('Hello'); a = 5

## Python Comments

* In Python, we use the hash (#) symbol to start writing a comment.

#This is a comment

#print out Hello

print('Hello')

### Multi-line comments

#This is a long comment

#and it extends

#to multiple lines

"""This is also a

perfect example of

multi-line comments"""

### Docstring in Python

* Docstring is short for documentation string.
* It is a string that occurs as the first statement in a module, function, class, or method definition. We must write what a function/class does in the docstring.
* Triple quotes are used while writing docstrings. For example:

Refer: IntellPython\src\GettingStarted\FunctionStatements.py

## Data types in Python

* There are various data types in Python. Some of the important types are listed below.
* Datatypes are defined as int, float and complex class in Python.
* type() and the isinstance() function to check if an object belongs to a particular class
* Mutable
* Refer IntellPython\src\GettingStarted\Datatype1.py

### Python List

* Ordered Sequence.
* Mostly used
* All items can be different data type
* >>> a = [1, 2.2, 'python']
* Refer /IntellPython/src/GettingStarted/DatatypeList.py

### Python Tuple

* Ordered Sequence.
* Immutable
* Usually faster than list as it cannot change dynamically.
* All items can be different data type
* Refer /IntellPython/src/GettingStarted/DatatypeTuple.py

### Python Strings

* We can use single quotes or double quotes to represent strings.
* Multi-line strings can be denoted using triple quotes, ''' or """.
* Refer /IntellPython/src/GettingStarted/DatatypeString.py

### Python Set

* UnOrdered Sequence.
* Set is defined by values separated by comma inside braces { }.
* Refer /IntellPython/src/GettingStarted/DatatypeSet.py

### Python Dictionary

* Un Ordered Sequence.
* Kind of key value pair- map
* Fast to retrieve data when we have huge amount of data.
* Refer /IntellPython/src/GettingStarted/DatatypeDict.py
* Also Refer data conversion
* Refer /IntellPython/src/GettingStarted/DatatypeCoversion.py

## Functions in Python

### Syntax of Function

def function\_name(parameters):

"""docstring"""

statement(s)

## Simple Example

## def absolute\_value(num):

## """This function returns the absolute

## value of the entered number"""

## if num >= 0:

## return num

## else:

## return -num

## # Output: 2

## print(absolute\_value(2))

## # Output: 4

## print(absolute\_value(-4))

## Types of Functions

Basically, we can divide functions into the following two types:

1. [Built-in functions](https://www.programiz.com/python-programming/built-in-function) - Functions that are built into Python.
2. [User-defined functions](https://www.programiz.com/python-programming/user-defined-function) - Functions defined by the users themselves

**Scope and Lifetime of variables**

def my\_func():

x = 10

print("Value inside function:",x)

x = 20

my\_func()

print("Value outside function:",x)

### Python Default Arguments

Function arguments can have default values in Python.

We can provide a default value to an argument by using the assignment operator (=). Here is an example.

## def greet(name, msg = "Good morning!"):

## """ This function greets to

## the person with the

## provided message.

## If message is not provided,

## it defaults to "Good

## morning!"

## """

## print("Hello",name + ', ' + msg)

## greet("Kate")

## greet("Bruce","How do you do?")

## Keyword Arguement

>>> # 2 keyword arguments

>>> greet(name = "Bruce",msg = "How do you do?")

>>> # 2 keyword arguments (out of order)

>>> greet(msg = "How do you do?",name = "Bruce")

>>> # 1 positional, 1 keyword argument

>>> greet("Bruce",msg = "How do you do?")

## Arbitary Argument

## def greet(\*names):

## """This function greets all

## the person in the names tuple."""

## # names is a tuple with arguments

## for name in names:

## print("Hello",name)

## greet("Monica","Luke","Steve","John")

A lambda function in python has the following syntax.

### Syntax of Lambda Function in python

lambda arguments: expression

# Program to show the use of lambda functions

double = lambda x: x \* 2

# Output: 10

print(double(5))

## Modules - Python

Modules refer to a file containing Python statements and definitions.

A file containing Python code, for e.g.: example.py, is called a module and its module name would be example.

We use modules to break down large programs into small manageable and organized files. Furthermore, modules provide reusability of code.

We can define our most used functions in a module and import it, instead of copying their definitions into different programs.

## Python Package

Python package is a collection of modules in directories that give a package hierarchy. More elaborately, python packages are a way of structuring python’s module by using “dotted module names”. So A.B actually indicates that B is a sub module which is under a package named A.
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## Python List

List is a versatile datatype available in Python. Basically a python list is comma-separated values which are called items. List in python is written within square brackets. Interestingly it’s not necessary for items in a list to be of same types

## What is tuple?

In Python programming, a tuple is similar to a [list](https://www.programiz.com/python-programming/list). The difference between the two is that we cannot change the elements of a tuple once it is assigned whereas in a list, elements can be changed.

### Advantages of Tuple over List

Since, tuples are quite similiar to lists, both of them are used in similar situations as well.

However, there are certain advantages of implementing a tuple over a list. Below listed are some of the main advantages:

* We generally use tuple for heterogeneous (different) datatypes and list for homogeneous (similar) datatypes.
* Since tuple are immutable, iterating through tuple is faster than with list. So there is a slight performance boost.
* Tuples that contain immutable elements can be used as key for a dictionary. With list, this is not possible.
* If you have data that doesn't change, implementing it as tuple will guarantee that it remains write-protected.
* Also tuples use parentheses while lists use square brackets.

## Creating a Tuple

A tuple is created by placing all the items (elements) inside a parentheses (), separated by comma. The parentheses are optional but is a good practice to write it.

A tuple can have any number of items and they may be of different types (integer, float, list, [string](https://www.programiz.com/python-programming/string) etc.).

Creating a tuple with one element is a bit tricky.

Having one element within parentheses is not enough. We will need a trailing comma to indicate that it is in fact a tuple.

## # only parentheses is not enough

## # Output: <class 'str'>

## my\_tuple = ("hello")

## print(type(my\_tuple))

## # need a comma at the end

## # Output: <class 'tuple'>

## my\_tuple = ("hello",)

## print(type(my\_tuple))

## Accessing Elements in a Tuple

There are various ways in which we can access the elements of a tuple.

### 1. Indexing

We can use the index operator [] to access an item in a tuple where the index starts from 0.

So, a tuple having 6 elements will have index from 0 to 5. Trying to access an element other that (6, 7,...) will raise an IndexError.

The index must be an integer, so we cannot use float or other types. This will result into TypeError.

### 2. Negative Indexing

Python allows negative indexing for its sequences.

The index of -1 refers to the last item, -2 to the second last item and so on.

### 3. Slicing

We can access a range of items in a tuple by using the slicing operator - colon ":".

Slicing can be best visualized by considering the index to be between the elements as shown below. So if we want to access a range, we need the index that will slice the portion from the tuple.
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## Changing a Tuple

Unlike lists, tuples are immutable.

This means that elements of a tuple cannot be changed once it has been assigned. But, if the element is itself a mutable datatype like list, its nested items can be changed.

We can also assign a tuple to different values (reassignment).

We can use + operator to combine two tuples. This is also called **concatenation**.

We can also **repeat**the elements in a tuple for a given number of times using the \* operator.

Both + and \* operations result into a new tuple.

# Concatenation

# Output: (1, 2, 3, 4, 5, 6)

print((1, 2, 3) + (4, 5, 6))

# Repeat

# Output: ('Repeat', 'Repeat', 'Repeat')

print(("Repeat",) \* 3)

## Deleting a Tuple

As discussed above, we cannot change the elements in a tuple. That also means we cannot delete or remove items from a tuple.

But deleting a tuple entirely is possible using the keyword [del](https://www.programiz.com/python-programming/keyword-list#del).

my\_tuple = ('p','r','o','g','r','a','m','i','z')

# can't delete items

# if you uncomment line 8,

# you will get an error:

# TypeError: 'tuple' object doesn't support item deletion

#del my\_tuple[3]

# can delete entire tuple

# NameError: name 'my\_tuple' is not defined

del my\_tuple

my\_tuple

## Python Tuple Methods

Methods that add items or remove items are not available with tuple. Only the following two methods are available.

**Python Tuple Method**

* [count(x)](https://www.programiz.com/python-programming/methods/tuple/count) Return the number of items that is equal to x
* [index(x)](https://www.programiz.com/python-programming/methods/tuple/index) Return index of first item that is equal to x

## Other Tuple Operations

### 1. Tuple Membership Test

We can test if an item exists in a tuple or not, using the keyword in.

my\_tuple = ('a','p','p','l','e',)

# In operation

# Output: True

print('a' in my\_tuple)

# Output: False

print('b' in my\_tuple)

# Not in operation

# Output: True

print('g' not in my\_tuple)

### 2. Iterating Through a Tuple

Using a for loop we can iterate though each item in a tuple.

# Output:

# Hello John

# Hello Kate

for name in ('John','Kate'):

print("Hello",name)

### 3. Built-in Functions with Tuple

Built-in functions like all(), any(), enumerate(), len(), max(), min(), sorted(), tuple()etc. are commonly used with tuple to perform different tasks.

**Built-in Functions with Tuple**

|  |  |
| --- | --- |
| Function | Description |
| [all()](https://www.programiz.com/python-programming/methods/built-in/all) | Return True if all elements of the tuple are true (or if the tuple is empty). |
| [any()](https://www.programiz.com/python-programming/methods/built-in/any) | Return True if any element of the tuple is true. If the tuple is empty, return False. |
| [enumerate()](https://www.programiz.com/python-programming/methods/built-in/enumerate) | Return an enumerate object. It contains the index and value of all the items of tuple as pairs. |
| [len()](https://www.programiz.com/python-programming/methods/built-in/len) | Return the length (the number of items) in the tuple. |
| [max()](https://www.programiz.com/python-programming/methods/built-in/max) | Return the largest item in the tuple. |
| [min()](https://www.programiz.com/python-programming/methods/built-in/min) | Return the smallest item in the tuple |
| [sorted()](https://www.programiz.com/python-programming/methods/built-in/sorted) | Take elements in the tuple and return a new sorted list (does not sort the tuple itself). |
| [sum()](https://www.programiz.com/python-programming/methods/built-in/sum) | Retrun the sum of all elements in the tuple. |
| [tuple()](https://www.programiz.com/python-programming/methods/built-in/tuple) | Convert an iterable (list, string, set, dictionary) to a tuple. |

# **Python Strings**

## What is String in Python?

A string is a sequence of characters.

A character is simply a symbol. For example, the English language has 26 characters.

Computers do not deal with characters, they deal with numbers (binary). Even though you may see characters on your screen, internally it is stored and manipulated as a combination of 0's and 1's.

This conversion of character to a number is called encoding, and the reverse process is decoding. ASCII and Unicode are some of the popular encoding used.

In Python, string is a sequence of Unicode character. Unicode was introduced to include every character in all languages and bring uniformity in encoding. You can [learn more about Unicode](http://docs.python.org/3.3/howto/unicode.html) from here.

## How to create a string in Python?

Strings can be created by enclosing characters inside a single quote or double quotes. Even triple quotes can be used in Python but generally used to represent multiline strings and docstrings.

## How to access characters in a string?

We can access individual characters using indexing and a range of characters using slicing. Index starts from 0. Trying to access a character out of index range will raise an IndexError. The index must be an integer. We can't use float or other types, this will result into TypeError.

Python allows negative indexing for its sequences.

The index of -1 refers to the last item, -2 to the second last item and so on. We can access a range of items in a string by using the slicing operator (colon).

If we try to access index out of the range or use decimal number, we will get errors.

# index must be in range

>>> my\_string[15]

...

IndexError: string index out of range

# index must be an integer

>>> my\_string[1.5]

...

TypeError: string indices must be integers

Slicing can be best visualized by considering the index to be between the elements as shown below.

If we want to access a range, we need the index that will slice the portion from the string.
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## How to change or delete a string?

Strings are immutable. This means that elements of a string cannot be changed once it has been assigned. We can simply reassign different strings to the same name.

>>> my\_string = 'programiz'

>>> my\_string[5] = 'a'

...

TypeError: 'str' object does not support item assignment

>>> my\_string = 'Python'

>>> my\_string

'Python'

We cannot delete or remove characters from a string. But deleting the string entirely is possible using the keyword del.

>>> del my\_string[1]

...

TypeError: 'str' object doesn't support item deletion

>>> del my\_string

>>> my\_string

...

NameError: name 'my\_string' is not defined

## Python String Operations

There are many operations that can be performed with string which makes it one of the most used [datatypes in Python](https://www.programiz.com/python-programming/variables-datatypes).

### Concatenation of Two or More Strings

Joining of two or more strings into a single one is called concatenation.

The **+** operator does this in Python. Simply writing two string literals together also concatenates them.

The **\*** operator can be used to repeat the string for a given number of times.

## str1 = 'Hello'

## str2 ='World!'

## # using +

## print('str1 + str2 = ', str1 + str2)

## # using \*

## print('str1 \* 3 =', str1 \* 3)

Writing two string literals together also concatenates them like **+** operator.

If we want to concatenate strings in different lines, we can use parentheses.

>>> # two string literals together

>>> 'Hello ''World!'

'Hello World!'

>>> # using parentheses

>>> s = ('Hello '

... 'World')

>>> s

'Hello World'

### Iterating Through String

Using [for loop](https://www.programiz.com/python-programming/for-loop) we can iterate through a string. Here is an example to count the number of 'l' in a string.

## count = 0

## for letter in 'Hello World':

## if(letter == 'l'):

## count += 1

## print(count,'letters found')

### String Membership Test

We can test if a sub string exists within a string or not, using the keyword in.

>>> 'a' in 'program'

True

>>> 'at' not in 'battle'

False

### Built-in functions to Work with Python

Various built-in functions that work with sequence, works with string as well.

Some of the commonly used ones are enumerate() and len(). The enumerate() function returns an enumerate object. It contains the index and value of all the items in the string as pairs. This can be useful for iteration.

Similarly, len() returns the length (number of characters) of the string.

## str = 'cold'

## # enumerate()

## list\_enumerate = list(enumerate(str))

## print('list(enumerate(str) = ', list\_enumerate)

## #character count

## print('len(str) = ', len(str))

## Python String Formatting

### Escape Sequence

If we want to print a text like -He said, "What's there?"- we can neither use single quote or double quotes. This will result into SyntaxError as the text itself contains both single and double quotes.

>>> print("He said, "What's there?"")

...

SyntaxError: invalid syntax

>>> print('He said, "What's there?"')

...

SyntaxError: invalid syntax

One way to get around this problem is to use triple quotes. Alternatively, we can use escape sequences.

An escape sequence starts with a backslash and is interpreted differently. If we use single quote to represent a string, all the single quotes inside the string must be escaped. Similar is the case with double quotes. Here is how it can be done to represent the above text.

Here is a list of all the escape sequence supported by Python.

|  |  |
| --- | --- |
| Escape Sequence in Python | |
| Escape Sequence | Description |
| \newline | Backslash and newline ignored |
| \\ | Backslash |
| \' | Single quote |
| \" | Double quote |
| \a | ASCII Bell |
| \b | ASCII Backspace |
| \f | ASCII Formfeed |
| \n | ASCII Linefeed |
| \r | ASCII Carriage Return |
| \t | ASCII Horizontal Tab |
| \v | ASCII Vertical Tab |
| \ooo | Character with octal value ooo |
| \xHH | Character with hexadecimal value HH |

Here are some examples

>>> print("C:\\Python32\\Lib")

C:\Python32\Lib

>>> print("This is printed\nin two lines")

This is printed

in two lines

>>> print("This is \x48\x45\x58 representation")

This is HEX representation

### Raw String to ignore escape sequence

Sometimes we may wish to ignore the escape sequences inside a string. To do this we can place r or R in front of the string. This will imply that it is a raw string and any escape sequence inside it will be ignored.

>>> print("This is \x61 \ngood example")

This is a

good example

>>> print(r"This is \x61 \ngood example")

This is \x61 \ngood example

### The format() Method for Formatting Strings

The format() method that is available with the string object is very versatile and powerful in formatting strings. Format strings contains curly braces {} as placeholders or replacement fields which gets replaced.

We can use positional arguments or keyword arguments to specify the order.

The format() method can have optional format specifications. They are separated from field name using colon. For example, we can left-justify <, right-justify > or center ^ a string in the given space. We can also format integers as binary, hexadecimal etc. and floats can be rounded or displayed in the exponent format. There are a ton of formatting you can use. Visit here for all the [string formatting available with the format()](https://www.programiz.com/python-programming/methods/string/format) method.

>>> # formatting integers

>>> "Binary representation of {0} is {0:b}".format(12)

'Binary representation of 12 is 1100'

>>> # formatting floats

>>> "Exponent representation: {0:e}".format(1566.345)

'Exponent representation: 1.566345e+03'

>>> # round off

>>> "One third is: {0:.3f}".format(1/3)

'One third is: 0.333'

>>> # string alignment

>>> "|{:<10}|{:^10}|{:>10}|".format('butter','bread','ham')

'|butter | bread | ham|'

### Old style formatting

We can even format strings like the old sprintf() style used in C programming language. We use the % operator to accomplish this.

>>> x = 12.3456789

>>> print('The value of x is %3.2f' %x)

The value of x is 12.35

>>> print('The value of x is %3.4f' %x)

The value of x is 12.3457

## Common Python String Methods

There are numerous methods available with the string object. The format() method that we mentioned above is one of them. Some of the commonly used methods are lower(), upper(), join(), split(), find(), replace() etc. Here is a complete list of all the [built-in methods to work with strings in Python](https://www.programiz.com/python-programming/methods/string).

>>> "PrOgRaMiZ".lower()

'programiz'

>>> "PrOgRaMiZ".upper()

'PROGRAMIZ'

>>> "This will split all words into a list".split()

['This', 'will', 'split', 'all', 'words', 'into', 'a', 'list']

>>> ' '.join(['This', 'will', 'join', 'all', 'words', 'into', 'a', 'string'])

'This will join all words into a string'

>>> 'Happy New Year'.find('ew')

7

>>> 'Happy New Year'.replace('Happy','Brilliant')

'Brilliant New Year'

# **Python Sets**

## What is a set in Python?

A set is an unordered collection of items. Every element is unique (no duplicates) and must be immutable (which cannot be changed).

However, the set itself is mutable. We can add or remove items from it.

Sets can be used to perform mathematical set operations like union, intersection, symmetric difference etc.

## How to create a set?

A set is created by placing all the items (elements) inside curly braces {}, separated by comma or by using the built-in function set().

It can have any number of items and they may be of different types (integer, float, tuple, string etc.). But a set cannot have a mutable element, like [list](https://www.programiz.com/python-programming/list), set or [dictionary](https://www.programiz.com/python-programming/dictionary), as its element.

## # set of integers

## my\_set = {1, 2, 3}

## print(my\_set)

## # set of mixed datatypes

## my\_set = {1.0, "Hello", (1, 2, 3)}

## print(my\_set)

## How to change a set in Python?

Sets are mutable. But since they are unordered, indexing have no meaning.

We cannot access or change an element of set using indexing or slicing. Set does not support it.

We can add single element using the add() method and multiple elements using the update() method. The update() method can take [tuples](https://www.programiz.com/python-programming/tuple), lists, [strings](https://www.programiz.com/python-programming/string) or other sets as its argument. In all cases, duplicates are avoided.

## How to remove elements from a set?

A particular item can be removed from set using methods, discard() and remove().

The only difference between the two is that, while using discard() if the item does not exist in the set, it remains unchanged. But remove() will raise an error in such condition.

The following example will illustrate this.

## # initialize my\_set

## my\_set = {1, 3, 4, 5, 6}

## print(my\_set)

## # discard an element

## # Output: {1, 3, 5, 6}

## my\_set.discard(4)

## print(my\_set)

## # remove an element

## # Output: {1, 3, 5}

## my\_set.remove(6)

## print(my\_set)

## # discard an element

## # not present in my\_set

## # Output: {1, 3, 5}

## my\_set.discard(2)

## print(my\_set)

## # remove an element

## # not present in my\_set

## # If you uncomment line 27,

## # you will get an error.

## # Output: KeyError: 2

## #my\_set.remove(2)

## Python Set Operations

Sets can be used to carry out mathematical set operations like union, intersection, difference and symmetric difference. We can do this with operators or methods.

Let us consider the following two sets for the following operations.

>>> A = {1, 2, 3, 4, 5}

>>> B = {4, 5, 6, 7, 8}

### Set Union
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Union of A and B is a set of all elements from both sets.

Union is performed using | operator. Same can be accomplished using the method union().

Try the following examples on Python shell.

# use union function

>>> A.union(B)

{1, 2, 3, 4, 5, 6, 7, 8}

# use union function on B

>>> B.union(A)

{1, 2, 3, 4, 5, 6, 7, 8}

### Set Intersection

![Set Intersection in Python](data:image/jpeg;base64,/9j/4AAQSkZJRgABAgAAZABkAAD/7AARRHVja3kAAQAEAAAAPAAA/+4ADkFkb2JlAGTAAAAAAf/bAIQABgQEBAUEBgUFBgkGBQYJCwgGBggLDAoKCwoKDBAMDAwMDAwQDA4PEA8ODBMTFBQTExwbGxscHx8fHx8fHx8fHwEHBwcNDA0YEBAYGhURFRofHx8fHx8fHx8fHx8fHx8fHx8fHx8fHx8fHx8fHx8fHx8fHx8fHx8fHx8fHx8fHx8f/8AAEQgBBgHCAwERAAIRAQMRAf/EAJoAAQACAwEBAQAAAAAAAAAAAAAFBgEDBwQCCAEBAQEAAAAAAAAAAAAAAAAAAAECEAABAwICBQkEBQgFCAsAAAAAAQIEAwURBiESFNUHMUFxMrRVdZU2UWEiE4FCUiMVkaGxYnIzJBbh8UMXCPDB0YKigzQmkrLCU2N0JTVlNzgRAQEAAgMBAQAAAAAAAAAAAAABERIhMQJRQf/aAAwDAQACEQMRAD8A/VIAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAi813SVacrXi6xEY6VAgyZVBtVFdTWpRouqMR7WqxVbi3SiOTpA8aQs/KiL+M2rT/8AFyd4gZ2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QMWK4X/8fuVou9eJK2WLDl0K8SPUi/8AFVJNNzHNqV5WOGzIqKipygWAAAAgOIXoHMvhU7szwJ5vVToA0Lcrck1IKyqKTnJrNirUb81UwxxRmOthh7gC3K3NmpBdKopOcms2KtRvzVTDHFGY62GHuA9AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAFfg+v714Vau0XACwAAAEBxC9A5l8KndmeBPN6qdAH52uv/7OtXhi9kqgYu3/AOzrR4YvZKwH6LAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAr8H1/evCrV2i4AWAAAAgOIXoHMvhU7szwJ5vVToA4VxYyNn+18WbRxSyZa2X90SMsW4WhajaVRfhfT12K5UxRWVEw1cVRyciooGrh5kviHmbjJU4oZwszctx4sVYttta1Uq1nOWn8rF+H1Ua56qrkauOGCYAd7AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAr8H1/evCrV2i4AWAAAAgOIXoHMvhU7szwJ5vVToAyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAV+D6/vXhVq7RcALAAAAQHEL0DmXwqd2Z4E83qp0AZAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAK/B9f3rwq1douAFgAAAIDiF6BzL4VO7M8Ceb1U6AMgAAAAAAAAAAAAAAANE64QIEZ0qdJpRYzOvWrvbTYnS5yogFLlcZcprXfFstKbmGWxcHUbXGfWRF9711G4e9FUmzWr4/m3ilOx/DsmMh0l6le4zaaKvTRpproM0xGdbjrVTFGZbjtXRg5Zr3tT26PhUcnBhx0pIuC5bktaujHbWVHJ/wBVFHJwx/M/FqDpnZQj3CmnXqW+cxiontSnWRXO6CZpiFLjLl6PVbQzDAuOXazl1UW4RntpOX9WpT18U9+CDY1XO2Xe1XWMkm2TKM2Ouj5seo2o3H2KrVXSaZesAAAAAPDd77ZbNG2m6zqEGhzPr1GsxX2NxX4l9yAwpz+MdllvdSy3a7lmKoi4fMhxntoIv69WrqavTqmdmtWUzJxenLjEynEttNeq6fObUXD2q2iiOToLmmIzq8daqIivy3HaunFqTXvT3afhUcnB8zjpSwV1LLclqaNWm6ax6+/F3wjk4fK5y4mwNNzyVtVFOWvbZlOqv0UXJrqTNMRuhcZMnPkNiXXarBNdyR7rHfHXR+v8TETpchdjWrpEmRJlBkiJXpyI70xZWpOa9jk9zmqqKVltAAAAAAAAAAAAAAAAAAFfg+v714Vau0XACwAAAEBxC9A5l8KndmeBPN6qdAGQAAAAAAAAAAAAAee4XCDbodSZPkU4sSimtVr1XIxjU96qBQH59zZmuo+PkK3Iy3oqsfmW4tdTj6NCrHpKmtU6cOlDOfjWMdvVb+ENoq12z81zJGaLmmnXmuVIzFXlSlHauojfc7FBqbLxEhxIdBseJQpx6DNDKVJrWMRPc1qIhpltA8d0vNotMbarrOj2+MrkZ8+VVZRp6y8ia1RWpjoA9bHsexr2ORzHIitci4oqLpRUVAMgfFajRrUnUqzG1aT0wfTeiOaqexUXQoFKu3CHLNaQ6fY31st3blbLtj1otVeXB9FFSm5vtRMMSatbI52a8+5Ndq5uhpe7G1UT+YbczCrTbya0mMnJhzq3R71JmwxL0vdlvlovdvp3C1SqcyHV6tWmuKY+xycrVTnRdJpmx7gI6/5isuX7e+4XeWyJFZ9Z66XL9ljU+JzvcgysikNzDxEzmn/LcVMt2GpoS9XBmvLqs+1Qj8jUXmV30KZ5q4kSVm4RZThydvubauYLs7Bak+6PWQ5VT2U3fdons0Kqe0uC+l0p0qdKm2nSYlOmxMGsaiI1E9iIhWX0B4rzerXZLZIul1ksiW+K3XkSamOqxuOGK4YgQuWeJ3D7NEt0KwX+HcJjWq9Y1KqnzVanK5GOwcqJzqiAWcDROt8CfHdGnRqUuO/rUa7G1GL0tcioBR5nCODDkPn5OuUjLFwcus5kdVqxKi+ypGqLqqnuTQnsM4a2+tFHiJmHLNdkLiDb0oR3ORlHMcFHVIb1XQnzW4a1Jfo+jAZ+mM9OgxZcWXGpyYtVlePWajqVam5HMc1eRWuTQppltAAAAAAAAAAAAAAAAV+D6/vXhVq7RcALAAAAQHEL0DmXwqd2Z4E83qp0AZAAAAAAAAAAAACBzjnS0ZVtySpquqya6/LgwKKa1eRV5mU2pivSvMS1ZMqrbMjXzNculfOICp8lio+35YpO/hqCcqOkYfvantTk/Qkxntc46dGpUqVKm2lSY2nSYiNYxqI1rUTQiIiaEQ0y+gAAD83f4jsxZRumf7Hk7MlxpwbJAhS58+o5Ki4yq1F1OJTVKaOXQuD+QDon+HTN6Zl4V2qpUqpVl21HW+U7FVVVjrqseuP22argOmgAABURUwXSi8qAc+vnDqda59TMOQarbbdHYumWp2iDMTlwczq03+xyfm5TOPjUv14v77ItWE23xrZXfnhz1juy25rkeysiaXueqInyufW9g2NUjlzhxIrz2ZizvIbeb/1qEdUxhw0XTqUaa6FVPtL/AElkLfi+lZAAADnf+IX/AOms0/8AlP8AttA4tkePcoHFPhpJzVAt9ubLtK0rE+yt+OQvykRrp7nq12Oq7mRUA/VoAABrkxo8qhUjyaTK1Cq1WVaVRqOY5q8qOauhUA5vOyhmDI8mpeMjI6XaHOWpcMq1HKrVRdLnxHLirH/q/p6pnGGs57XLKebrPmi1pcLa9fhctOTGqJq1aNVOtTqN5lQsqWYTRUAAAAAAAAAAAAAAV+D6/vXhVq7RcALAAAAQHEL0DmXwqd2Z4E83qp0AZAAAAAAAAAAAEFnPOFtyrZ3T5aLVrPVKUGFT01ZFd2hlNiJjyryr/US1ZMoHJWTLlVuK5wzcqSMySW/wsXlo2+i7kpUmr9fBfid/SqyRbfyL2aZAAAABU7Tw0y9bs33rNbn1511viU219sWlUp0adFMGU6DUptVrelVA2ZQ4d2XKl1vs+1VpKNv8nbZUKo6ns9KsqYKtBrKbHNRfe5QLQAAAAKPxQ4ifyrCjwbZRSdmm7KtK0W9NOnkWtURNKU2c6ktHL/7trzHopmGNdqlTiGyrtjrs97kpVanPGczk+SqfCiGVdY4bcQ4ucLXV+dR2G/293yLxa3KutRrJztx5abuVqmpUXAoAAAEZmbLdpzLYplju9J1a3TmfLk02udTVW4ouhzVRycgFWyfwO4aZRuzbxZ7W5LnTZ8ujKkV68h1NipgqU0qvc1ujnRMQL4AAAAAHPM55PuVrui50yaxKd4pfFdra3RTuFBNLmq3k+YmGhefpwUzY1L+Va8p5otmZrJQutvd93U+GrSd16VVvXpvTmc1SypZhMFQAAAAAAAAAAAACvwfX968KtXaLgBYAAACA4hegcy+FTuzPAnm9VOgDIAAAAAAAAABrkyaEWNVkyHpSj0GOqVqjuRrGJrOcvQiAc4yZDkZ1zC7PV2puba4yuo5Wg1MMG00XB0pzftP+r/owMzlq8cOlmmQAAAAAAAAAAAROa8zWzLGX5t8ub9SLDpq9U+s931WNTnc5dCAchyXarnOmyc7Zjb/zBeUxo0HckOH/AGVBnsXV0uMKt5RTc2xbll670M/Zepq6fAbqXmEzkmQfroqJyvpppapB2iw3y3X2zQ7xbaqVoM6k2tQqJztcnIvvTkU2j3gAAAAAAAAAAABzHMUd3D/NTc1wWqmWrvUbRzFEZijaNZ64U5bWpo5Vwd/Sqmbw1OXTKVWlVpMq0npUpVGo6m9qorXNcmKKipyoqGmX0AAAAAAAAAAAAFfg+v714Vau0XACwAAAEBxC9A5l8KndmeBPN6qdAGQAAAAAAAAADnPE6TXvt2tWQIL3NW5u2q9VGctOBRdiqY83zHJh7tHtM3415+ugw4keHEoxI1NKUeOxtOjTamCNa1MERE6DTLaAAAAAAAAAAAAHFOIM7+c+I8bK7F+ZYMsas68ImllWav7iivt1OVU5jNVZgAGFRrkVrkRzXIqOaulFRdCooEBwrnvynnafkSsq/hNza+6Zdc7kZp/iI6fsr8SCDsppAAAAAAAAAAAAeW62yHdLbJt02mlWLLpupVqbtKK1yYKBSeFdxmwXXHI91quqXDL78IlZ+OtWg1NNF+n7OOqv5OYka9fXQCsgAAAAAAAAAAAr8H1/evCrV2i4AWAAAAgOIXoHMvhU7szwJ5vVToAyAAAAAAAAAw97WMc96o1jUVXOXQiInKqgc74VU3Xmffs8SGrr3iU6Pb9blZDiqtNie5Vci44cuCGY16+OimmQAAAAAAAAAAARmZ77FsGXrjepTkbQgUH13a3IuqmKJ9K4IByHhnbZUfLn4ncEVbtfqr7lcHP6+tWXFjHfsMwQwq2FAABTeJ0eRGtUTNEFP/UssSWXCk5ExVaKLq12Yc+LF5CDt1ruEe5W2LcI640JdJlamqLj8NRqOTk6TaPSAAAAAAAAAAAAHOeIqJl/NeXs60k1aLKyWu8KmOCxpC4Me72/Lf1fepmtTrDoxpkAAAAAAAAAAAFfg+v714Vau0XACwAAAEBxC9A5l8KndmeBPN6qdAGQAAAAAAAAFS4r3era+H94rUMFk1qOyx2c7nyFSlgnv1XKS9L57S+U7NSsmWrZaqeGrDj06SuTncjU1nfSukQtSxUAAAAAAAAAAABy7/EBKqV8uWrLVF2FXMVyoRXt+1Qpr82s3D3taT0seplNlJjaVNMKdNqMYnsa1ME/MhB9AAAGqVFpTItaJVRFpSKbqT0XSmD0Vv8AnIH+H+41auQW2muv8RYJci2qiri75dF6/KVelimoldKKAAAAAAAAAAAAr3EKx/jeTLtbkTGrUjvfH58K1NNemv0OahKsvJw8vf43kiy3NVVz68ViVHO5VfT+7eq9LmKohZysJUAAAAAAAAAACvwfX968KtXaLgBYAAACA4hegcy+FTuzPAnm9VOgDIAAAAAAAADn/FnCXXynZ9K7beaFVyJjpZGRajk6NJK15dAKyAAAAAAAAAAAAByHiU9ZvF7KVvdppwIUy4+5KmKUm/lTEzViZAAAAACJ4Q1Nkz/nq16dWtXjXGm3malWnqLgnvVohXWzSAAAAAAAAAAAAw9qPY5q8jkVF+kCg8GVqUbBdba/ktl3mxaKeyk16OZ7vrE8tel/KyAAAAAAAAAAFfg+v714Vau0XACwAAAEBxC9A5l8KndmeBPN6qdAGQAAAAAAAAHPs+prcSOHjF0sWTcHK3mxbFRUX6CXtqdV0ErIAAAAAAAAAAAAHHM0fFxzbrKq/Lsn3eP1daquOHSZvap4AAAAAIPIf3fHHMGPJXscJW4e1lVyLj+UQdhNIAAAAAAAAAAAABz/AIZ/d5kzxFw/d3Rr9ZOf5tJHcnuJGvToBWQAAAAAAAAAAr8H1/evCrV2i4AWAAAAgOIXoHMvhU7szwJ5vVToAyAAAAAAAAA59xBX5fEDh9Jd+7ZLm03ftVYyNb+cl7anVdBKyAAAAAAAAAAAABxzNjVo8c42vhhLsb1pf7qr8X6TN7VPAAAAABCcPkWrxtzNWTSyhZ4NFFX6r1qOc5ET3iDsBpAAAAAAAAAAAAAKBwvT5t3znNwx+dd30tdef5DEbhh7sSRr0v5WQAAAAAAAAAAr8H1/evCrV2i4AWAAAAgOIXoHMvhU7szwJ5vVToAyAAAAAAAAAoHGNHRrXZLy1P8A2q7xK1Z+n4aLnKyoujpQnpryvzXI5qOTkVMU+krLIAAAAAAAAAAAAci4s09h4k5IvGGDZW1Wp7+ZEqtSqmPSrTNWJgAAAAETFUROcCL4KM23MeeL4iY0q9xZEi1Ex0041NEcns66iFdZNIAAAAAAAAAAADXIrNox6lZyo1tNrnuVeREamIFF4J0ldkt9zVcfxqfLuKf76qqcnN1CeWvXa/FZAAAAAAAAAACvwfX968KtXaLgBYAAACA4hegcy+FTuzPAnm9VOgDIAAAAAAAACAz9Yvx7Jl4tKNV9STGf8picrqjPjpp9L2oSrLy08OL+t+yVarg92tIWilKV7q9H7uqn/SaolLOVlKgAAAAAAAAAAAOb8frXXkZAqXSKirLsMmhc6WrpcraD0+Y1P2mKSka4E6jPgx51FyOpSqTKzHJyYPTEyreUAAHgv12o2eyT7rWdqU4VCpWV3sVrfh/2sCCY4IWGvZ+HFtSUxWTrjr3GY1earLctRfzKhqIvhQAAAAAAAAAAAFP4tXp1qyJcVorhLmtSDEROt8ySvy0Vqc+qjtYl6XzOU7lizts2XbbamoiLDj06T9XkV7WprqnS7FSwqTCAAAAAAAAAABX4Pr+9eFWrtFwAsAAABAcQvQOZfCp3ZngTzeqnQBkAAAAAAAAAA5vktyZZz/fMo1Pu4Vxd+L2RORurU0V6TE5kY5NCdJmdtXmOkGmQAAAAAAAAAAAaZsOPNh14chuvHk03Uqrfax6K1yfkUDhvDl1e1fimSZzv43LUh1KhjimvCqLrUHtx+qiLq4mFXMoAAKZnilUzBerDkWKuLrvIbKuit0qyDGVHPx9z1+HAg7tSpU6NJlKk1GU6bUYxiciNamCIhtH0AAAAAAAAAAAAHOL87+aOKdrsbPjtuWW/idywXQspyYR6a82LccVReZTP61OI6OaZAAAAAAAAAAABX4Pr+9eFWrtFwAsAAABAcQvQOZfCp3ZngTzeqnQBkAAAAAAAAAApHFOwT5Vti5hszcb9lyrtkRqctWkiff0V0p12f6E5SWNeaseWMwwMxWKJeILsaEpiOVq8rHpoex36zXYopZUswlAgAAAAAAAAAAAOQ8ZrRIsV3t3Ee301e2CiQ8w0WJpfBqLglVffSX8xmrErHkUJMelJjvSrQrNSpSqNXFHNcmKKhBsKPPcJ8S3QZE+ZUSlFi03Va1Ry4IjWpivKQebgnYZk19w4g3ektOffsGWyi/rULdTX7puC8iv6ymoV1YqAAAAAAAAAAAAhM55oh5Yy9Ku0n4nU26sagnWq1n/DTpt97nEtWTKK4Y5Ym2ax1Jl2XXv96qrOutRcUVHv0spacMEptXDDm5BIequBUAAAAAAAAAAABX4Pr+9eFWrtFwAsAAABAcQvQOZfCp3ZngTzeqnQBkAAAAAAAAAAAcukY8NM1ulImrkjMFb+IREwbAmu+vo0JSqc/s+jTnprt1Bj2PY17HI5jkRWuRcUVF5FRUNMsgAAAAAAAAAADVLix5cWrFk00qx67HU61J2lHMcmDkXpQDhMGPJ4dZmTJ9ze5cuXB7qmVrjUX4W4ri6E93Ijm4/D7jCrtguOHP7CilshVOJea0sUZXfybZKral9ltx1Zchi4tiMdyK1F64Hd6VKnSpMpUmoylTajWMamCNa1MERETmQ0j6AAAAAAAAAAAHxXr0Y9GpXrvbSo0mq+pUcuDWtamKqqqBzSyU63ETNVPMkqmrco2Wo5tjjvxTapKaHSnN+y36n9aGe2rw6caZAAAAAAAAAAAAAr8H1/evCrV2i4AWAAAAgOIXoHMvhU7szwJ5vVToAyAAAAAAAAAAAPNcrbBucCvb59FsiHJYtOvRemKOav+WheYDnFuulx4a3ClZb7WfKyZJdqWe81PidDcvJGkr9j7Lv83Vz0126ex7KjGvY5HMciOa5FxRUXSiopplkAAAAAAAAAAAQec8nWbN1hr2e601WjUwdSrM0VKNVullWm7mc1RR+eqN8zROuicN6t3jNbtKw62cGPVEqRmp+7YuGrtCp8PWwMNYfo3LGWbNlmyRrLZ6CUIMVuDG8rnOXS573fWc5dKqbZSgAAAAAAAAAAA+JEihGoVJEio2jQpNV9Wq9Ua1rUTFVcq6ERAOXS5Vy4o3BYED5kPIUSqqTp6LqvuL2L+6pJoVKXtXn/ADLntvp06HDiwolGJEpNoxqDEp0aTEwa1rUwRENMNwAAAAAAAAAAAAAK/B9f3rwq1douAFgAAAIDiF6BzL4VO7M8Ceb1U6AMgAAAAAAAAAAAB57hb4NxhVoM6gyTEkNVlajUTFrmqBzj8Mzbw4cr7MytmDJqLrVLWq602E3nWOv9oxPs/o0qZ6a7XbLGcMvZnhbXZ5bZDW/vqK/DWpO+zUpr8TV/yQsqWYTJUAAAAAAAAI6/ZislggOn3iZThxW6Neouly/ZY1MXPd7mpiMrIoL6+cOJH3cZtbLmS34/Mkv+CdOZ7GN/sqbvbz+/kM9rxFsq8Pco1crtyytvYlpY3BlNND2v/wC9R/W+Zz6xcJmqpRuub+HapGviVswZQZooXimmvMiMTkbJZ9diJ9b+onS8V0GzXu0XqAyfapdOZEqdWrSdimPscnK1U50XSaZse0AAAAAAAABA5rzvlzK0VK11lI2tU/4eHT+ORWdyIlOmmldPOuj3ktWTKoU8v5r4gV6crNVN9myq1yVI+XmOVJEjBcWulvTBUT9T+smMrnDpESHFhxaUWJSZQjUWoylRpojWtanMiIaZbQAAAAAAAAAAAAAAK/B9f3rwq1douAFgAAAIDiF6BzL4VO7M8Ceb1U6AMgAAAAAAAAAAAAAAU/MvDCw3eb+LQqlayX9MVZdYDvlVFd/4rUwbUx58dK+0liz0im3virlhNS82tmarczQlxtmFOYjU56kZdD3fsflJyuJUnaeLuQrhVWPUuKW2Y1cKkS4tWI9jvsqtTBmPQ4uYa1bo8mNJpJVj1WVqTuSpTcj2r9KYoVlsAAfNWrSo01qVXtp026XPcqNROlVAql44r5AtTvl1bvRkycdVsaHjKqK77OFFHoi/tKhMxZ5qIfmriVmPGnlmw/gcJy4fi17+Gpq+2nFbi7HnRXYtJmriR7bHwrtlC4Jecxy6uZL6mlsuaifKp6ccKMdMWMRF5OXDmwLgvpdysgBzWuarXIitVMFRdKKigUW78KoKTn3bKk2rlm8u+J74mCxaq8uFaMvwKnRh7cFJhrZ5UzpxCy793mvLrrlEZo/F7H96ip7XxnYPb710J7EJmmJUzZeKeQbxg2NeaFKtyLHlLs1RHfZ1a2piv7OJcxNatVOpTqMR9NyPY5MWuauKKnuVCoyAA0y5sOHSWtLr049FOWpVe1jfyuVEAqN04wZFh1dmizXXecuinDtlN0p71/Vcz7v/AGibNa1HLceLOaF1LfCpZPtb+WbNwkTnNX7FDqsX3P8Ayk5OImMrcNMv2KU65VfmXW+1F1q13nu+dXV36mtijE9mGn3lkS+ltKgAAAAAAAAAAAAAAAAr8H1/evCrV2i4AWAAAAgOIXoHMvhU7szwJ5vVToAyAAAAAAAAAAAAAAAAAeG62GyXen8u6QI85iJgiSKTKmHRrIuH0Ayqcjgpw/dVdWhw61tru5asKTWpL9Cazmp+Qmsa2r4ThJTYmEfNuZaDU0spsuPwIv7K09IwbC8JvmJ/E5wzLV1tNRn4hq03f6iU9CDBszS4KZEWo2rcKMq61Wri186VWqLj0NcxF/INYbVabRlfLlmbharZGhaMFdRpMY5elyJrL9KlwmUmEAAAAAAARN5ylli9Iv4taosxyph8yrSatRE91TDXT6FJhZVZdwTyNTetS3NmWl6rjrQpdanp/wBZzxqu1Y/umexE2fOOZaat6rXXDXYiezVWmgwbH90dB+CSc2Zkks56dS4rqKvQjE/SMGzZF4K8PKVX58iBUuEhP7WZXrVl+lFcjV/INYbVbbZZbPaqXybZBjwaXOyPSZSRenURMSs5ewAAAAAAAAAAAAAAAAAAAK/B9f3rwq1douAFgAAAIDiF6BzL4VO7M8Ceb1U6AMgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAFfg+v714Vau0XACwAAAEBxC9A5l8KndmeBPN6qdAGQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACvwfX968KtXaLgBYAAACA4hegcy+FTuzPAnm9VOgDIAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABX4Pr+9eFWrtFwAsAAABAcQvQOZfCp3ZngTzeqnQBkAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAr8H1/evCrV2i4AWAAAA8GYbT+MWC52j5vyPxGJXifP1dfU+fTdT1tXFutq62OGKARyQc/ImH4zavK5O8QM7Fn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIDYs/d82ryuTvEBsWfu+bV5XJ3iA2LP3fNq8rk7xAbFn7vm1eVyd4gNiz93zavK5O8QGxZ+75tXlcneIGyy2S6xrtOut0nUJkqZQjRUSLGfFpspxX13t+F9eS5znLJdiusnImgCbAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD/9k=)

Intersection of A and B is a set of elements that are common in both sets.

Intersection is performed using & operator. Same can be accomplished using the method intersection().
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Try the following examples on Python shell.

# use intersection function on A

>>> A.intersection(B)

{4, 5}

# use intersection function on B

>>> B.intersection(A)

{4, 5}

### Set Difference

![Set Difference in Python](data:image/jpeg;base64,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)

Difference of A and B (A - B) is a set of elements that are only in A but not in B. Similarly, B - A is a set of element in B but not in A.

Difference is performed using - operator. Same can be accomplished using the method difference().

Try the following examples on Python shell.

# use difference function on A

>>> A.difference(B)

{1, 2, 3}

# use - operator on B

>>> B - A

{8, 6, 7}

# use difference function on B

>>> B.difference(A)

{8, 6, 7}

### Set Symmetric Difference
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Symmetric Difference of A and B is a set of elements in both A and B except those that are common in both.

Symmetric difference is performed using ^ operator. Same can be accomplished using the method symmetric\_difference().

## Different Python Set Methods

There are many set methods, some of which we have already used above. Here is a list of all the methods that are available with set objects.

|  |  |
| --- | --- |
| Python Set Methods | |
| Method | Description |
| [add()](https://www.programiz.com/python-programming/methods/set/add) | Add an element to a set |
| [clear()](https://www.programiz.com/python-programming/methods/set/clear) | Remove all elements form a set |
| [copy()](https://www.programiz.com/python-programming/methods/set/copy) | Return a shallow copy of a set |
| [difference()](https://www.programiz.com/python-programming/methods/set/difference) | Return the difference of two or more sets as a new set |
| [difference\_update()](https://www.programiz.com/python-programming/methods/set/difference_update) | Remove all elements of another set from this set |
| [discard()](https://www.programiz.com/python-programming/methods/set/discard) | Remove an element from set if it is a member. (Do nothing if the element is not in set) |
| [intersection()](https://www.programiz.com/python-programming/methods/set/intersection) | Return the intersection of two sets as a new set |
| [intersection\_update()](https://www.programiz.com/python-programming/methods/set/intersection_update) | Update the set with the intersection of itself and another |
| [isdisjoint()](https://www.programiz.com/python-programming/methods/set/isdisjoint) | Return True if two sets have a null intersection |
| [issubset()](https://www.programiz.com/python-programming/methods/set/issubset) | Return True if another set contains this set |
| [issuperset()](https://www.programiz.com/python-programming/methods/set/issuperset) | Return True if this set contains another set |
| [pop()](https://www.programiz.com/python-programming/methods/set/pop) | Remove and return an arbitary set element. Raise KeyErrorif the set is empty |
| [remove()](https://www.programiz.com/python-programming/methods/set/remove) | Remove an element from a set. If the element is not a member, raise a KeyError |
| [symmetric\_difference()](https://www.programiz.com/python-programming/methods/set/symmetric_difference) | Return the symmetric difference of two sets as a new set |
| [symmetric\_difference\_update()](https://www.programiz.com/python-programming/methods/set/symmetric_difference_update) | Update a set with the symmetric difference of itself and another |
| [union()](https://www.programiz.com/python-programming/methods/set/union) | Return the union of sets in a new set |
| [update()](https://www.programiz.com/python-programming/methods/set/update) | Update a set with the union of itself and others |

## Other Set Operations

### Set Membership Test

We can test if an item exists in a set or not, using the keyword in.

## # initialize my\_set

## my\_set = set("apple")

## # check if 'a' is present

## # Output: True

## print('a' in my\_set)

## # check if 'p' is present

## # Output: False

## print('p' not in my\_set)

### Iterating Through a Set

Using a for loop, we can iterate though each item in a set.

>>> for letter in set("apple"):

... print(letter)

...

a

p

e

l

### Built-in Functions with Set

Built-in functions like all(), any(), enumerate(), len(), max(), min(), sorted(), sum() etc. are commonly used with set to perform different tasks.

|  |  |
| --- | --- |
| Built-in Functions with Set | |
| Function | Description |
| [all()](https://www.programiz.com/python-programming/methods/built-in/all) | Return True if all elements of the set are true (or if the set is empty). |
| [any()](https://www.programiz.com/python-programming/methods/built-in/any) | Return True if any element of the set is true. If the set is empty, return False. |
| [enumerate()](https://www.programiz.com/python-programming/methods/built-in/enumerate) | Return an enumerate object. It contains the index and value of all the items of set as a pair. |
| [len()](https://www.programiz.com/python-programming/methods/built-in/len) | Return the length (the number of items) in the set. |
| [max()](https://www.programiz.com/python-programming/methods/built-in/max) | Return the largest item in the set. |
| [min()](https://www.programiz.com/python-programming/methods/built-in/min) | Return the smallest item in the set. |
| [sorted()](https://www.programiz.com/python-programming/methods/built-in/sorted) | Return a new sorted list from elements in the set(does not sort the set itself). |
| [sum()](https://www.programiz.com/python-programming/methods/built-in/sum) | Retrun the sum of all elements in the set. |

## Python Frozenset

Frozenset is a new class that has the characteristics of a set, but its elements cannot be changed once assigned. While tuples are immutable lists, frozensets are immutable sets.

Sets being mutable are unhashable, so they can't be used as dictionary keys. On the other hand, frozensets are hashable and can be used as keys to a dictionary.

Frozensets can be created using the function frozenset().

This datatype supports methods like copy(), difference(), intersection(), isdisjoint(), issubset(), issuperset(), symmetric\_difference() and union(). Being immutable it does not have method that add or remove elements.

## # initialize A and B

## A = frozenset([1, 2, 3, 4])

## B = frozenset([3, 4, 5, 6])

Try these examples on Python shell.

>>> A.isdisjoint(B)

False

>>> A.difference(B)

frozenset({1, 2})

>>> A | B

frozenset({1, 2, 3, 4, 5, 6})

>>> A.add(3)

...

AttributeError: 'frozenset' object has no attribute 'add'

# **Python Arrays**

Arrays are fundamental part of most programming languages. It is the collection of elements of a single data type, eg. array of int, array of string.

However, in Python, there is no native array data structure. So, we use [Python lists](https://www.programiz.com/python-programming/list) instead of an array.

**Note:** If you want to create real arrays in Python, you need to use [NumPy's array](https://docs.scipy.org/doc/numpy-1.13.0/reference/generated/numpy.array.html) data structure. For mathematical problems, NumPy Array is more efficient.

Unlike arrays, a single list can store elements of any data type and does everything an array does. We can store an integer, a float and a string inside the same list. So, it is more flexible to work with.

[10, 20, 30, 40, 50 ] is an example of what an array would look like in Python, but it is actually a list.

## Create an Array

We can create a Python array with comma separated elements between square brackets[].

#### Example 1: How to create an array in Python?

We can make an integer array and store it to arr.

arr = [10, 20, 30, 40, 50]

## Access elements of an Array

We can access individual elements of an array using index inside square brackets [].

### Array Index

Index is the position of element in an array. In Python, arrays are zero-indexed. This means, the element's position starts with 0 instead of 1.

#### Example 2: Accessing elements of array using indexing

arr = [10, 20, 30, 40, 50]

print(arr[0])

print(arr[1])

print(arr[2])

When we run the above program, the output will be:

10

20

30

Here, the first element of arr is arr[0], second is arr[1], third is arr[2], and so on.

### Negative Indexing

Python programming supports negative indexing of arrays, something that is not available in arrays in most programming languages. This means the index value of -1 gives the last element, and -2 gives the second to last element of an array.

#### Example 3: Accessing elements of array using negative indexing

arr = [10, 20, 30, 40, 50]

print(arr[-1])

print(arr[-2])

When we run the above program, the output will be:

50

40

## Find length of an Array

Python arrays are just lists, so finding the length of an array is equivalent to finding length of a list in Python.

#### Example 4: Find length of an array using len()

brands = ["Coke", "Apple", "Google", "Microsoft", "Toyota"]

num\_brands = len(brands)

print(num\_brands)

When we run the above program, the output will be:

5

As seen from the above example, the len function gives the length of array brands which is 5.

## Add an element to an Array

To add a new element to an array, we use append() method in Python.

#### Example 5: Adding an element in an array using append()

add = ['a', 'b', 'c']

add.append('d')

print(add)

When we run the above program,the output will be

['a', 'b', 'c', 'd']

Here, we used append() method to add 'd'.

## Remove elements from an Array

Python's list implementation of array allows us to delete any elements from an array using del operator.

Similarly, we can also use remove() and pop() methods to remove elements in an array.

#### Example 6: Removing elements of an array using del, remove() and pop()

colors = ["violet", "indigo", "blue", "green", "yellow", "orange", "red"]

del color[4]

colors.remove("blue")

colors.pop(3)

print(color)

When we run the above program, the output will be

['violet', 'indigo', 'green', 'red']

In the above program,

* First, we used del statement to remove element located at index 4, i.e. 'yellow'. Now, the colors array becomes ['violet', 'indigo', 'blue', 'green', 'orange', 'red'].
* Then, we used remove('blue') function to remove element 'blue' from the array. Now the colors array becomes ['violet', 'indigo', 'green', 'orange', 'red'].
* Then, we used pop(3) function to delete element at index 3, i.e. 'orange'. Finally, the colors array becomes ['violet', 'indigo', 'orange', 'red'] as shown in the output.

## Modify elements of an Array

We can change values of elements within an array using indexing and assignment operator (=). We select the position of any element using indexing and use assignment operator to provide a new value for the element.

#### Example 7: Modifying elements of an array using Indexing

fruits = ["Apple", "Banana", "Mango", "Grapes", "Orange"]

fruits[1] = "Pineapple"

fruits[-1] = "Guava"

print(fruits)

When we run the above program, the output will be:

['Apple', 'Pineapple', 'Mango', 'Grapes', 'Guava']

When we print the elements of fruits it shows that Pineapple have replaced Mango at index 1.

We also changed last element of fruits to Guava, using negative indexing.

Thus, we can change and update the elements of array easily.

### Python operators to modify elements in  an Array

In Python arrays, operators like +, \* can also be used to modify elements.

We can use + operator to concatenate (combine) two arrays.

#### Example 8: Concatenating two arrays using + operator

concat = [1, 2, 3]

concat + [4,5,6]

print(concat)

When we run the above program. the output will be:

[1, 2, 3, 4, 5, 6]

Similarly, we can use \* operator to repeat the elements multiple times.

#### Example 8: Repeating elements in array using \* operator

repeat = ["a"]

repeat = repeat \* 5

print(repeat)

When we run the above program, the output will be

['a', 'a', 'a', 'a', 'a']

We repeated string "a" for 5 times, using \* operator.

## Slicing an Array

Python has a slicing feature which allows to access pieces of an array. We, basically, slice an array using a given range (eg. 2nd to 5th position), giving us elements we require. This is done by using indexes separated by a colon [x : y].

We can use negative indexing with slicing too.

#### Example 9: Slicing an array using Indexing

fruits = ["Apple", "Banana", "Mango", "Grapes", "Orange"]

print(fruits[1:4])

print(fruits[ : 3])

print(fruits[-4:])

print(fruits[-3:-1])

When we run the above program, the output will be:

['Banana', 'Mango', 'Grapes']

['Apple', 'Banana', 'Mango']

['Banana', 'Mango', 'Grapes', 'Orange']

['Mango', 'Grapes']

While creating a slice [1:4], slicing starts (inclusive) with left index number, and slicing ends (exclusive) with right index number. This means slicing only prints out the elements of position 1, 2, and 3. Here, position 4 is exclusive so we don't get Orange as an output.

In the code fruits[:3], you can see we didn't include the index on the left. This means, slicing takes all elements until the index on the right (excluding the right index), i.e. first 3 (0, 1, 2) elements of the array.

Likewise, fruits[-4:] prints all elements after second position (1 or -4) i.e 'Banana'. This code is equivalent to fruits[1:].

In the final code, fruits[-3:-1], it all elements starting from index -3 to -2.

## Python Array Methods

Other array operations are also available in Python using list/array methods given as:

|  |  |
| --- | --- |
| Methods | Functions |
| append() | to add element to the end of the list |
| extend() | to extend all elements of a list to the another list |
| insert() | to insert an element at the another index |
| remove() | to remove an element from the list |
| pop() | to remove elements return element at the given index |
| clear() | to remove all elements from the list |
| index() | to return the index of the first matched element |
| count() | to count of number of elements passed as an argument |
| sort() | to sort the elements in ascending order by default |
| reverse() | to reverse order element in a list |
| copy() | to return a copy of elements in a list |

## Multidimensional arrays

All arrays created above are single dimensional. We can also create a multidimensional array in Python. A multidimensional array is an array within an array. This means an array holds different arrays inside it.

#### Example 10: Create a two-dimensional array using lists

multd = [[1,2], [3,4], [5,6], [7,8]]

print(multd[0])

print(multd[3])

print(multd[2][1])

print(multd[3][0])

When we run the above program, the output will be

[1, 2]

[7, 8]

6

7

Here, we have 4 elements and each elements hold another 2 sub-elements.

# **Python Matrix**

## What is a matrix?

A matrix is a two-dimensional data structure. In real-world tasks you often have to store rectangular data table. The table below shows the marks of three students in different subjects.

| S.No | Student Name | Science | English | History | Arts | Maths |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | Roy | 80 | 75 | 85 | 90 | 95 |
| 2 | John | 75 | 80 | 75 | 85 | 100 |
| 3 | Dave | 80 | 80 | 80 | 90 | 95 |

Such tables are called matrices or two-dimensional arrays. In python any table can be represented as a list of lists (a list, where each element is in turn a list).

For example:

A = [['Roy',80,75,85,90,95],['John',75,80,75,85,100],['Dave',80,80,80,90,95]]

In the above example A represents a 3\*6 matrix where 3 is number of rows and 6 is number of columns.

## How to create a matrix?

In python, matrix is a nested list. A list is created by placing all the items (elements) inside a square bracket [ ], separated by commas.

#### Example 1: Create a matrix in python

Here's a program that creates a numerical table with 3 rows and 6 columns.

# a is 2-D matrix with integers

a = [['Roy',80,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Dave',80,80,80,90,95]]

#b is a nested list but not a matrix

b= [['Roy',80,75,85,90,95],

  ['John',75,80,75],

  ['Dave',80,80,80,90,95]]

In the above examples a is a matrix as well as nested list where as bis a nested list but not a matrix.

#### Example 2: Create a dynamic matrix using for loop in python

A possible way: you can create a matrix of n\*m elements by first creating a list of nelements (say, of n zeros) and then make each of the elements a link to another one-dimensional list of m elements:

n = 3

m = 4

a = [0] \* n

for i in range(n):

a[i] = [0] \* m

print(a)

When you run the program, the output will be:

[[0 0 0 0],

 [0 0 0 0],

 [0 0 0 0]]

#### Example 3: Create a matrix using numpy in pyhton

Another way to create a matrix is using numpy library.

from numpy import \*

x = range(16)

x = reshape(x,(4,4))

print(x)

When you run the program, the output will be

[[0 1 2 3],

 [4 5 6 7],

 [8 9 10 11],

 [12 13 14 15]]

## How to access elements in a matrix?

There are various ways in which we can access elements of a python matrix.

### List Index

Similar to list we can access elements of a matrix by using square brackets [] after the variable like a[row][col].

#### Example 4: Accessing elements of the matrix in python by using list index

# a is 2-D matrix with integers

a = [['Roy',80,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Dave',80,80,80,90,95]]

print(a[0])

print(a[0][1])

print(a[1][2])

When you run the program, the output will be:

['Roy', 80, 75, 85, 90, 95]

80

80

Here a is a matrix that contains name and marks of the students.

To see all the marks for the student Roy, we have accessed it by a[0] where 0 is 1st row of the matrix. This gives the output ['Roy',80,75,85,90,95].

Similarly, we can view only his marks in Science by accessing the position of it a[0][1]where 0 is 1st row and 1 is the 2nd column of the matrix. This gives the output 80.

If we wanted to view John's marks in English by accessing the position of it a[1][2] where 1 is 2nd row and 2 is the 3rd column of the matrix. This gives the output 80.

### Negative Indexing

Python allows negative indexing for its sequences. The index of -1 refers to the last item, -2 to the second last item and so on.

#### Example 5: Accessing elements of the matrix in python by using negative list index

a = [['Roy',80,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Dave',80,80,80,90,95]]

print(a[-1])

print(a[-1][-2])

print(a[-2][-3])

When you run the above program, the output will be

['Dave', 80, 80, 80, 90, 95]

90

75

Here a is a matrix that contains name and marks of the students.

To see all the marks for the student Dave, we have accessed it by a[-1] where -1 is last row of the matrix. This gives the output ['Dave', 80, 80, 80, 90, 95].

Similarly, we can view only his marks in Arts by accessing the position of it a[-1][-2] where -1 is last row and -2 is the second last column of the matrix. This gives the output 90.

If we wanted to view John's marks in History by accessing the position of it a[-2][-3] where -2 is second last row and -3 is the third last column of the matrix. This gives the output 75.

## Why and how to slice matrix in python?

In the students matrix we store marks for different subjects of three students. Suppose we want to access marks of Science for all 3 students, here we will be using slicing to get the sub elements of the matrix. In python slicing is done using colon(:) with a syntax (start:end:increment) but for matrix we have to do it using numpy library.

We use slicing to get specific sets of sub-elements from it, without any long, drawn out for loops.

#### Example 6: Slicing a matrix in python using colon(:)  and numpy

from numpy import \*

a = array([['Roy',80,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Dave',80,80,80,90,95]])

print(a[:3,[0,1]])

When we run the above program, the output will be

[['Roy',80],

  ['John',75],

['Dave',80]]

Here we have created the matrix a by using array() method from numpy.

Since we have to access Roy's and John's Science marks with their names, we used a[:3,[0,1]] where :3 is for firts three rows and [0,1] is for the first two columns.

## How to change or add elements of a matrix?

In python list are mutable, meaning, their elements can be changed unlike string or tuple.

We can use assignment operator (=) to change an item or a range of items.

#### Example 7: Change elements of a matrix in python

a = [['Roy',80,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Dave',80,80,80,90,95]]

b=a[0]

print(b)

b[1]=75

print(b)

a[2]=['Sam',82,79,88,97,99]

print(a)

a[0][4]=95

print(a)

When we run the above program, the output will be

b=['Roy',80,75,85,90,95]

b=['Roy',75,75,85,90,95]

a= [['Roy',75,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Sam',82,79,88,97,99]]

a=[['Roy',75,75,85,95,95],

  ['John',75,80,75,85,100],

  ['Sam',82,79,88,97,99]]

Here a is a matrix where we have stored name and marks of the students.

We have stored Roy's marks row in the variable b, by using it's row position from the matrix which is 0 so it becomes a[0].

To change Roy's marks in Science, by directly accessing that position where the marks is stored; as the position of that is a[0][1]. So, in b it will be b[1].

We replaced Dave's row with a new student's marks Sam; we directly accessed the row position which is a[2] of Dave's marks and replace it by Sam's marks .

Roy's marks in Arts was entered wrong, we accessed the position a[0][4] where 0 is the first row and 4 is the fifth column of the matrix in which the data is stored and assigned a new value.

### Python operators to add elements in matrix

We can add one row to a matrix using append() method and add a item using insert()method by importing numpy library.

Now we will be adding a new row in the students table or matrix which contains a new student's marks.

#### Example 8: Adding a new row in the matrix in python using append()

from numpy import \*

a = array([['Roy',80,75,85,90,95],

['John',75,80,75,85,100],

['Dave',80,80,80,90,95]])

a= append(a,[['Sam',82,79,88,97,99]],0)

//here 0 is axis that represents the dimensions where 0 stands for row and 1 stands for column

print(a)

When we run the above program, the output will be

[['Roy',80,75,85,90,95],

 ['John',75,80,75,85,100],

 ['Dave',80,80,80,90,95],

 ['Sam',82,79,88,97,99]]

Here we have created the matrix a using array() method from numpy library.

We are using append() method from numpy to add a row in the matrix where a is the matrix, ['Sam',82,79,88,97,99] is the new row and 0 is the axis that represents the row.

#### Example 9: Add a new column in the matrix for economics marks using insert().

from numpy import \*

a = array([['Roy',80,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Dave',80,80,80,90,95]])

a= insert(a,[6],[[73],[80],[85]],axis=1)

//here axis represents the dimensions where 0 stands for row and 1 stands for column

print(a)

When we run the above program, the output will be

[['Roy',80,75,85,90,95,73],

 ['John',80,75,80,75,85,100,80],

 ['Dave',85,80,80,80,90,95,85]]

Here we have created the matrix a using array() method from numpy library.

We are using insert() method from numpy to add a column in the matrix where a is the matrix, [6] is the column where we have to insert the values, [[73],[80],[85]] is the new column and 1 is the axis that represents the column.

### Concatenation of matrix in Python

We can also use + operator to combine two different lists. This is also called concatenation.

#### Example 10: Add a row in the matrix in python using +

a=[['Roy',80,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Dave',80,80,80,90,95]]

a= a+ [['Sam',82,79,88,97,99]]

print(a)

When we run the above program, the output will be

[['Roy',80,75,85,90,95],

 ['John',75,80,75,85,100],

 ['Dave',80,80,80,90,95],

 ['Sam',82,79,88,97,99]]

Here a is a matrix where we have stored name and marks of the students.

We have inserted a new row using + at the end of the matrix.

## How to delete or remove elements from a matrix?

We can delete an entire row of items from a matrix using the method delete from numpylibrary.

#### Example 11: Delete a row of a matrix in python using delete from numpy

from numpy import \*

a = array([['Roy',80,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Dave',80,80,80,90,95]])

a= delete(a,[1],0)

print(a)

When we run the above program, the output will be

[['Roy',80,75,85,90,95],

 ['Dave',80,80,80,90,95]]

Here we have created the matrix a using array() method from numpy library.

We are using delete() method from numpy to delete a row in the matrix where a is the matrix, [1] is the second row and 0 is the axis that represents the row.

### Delete an entire column of a matrix in Python

#### Example 12: Delete columns of a matrix in python using delete from numpy

from numpy import \*

a = array([['Roy',80,75,85,90,95],

  ['John',75,80,75,85,100],

  ['Dave',80,80,80,90,95]])

a= delete(a, s\_[1::2], 1)

print(a)

When we run the above program, the output will be

[['Roy' ,75, 90],

['John', 80, 85],

['Dave', 80, 90]]

Here we have created the matrix a using array() method from numpy library.

We are using delete() method from numpy to delete a column in the matrix where a is the matrix, s\_[1::2] are the columns second, third and fourth to be deleted and 1 is the axis that represents the column.

# **Python List Comprehension**

## List Comprehension vs For Loop in Python

Suppose, we want to separate the letters of the word human and add the letters as items of a list. The first thing that comes in mind would be using [for loop](https://www.programiz.com/python-programming/for-loop).

#### Example 1: Iterating through a string Using for Loop

h\_letters = []

for letter in 'human':

h\_letters.append(letter)

print(h\_letters)

When we run the program, the output will be:

['h','u','m','a','n']

However, Python has an easier way to solve this issue using List Comprehension. List comprehension is an elegant way to define and create lists based on existing lists.

Let’s see how the above program can be written using list comprehensions.

### Example 2: Iterating through a string Using List Comprehension

h\_letters = [ letter for letter in 'human' ]

print( h\_letters)

When we run the program, the output will be:

['h', 'u', 'm', 'a', 'n']

In the above example, a new list is assigned to variable h\_letters, and list contains the items of the iterable string 'human'. We call print() function to receive the output.

### Syntax of List Comprehension

[expression for item in list]
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We can now identify where list comprehensions are used.

If you noticed, human is a string, not a list. This is the power of list comprehension. It can identify when it receives a string or a tuple and work on it like a [list](https://www.programiz.com/python-programming/list).

You can do that using loops. However, not every loop can be rewritten as list comprehension. But as you learn and get comfortable with list comprehensions, you will find yourself replacing more and more loops with this elegant syntax.

## List Comprehensions vs Lambda functions

List comprehensions aren’t the only way to work on lists. Various built-in functions and [lambda functions](https://www.programiz.com/python-programming/anonymous-function) can create and modify lists in less lines of code.

#### Example 3: Using Lambda functions inside List

h\_letters = list(map(lambda x: x, 'human'))

When we run the program, the output will be

['h','u','m','a','n']

However, list comprehensions are usually more human readable than lambda functions. It is easier to understand what the programmer was trying to accomplish when list comprehensions are used.

## Conditionals in List Comprehension

List comprehensions can utilize conditional statement to modify existing list (or other tuples). We will create list that uses mathematical operators, integers, and [range()](https://www.programiz.com/python-programming/methods/built-in/range).

#### Example 4: Using if with List Comprehension

number\_list = [ x for x in range(20) if x % 2 == 0]

print(number\_list)

When we run the above program, the output will be:

[0, 2, 4, 6, 8, 10, 12, 14, 16, 18]

The list ,number\_list, will be populated by the items in range from 0-19 if the item's value is divisible by 2.

#### Example 5: Nested IF with List Comprehension

num\_list = [y for y in range(100) if y % 2 == 0 if y % 5 == 0]

print(num\_list)

When we run the above program, the output will be:

[0, 10, 20, 30, 40, 50, 60, 70, 80, 90]

Here, list comprehension checks:

1. Is y divisible by 2 or not?
2. Is y divisible by 5 or not?

If y satisfies both conditions, y is appended to num\_list.

#### Example 6: if...else With List Comprehension

obj = ["Even" if i%2==0 else "Odd" for i in range(10)]

print(obj)

When we run the above program, the output will be:

['Even', 'Odd', 'Even', 'Odd', 'Even', 'Odd', 'Even', 'Odd', 'Even', 'Odd']

Here, list comprehension will check the 10 numbers from 0 to 9. If i is divisible by 2, then Even is appended to the obj list. If not, Odd is appended.

## Nested Loops in List Comprehension

Suppose, we need to compute transpose of a matrix which requires nested for loop. Let’s see how it is done using normal for loop first.

#### Example 7: Transpose of Matrix using Nested Loops

transposed = []

for i in range(2):

transposed\_row = []

for row in matrix:

transposed\_row.append(row[i])

transposed.append(transposed\_row)

print(transposed)

When we run the above program, the output will be:

[[1,3,5,7],[2,4,6,8]]

The above code usestwo for loops to find transpose of a matrix.

We can also perform nested iteration inside a list comprehension. In this section, we will find transpose of a matrix using nested loop inside list comprehension.

#### Example 8: Transpose of a Matrix using List Comprehension

matrix = [[1, 2],[3,4],[5,6],[7,8]]

transpose = [[row[i] for row in matrix] for i in range(2)]

print (transpose)

When we run the above program, the output will be:

[[1,3,5,7],[2,4,6,8]]

In above program, we have a variable matrix which have 4 rows and 2 columns.We need to find transpose of the matrix. For that, we used list comprehension.

**\*\*Note:** The nested loops in list comprehension don’t work like normal nested loops. In the above program, for i in range(2) is executed before row[i] for row in matrix. Hence at first, a value is assigned to i then item directed by row[i] is appended in the transposevariable.

## Key Points to Remember

* List comprehension is an elegant way to define and create lists based on existing lists.
* List comprehension is generally more compact and faster than normal functions and loops for creating list.
* However, we should avoid writing very long list comprehensions in one line to ensure that code is user-friendly.
* Remember, every list comprehension can be rewritten in for loop, but every for loop can’t be rewritten in the form of list comprehension.

# **Python Object Oriented Programming**

## Introduction to OOPs in Python

Python is a multi-paradigm programming language. Meaning, it supports different programming approach.

One of the popular approach to solve a programming problem is by creating objects. This is known as Object-Oriented Programming (OOP).

An object has two characteristics:

* attributes
* behavior

Let's take an example:

Parrot is an object,

* name, age, color are attributes
* singing, dancing are behavior

The concept of OOP in Python focuses on creating reusable code. This concept is also known as DRY (Don't Repeat Yourself).

In Python, the concept of OOP follows some basic principles:

|  |  |
| --- | --- |
| Inheritance | A process of using details from a new class without modifying existing class. |
| Encapsulation | Hiding the private details of a class from other objects. |
| Polymorphism | A concept of using common operation in different ways for different data input. |

## Class

A class is a blueprint for the object.

We can think of class as an sketch of a parrot with labels. It contains all the details about the name, colors, size etc. Based on these descriptions, we can study about the parrot. Here, parrot is an object.

The example for class of parrot can be :

class Parrot:

pass

Here, we use class keyword to define an empty class Parrot. From class, we construct instances. An instance is a specific object created from a particular class.

## Object

An object (instance) is an instantiation of a class. When class is defined, only the description for the object is defined. Therefore, no memory or storage is allocated.

The example for object of parrot class can be:

obj = Parrot()

Here, obj is object of class Parrot.

Suppose we have details of parrot. Now, we are going to show how to build the class and objects of parrot.

#### Example 1: Creating Class and Object in Python

## class Parrot:

## # class attribute

## species = "bird"

## # instance attribute

## def \_\_init\_\_(self, name, age):

## self.name = name

## self.age = age

## # instantiate the Parrot class

## blu = Parrot("Blu", 10)

## woo = Parrot("Woo", 15)

## # access the class attributes

## print("Blu is a {}".format(blu.\_\_class\_\_.species))

## print("Woo is also a {}".format(woo.\_\_class\_\_.species))

## # access the instance attributes

## print("{} is {} years old".format( blu.name, blu.age))

## print("{} is {} years old".format( woo.name, woo.age))

When we run the program, the output will be:

Blu is a bird

Woo is also a bird

Blu is 10 years old

Woo is 15 years old

In the above program, we create a class with name Parrot. Then, we define attributes. The attributes are a characteristic of an object.

Then, we create instances of the Parrot class. Here, blu and woo are references (value) to our new objects.

Then, we access the class attribute using \_\_class \_\_.species. Class attributes are same for all instances of a class. Similarly, we access the instance attributes using blu.name and blu.age. However, instance attributes are different for every instance of a class.

## Methods

Methods are functions defined inside the body of a class. They are used to define the behaviors of an object.

### Example 2 : Creating Methods in Python

## class Parrot:

## 

## # instance attributes

## def \_\_init\_\_(self, name, age):

## self.name = name

## self.age = age

## 

## # instance method

## def sing(self, song):

## return "{} sings {}".format(self.name, song)

## def dance(self):

## return "{} is now dancing".format(self.name)

## # instantiate the object

## blu = Parrot("Blu", 10)

## # call our instance methods

## print(blu.sing("'Happy'"))

## print(blu.dance())

When we run program, the output will be:

Blu sings 'Happy'

Blu is now dancing

In the above program, we define two methods i.e sing() and dance(). These are called instance method because they are called on an instance object i.e blu.

## Inheritance

Inheritance is a way of creating new class for using details of existing class without modifying it. The newly formed class is a derived class (or child class). Similarly, the existing class is a base class (or parent class).

### Example 3: Use of Inheritance in Python

# parent class

class Bird:

def \_\_init\_\_(self):

print("Bird is ready")

def whoisThis(self):

print("Bird")

def swim(self):

print("Swim faster")

# child class

class Penguin(Bird):

def \_\_init\_\_(self):

# call super() function

super().\_\_init\_\_()

print("Penguin is ready")

def whoisThis(self):

print("Penguin")

def run(self):

print("Run faster")

peggy = Penguin()

peggy.whoisThis()

peggy.swim()

peggy.run()

When we run this program, the output will be:

Bird is ready

Penguin is ready

Penguin

Swim faster

Run faster

In the above program, we created two classes i.e. Bird (parent class) and Penguin (child class). The child class inherits the functions of parent class. We can see this from swim()method. Again, the child class modified the behavior of parent class. We can see this from whoisThis() method. Furthermore, we extend the functions of parent class, by creating a new run() method.

Additionally, we use super() function before \_\_init\_\_() method. This is because we want to pull the content of \_\_init\_\_() method from the parent class into the child class.

## Encapsulation

Using OOP in Python, we can restrict access to methods and variables. This prevent data from direct modification which is called encapsulation. In Python, we denote private attribute using underscore as prefix i.e single “ \_ “ or double “ \_\_“.

class Computer:

def \_\_init\_\_(self):

self.\_\_maxprice = 900

def sell(self):

print("Selling Price: {}".format(self.\_\_maxprice))

def setMaxPrice(self, price):

self.\_\_maxprice = price

c = Computer()

c.sell()

# change the price

c.\_\_maxprice = 1000

c.sell()

# using setter function

c.setMaxPrice(1000)

c.sell()

When we run this program, the output will be:

Selling Price: 900

Selling Price: 900

Selling Price: 1000

In the above program, we defined a class Computer. We use \_\_init\_\_() method to store the maximum selling price of computer. We tried to modify the price. However, we can’t change it because Python treats the \_\_maxprice as private attributes. To change the value, we used a setter function i.e setMaxPrice() which takes price as parameter.

## Polymorphism

Polymorphism is an ability (in OOP) to use common interface for multiple form (data types).

Suppose, we need to color a shape, there are multiple shape option (rectangle, square, circle). However we could use same method to color any shape. This concept is called Polymorphism.

### Example 5: Using Polymorphism in Python

class Parrot:

def fly(self):

print("Parrot can fly")

def swim(self):

print("Parrot can't swim")

class Penguin:

def fly(self):

print("Penguin can't fly")

def swim(self):

print("Penguin can swim")

# common interface

def flying\_test(bird):

bird.fly()

#instantiate objects

blu = Parrot()

peggy = Penguin()

# passing the object

flying\_test(blu)

flying\_test(peggy)

When we run above program, the output will be:

Parrot can fly

Penguin can't fly

In the above program, we defined two classes Parrot and Penguin. Each of them have common method fly() method. However, their functions are different. To allow polymorphism, we created common interface i.e flying\_test() function that can take any object. Then, we passed the objects blu and peggy in the flying\_test() function, it ran effectively.

**Key Points to Remember:**

* The programming gets easy and efficient.
* The class is sharable, so codes can be reused.
* The productivity of programmars increases
* Data is safe and secure with data abstraction.

# **Python Objects and Class**

## What are classes and objects in Python?

Python is an object oriented programming language. Unlike procedure oriented programming, where the main emphasis is on functions, object oriented programming stress on objects.

Object is simply a collection of data (variables) and methods (functions) that act on those data. And, class is a blueprint for the object.

We can think of class as a sketch (prototype) of a house. It contains all the details about the floors, doors, windows etc. Based on these descriptions we build the house. House is the object.

As, many houses can be made from a description, we can create many objects from a class. An object is also called an instance of a class and the process of creating this object is called **instantiation**.

## Defining a Class in Python

Like function definitions begin with the keyword [def](https://www.programiz.com/python-programming/keyword-list#def), in Python, we define a class using the keyword [class](https://www.programiz.com/python-programming/keyword-list#class).

The first string is called docstring and has a brief description about the class. Although not mandatory, this is recommended.

Here is a simple class definition.

class MyNewClass:

'''This is a docstring. I have created a new class'''

pass

A class creates a new local [namespace](https://www.programiz.com/python-programming/namespace) where all its attributes are defined. Attributes may be data or functions.

There are also special attributes in it that begins with double underscores (\_\_). For example, \_\_doc\_\_ gives us the docstring of that class.

As soon as we define a class, a new class object is created with the same name. This class object allows us to access the different attributes as well as to instantiate new objects of that class.

## class MyClass:

## "This is my second class"

## a = 10

## def func(self):

## print('Hello')

## # Output: 10

## print(MyClass.a)

## # Output: <function MyClass.func at 0x0000000003079BF8>

## print(MyClass.func)

## # Output: 'This is my second class'

## print(MyClass.\_\_doc\_\_)

When you run the program, the output will be:

10

<function 0x7feaa932eae8="" at="" myclass.func="">

This is my second class

## Creating an Object in Python

We saw that the class object could be used to access different attributes.

It can also be used to create new object instances (instantiation) of that class. The procedure to create an object is similar to a [function](https://www.programiz.com/python-programming/function)call.

>>> ob = MyClass()

This will create a new instance object named ob. We can access attributes of objects using the object name prefix.

Attributes may be data or method. Method of an object are corresponding functions of that class. Any function object that is a class attribute defines a method for objects of that class.

This means to say, since MyClass.func is a function object (attribute of class), ob.func will be a method object.

## Constructors in Python

Class functions that begins with double underscore (\_\_) are called special functions as they have special meaning.

Of one particular interest is the \_\_init\_\_() function. This special function gets called whenever a new object of that class is instantiated.

This type of function is also called constructors in Object Oriented Programming (OOP). We normally use it to initialize all the variables.

## Deleting Attributes and Objects

Any attribute of an object can be deleted anytime, using the del statement. Try the following on the Python shell to see the output.

>>> c1 = ComplexNumber(2,3)

>>> del c1.imag

>>> c1.getData()

Traceback (most recent call last):

...

AttributeError: 'ComplexNumber' object has no attribute 'imag'

>>> del ComplexNumber.getData

>>> c1.getData()

Traceback (most recent call last):

...

AttributeError: 'ComplexNumber' object has no attribute 'getData'

We can even delete the object itself, using the del statement.

>>> c1 = ComplexNumber(1,3)

>>> del c1

>>> c1

Traceback (most recent call last):

...

NameError: name 'c1' is not defined

Actually, it is more complicated than that. When we do c1 = ComplexNumber(1,3), a new instance object is created in memory and the name c1 binds with it.

On the command del c1, this binding is removed and the name c1 is deleted from the corresponding namespace. The object however continues to exist in memory and if no other name is bound to it, it is later automatically destroyed.

This automatic destruction of unreferenced objects in Python is also called garbage collection.
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# **Python Inheritance**

## What is Inheritance?

Inheritance is a powerful feature in object oriented programming.

It refers to defining a new [class](https://www.programiz.com/python-programming/class) with little or no modification to an existing class. The new class is called **derived (or child) class** and the one from which it inherits is called the **base (or parent) class**.

### Python Inheritance Syntax

class BaseClass:

Body of base class

class DerivedClass(BaseClass):

Body of derived class

Derived class inherits features from the base class, adding new features to it. This results into re-usability of code.

### Example of Inheritance in Python

To demonstrate the use of inheritance, let us take an example.

A polygon is a closed figure with 3 or more sides. Say, we have a class called Polygondefined as follows.

class Polygon:

def \_\_init\_\_(self, no\_of\_sides):

self.n = no\_of\_sides

self.sides = [0 for i in range(no\_of\_sides)]

def inputSides(self):

self.sides = [float(input("Enter side "+str(i+1)+" : ")) for i in range(self.n)]

def dispSides(self):

for i in range(self.n):

print("Side",i+1,"is",self.sides[i])

This class has data attributes to store the number of sides, n and magnitude of each side as a list, sides.

Method inputSides() takes in magnitude of each side and similarly, dispSides() will display these properly.

A triangle is a polygon with 3 sides. So, we can created a class called Triangle which inherits from Polygon. This makes all the attributes available in class Polygon readily available in Triangle. We don't need to define them again (code re-usability). Triangle is defined as follows.

class Triangle(Polygon):

def \_\_init\_\_(self):

Polygon.\_\_init\_\_(self,3)

def findArea(self):

a, b, c = self.sides

# calculate the semi-perimeter

s = (a + b + c) / 2

area = (s\*(s-a)\*(s-b)\*(s-c)) \*\* 0.5

print('The area of the triangle is %0.2f' %area)

However, class Triangle has a new method findArea() to find and print the area of the triangle. Here is a sample run.

>>> t = Triangle()

>>> t.inputSides()

Enter side 1 : 3

Enter side 2 : 5

Enter side 3 : 4

>>> t.dispSides()

Side 1 is 3.0

Side 2 is 5.0

Side 3 is 4.0

>>> t.findArea()

The area of the triangle is 6.00

We can see that, even though we did not define methods like inputSides() or dispSides()for class Triangle, we were able to use them.

If an attribute is not found in the class, search continues to the base class. This repeats recursively, if the base class is itself derived from other classes.

## Method Overriding in Python

In the above example, notice that \_\_init\_\_() method was defined in both classes, Triangleas well Polygon. When this happens, the method in the derived class overrides that in the base class. This is to say, \_\_init\_\_() in Triangle gets preference over the same in Polygon.

Generally when overriding a base method, we tend to extend the definition rather than simply replace it. The same is being done by calling the method in base class from the one in derived class (calling Polygon.\_\_init\_\_() from \_\_init\_\_() in Triangle).

A better option would be to use the built-in function super(). So, super().\_\_init\_\_(3) is equivalent to Polygon.\_\_init\_\_(self,3) and is preferred. You can learn more about the [super() function in Python](http://rhettinger.wordpress.com/2011/05/26/super-considered-super/).

Two built-in functions isinstance() and issubclass() are used to check inheritances. Function isinstance() returns True if the object is an instance of the class or other classes derived from it. Each and every class in Python inherits from the base class object.

>>> isinstance(t,Triangle)

True

>>> isinstance(t,Polygon)

True

>>> isinstance(t,int)

False

>>> isinstance(t,object)

True

Similarly, issubclass() is used to check for class inheritance.

>>> issubclass(Polygon,Triangle)

False

>>> issubclass(Triangle,Polygon)

True

>>> issubclass(bool,int)

True

# **Python Operator Overloading**

## What is operator overloading in Python?

[Python operators](https://www.programiz.com/python-programming/operators) work for built-in classes. But same operator behaves differently with different types. For example, the + operator will, perform arithmetic addition on two numbers, merge two lists and concatenate two strings.

This feature in Python, that allows same operator to have different meaning according to the context is called operator overloading.

So what happens when we use them with objects of a user-defined class? Let us consider the following class, which tries to simulate a point in 2-D coordinate system.

## class Point:

## def \_\_init\_\_(self, x = 0, y = 0):

## self.x = x

## self.y = y

Now, run the code and try to add two points in Python shell.

>>> p1 = Point(2,3)

>>> p2 = Point(-1,2)

>>> p1 + p2

Traceback (most recent call last):

...

TypeError: unsupported operand type(s) for +: 'Point' and 'Point'

Whoa! That's a lot of complains. TypeError was raised since Python didn't know how to add two Point objects together.

However, the good news is that we can teach this to Python through operator overloading. But first, let's get a notion about special functions.

## Special Functions in Python

Class functions that begins with double underscore \_\_ are called special functions in Python. This is because, well, they are not ordinary. The \_\_init\_\_() function we defined above, is one of them. It gets called every time we create a new object of that class. There are a ton of [special functions in Python](http://docs.python.org/3/reference/datamodel.html#special-method-names).

Using special functions, we can make our class compatible with built-in functions.

>>> p1 = Point(2,3)

>>> print(p1)

<\_\_main\_\_.Point object at 0x00000000031F8CC0>

That did not print well. But if we define \_\_str\_\_() method in our class, we can control how it gets printed. So, let's add this to our class.

## class Point:

## def \_\_init\_\_(self, x = 0, y = 0):

## self.x = x

## self.y = y

## 

## def \_\_str\_\_(self):

## return "({0},{1})".format(self.x,self.y)

Now let's try the print() function again.

>>> p1 = Point(2,3)

>>> print(p1)

(2,3)

That's better. Turns out, that this same method is invoked when we use the built-in function str() or format().

>>> str(p1)

'(2,3)'

>>> format(p1)

'(2,3)'

So, when you do str(p1) or format(p1), Python is internally doing p1.\_\_str\_\_(). Hence the name, special functions.

Ok, now back to operator overloading.

## Overloading the + Operator in Python

To overload the + sign, we will need to implement \_\_add\_\_() function in the class. With great power comes great responsibility. We can do whatever we like, inside this function. But it is sensible to return a Point object of the coordinate sum.

## class Point:

## def \_\_init\_\_(self, x = 0, y = 0):

## self.x = x

## self.y = y

## 

## def \_\_str\_\_(self):

## return "({0},{1})".format(self.x,self.y)

## 

## def \_\_add\_\_(self,other):

## x = self.x + other.x

## y = self.y + other.y

## return Point(x,y)

Now let's try that addition again.

>>> p1 = Point(2,3)

>>> p2 = Point(-1,2)

>>> print(p1 + p2)

(1,5)

What actually happens is that, when you do p1 + p2, Python will call p1.\_\_add\_\_(p2) which in turn is Point.\_\_add\_\_(p1,p2). Similarly, we can overload other operators as well. The special function that we need to implement is tabulated below.

|  |  |  |
| --- | --- | --- |
| Operator Overloading Special Functions in Python | | |
| Operator | Expression | Internally |
| Addition | p1 + p2 | p1.\_\_add\_\_(p2) |
| Subtraction | p1 - p2 | p1.\_\_sub\_\_(p2) |
| Multiplication | p1 \* p2 | p1.\_\_mul\_\_(p2) |
| Power | p1 \*\* p2 | p1.\_\_pow\_\_(p2) |
| Division | p1 / p2 | p1.\_\_truediv\_\_(p2) |
| Floor Division | p1 // p2 | p1.\_\_floordiv\_\_(p2) |
| Remainder (modulo) | p1 % p2 | p1.\_\_mod\_\_(p2) |
| Bitwise Left Shift | p1 << p2 | p1.\_\_lshift\_\_(p2) |
| Bitwise Right Shift | p1 >> p2 | p1.\_\_rshift\_\_(p2) |
| Bitwise AND | p1 & p2 | p1.\_\_and\_\_(p2) |
| Bitwise OR | p1 | p2 | p1.\_\_or\_\_(p2) |
| Bitwise XOR | p1 ^ p2 | p1.\_\_xor\_\_(p2) |
| Bitwise NOT | ~p1 | p1.\_\_invert\_\_() |

Try these sample runs in Python shell.

>>> Point(1,1) < Point(-2,-3)

True

>>> Point(1,1) < Point(0.5,-0.2)

False

>>> Point(1,1) < Point(1,1)

False

Similarly, the special functions that we need to implement, to overload other comparison operators are tabulated below.

|  |  |  |
| --- | --- | --- |
| Comparision Operator Overloading in Python | | |
| Operator | Expression | Internally |
| Less than | p1 < p2 | p1.\_\_lt\_\_(p2) |
| Less than or equal to | p1 <= p2 | p1.\_\_le\_\_(p2) |
| Equal to | p1 == p2 | p1.\_\_eq\_\_(p2) |
| Not equal to | p1 != p2 | p1.\_\_ne\_\_(p2) |
| Greater than | p1 > p2 | p1.\_\_gt\_\_(p2) |
| Greater than or equal to | p1 >= p2 | p1.\_\_ge\_\_(p2) |

## Exception Handling in Python

### Some Built-in Python Exceptions

List of some built-in python exceptions are given below.

1. **Exception :** This is the base class for all kind of the exceptions. All kind of exceptions should be derived from this class
2. **ArithmeticError :** This is the base class for the exception raised for any arithmetic errors.
3. **EOFError :** This exception raise when input() function read End-of-File without reading any data.
4. **ZeroDivisionError :** This exception raise when the second argument of a division or modulo operation is zero
5. **AssertionError :** This exception raise when an **assert** statement fails.
6. **FloatingPointError :** This exception raise when a floating point operation fails.
7. **KeyError :** This exception raise when a mapping (dictionary) key is not found in the set of existing keys.

### Python try expect

While writing the code, some statements might suspicious for raising an error. Hence, those statements should be surrounded with try-except-else block. For example, we will now raise an exception by our code. The following code will raise IndexError Exception.

name = 'Imtiaz Abedin'

print(name[15])

print('This will not print')

If you try running the code, you will get below exception.

Traceback (most recent call last):

File "/home/imtiaz/ExceptionHandling.py", line 2, in

print(name[15])

IndexError: string index out of range

Because the size of the string type object ‘name’ is less than 15 and we are try to access the index no 15. Have a look, the second print statement is not executed for that exception. So program crashes due to exception. So, in the next code we will handle this exception.

name = 'Imtiaz Abedin'

try:

print(name[15])

except IndexError:

print('IndexError has been found!')

print('This will be printed print.')

### Basic Structure of Python Exception Handling

In the previous section, we demonstrate about how exception raised and how to handle that. In this section we will discuss about the basic coding structure for handling exceptions. Therefore, the basic coding structure for Python Exception Handling is given below.

name = 'Imtiaz Abedin'

try:

# Write the suspicious block of code

print(name[15])

except AssertionError: # Catch a single exception

# This block will be executed if exception A is caught

print('AssertionError')

except (EnvironmentError, SyntaxError, NameError) as E: # catch multiple exception

# This block will be executed if any of the exception B, C or D is caught

print(E)

except :

print('Exception')

# This block will be executed if any other exception other than A, B, C or D is caught

else:

# If no exception is caught, this block will be executed

pass

finally:

# This block will be executed and it is a must!

pass

# this line is not related to the try-except block

print('This will be printed.')

### Python Exception Handling Important Points

For undergoing a professional python project you need to be careful about exceptions. A simple exception can ruin your code. So, you need to handle those exceptions. A few important points about handling exceptions are given below.

1. It is better to surround the suspicious code with try-except.
2. Using one try-except block for one line of suspicious code is better that using one try-except block for a block of suspicious code.
3. It is better to catch specific exception class. Using generalized exception class is not that much useful for handling.

### Raising an Exception

You can raise an existing exception by using **raise** keyword. So, you just simply write **raise** keyword and then the name of the exception. If we modify the previous code, we get

def input\_age(age):

try:

if(int(age)<=18):

raise ZeroDivisionError

except ValueError:

return 'ValueError: Cannot convert into int'

else:

return 'Age is saved successfully'

print(input\_age('23')) # This will execute properly

print(input\_age('18')) # This will not execute properly

## try...finally

The try statement in Python can have an optional finally clause. This clause is executed no matter what, and is generally used to release external resources.

For example, we may be connected to a remote data center through the network or working with a file or working with a Graphical User Interface (GUI).

In all these circumstances, we must clean up the resource once used, whether it was successful or not. These actions (closing a file, GUI or disconnecting from network) are performed in the finally clause to guarantee execution.

Here is an example of [file operations](https://www.programiz.com/python-programming/file-operation) to illustrate this.

try:

f = open("test.txt",encoding = 'utf-8')

# perform file operations

finally:

f.close()

This type of construct makes sure the file is closed even if an exception occurs.