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# Module 1 - C++ Fundamentals

## 1.3) Object-Oriented Programming

In an object-oriented language, you define the data and the routines that are permitted to act on that data. Thus, a data type defines precisely what sort of operations can be applied to that data.

To support the principles of object-oriented programming, all OOP languages, including C++, have three traits in common: **encapsulation**, **polymorphism**, and **inheritance**. Let’s examine each.

### Encapsulation

***Encapsulation*** is a programming mechanism that binds together code and the data it manipulates, and that keeps both safe from outside interference and misuse. In an object-oriented language, code and data can be bound together in such a way that a self-contained ***black-box*** is created. Within the box are all necessary data and code. When code and data are linked together in this fashion, an ***object*** is created. In other words, an object is a device that supports encapsulation.

*Sidenote: The term method which is used in C# and Java is sometimes also used when referring to a C++ function*

Within an object, code or data or both may be ***private*** to that object or ***public***. Private code or data is known to an accessible by only another part of the object. That is, private code or data cannot be accessed by a piece of the program that exists outside the object. When code or data is public, other parts of your program can access it even though it is defined within an object.

C++’s basic unit of encapsulation is the ***class***. A class defines the form of an object. It specifies both the data and the code that will operate on that data. C++ uses a class specification to construct ***objects***. Objects are instances of a class. Thus, a class is essentially a set of plans that specifies how to build an object.

The code and data that constitute a class are called ***members*** of the class. Specifically, ***member variables***, also called ***instance variables***, are the data defined by the class. ***Member functions*** are the code that operates on that data. ***Function*** is C++’s term for a subroutine.

### Polymorphism

***Polymorphism*** is the quality that allows one interface to access a general class of actions. A simple example of polymorphism is found in the steering wheel of an automobile. The steering wheel (the interface) is the same no matter whether your actual steering mechanism is used. That is, the steering wheel works the same whether your car has manual steering, power steering, or rack-and-pinion steering. Thus, turning the steering wheel left causes the car to go left no matter what type of steering is used. The benefit of the uniform interface is, of course, that once you know how to operate the steering wheel, you can drive any type of car.

The same principle can also apply to programming. For example, consider a ***stack*** (which is a first-in, last-out list). You might have a program that requires three different types of stacks. One stack is used for integer values, one for floating-point values, and one for characters. In this case, the algorithm that implements each stack is the same, even though the data being stored differs. In a non-object-oriented language, you would be required to create three different sets of stack routines, with each set using different names.

More generally, the concept of polymorphism is often expressed by the phrase “one interface, multiple methods”. This means that it is possible to design a generic interface to a group of related activities. Polymorphism helps reduce complexity by allowing the same interface to specify a ***general class of action***. It is the compiler’s job to select the ***specific action*** (that is, method) as it applies to each situation.

### Inheritance

***Inheritance*** is the process by which one object can acquire the properties of another object. This is important because it supports the concept of hierarchical classification. Without the use of hierarchies, each object would have to explicitly define all of its characteristics. Using inheritance, an object need only define those qualities that make it unique within its class. It can inherit its general attributes from its parent. Thus, it is the inheritance mechanism that makes it possible for one object to be a specific instance of a more general case.

## 1.4) A First Simple Program

Now it’s time to begin programming. Let’s start by compiling and running the short sample C++ program shown here:

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     cout << "Hello world!";

7.

8.     return 0;

9. }

***Source code*** is the human-readable form of the code. It is stored in a text file. ***Object code*** is the executable form of the program created by the compiler.

### The First Sample Program Line by Line

Although **sample.cpp** is quite short, it includes several key features that are common to all C++ programs. Let’s closely examine each part of the program. The program begins with the lines:

1. /\*

2. This is a simple C++ program

3. Call this file sample.cpp

4. \*/

This is a *comment*, the contents of a comment are ignored by the compiler. The purpose of a comment is to describe or explain the operation of a program to anyone reading its source code. In the case of this comment, it identifies the program. In C++, there are two types of comments. First, a ***multiline comment*** which begins with a /\* and ends only when a \*/ is encountered. Anything between these two comments is completely ignored by the compiler. Multiline comments may be one or more lines long. Second, ***single-line comment*** which is a # symbol followed by the text, i.e.:

1. #include <iostream>

The C++ language defines several *headers*, which contain information that is either necessary or useful to your program. This program requires the header **iostream**, which supports the C++ I/O system. This header is provided with your compiler. A header is included in your program using the **#include**directive.

The next line in the program is:

1. using namespace std;

This tells the compiler to use the **std** *namespace*. A namespace creates a declarative region in which various program elements can be placed. Elements declared in one namespace are separate from elements declared in another. Namespaces help in the organization of large programs. The **using** statement informs the compiler that you want to use the **std** namespace. This is the namespace in which the entire Standard C++ library is declared. By using the **std** namespace, you simplify access to the standard library.

The next line in the program is:

1. // A C++ program begins at main().

This line shows you the second type of comment available in C++: the *single-line comment*. Single-line comments begin with // and stop at the end of the line.

The next line, as the preceding comment indicates, is where program execution begins.

1. int main()

All C++ programs are composed of one or more functions. Every C++ function must have a name, and the only function that any C++ program **must** include is the one shown here, called **main( )**. The **main( )** function is where program execution begins and (most commonly) ends. (Technically speaking, a C++ program begins with a call to **main( )** and, in most cases, ends when **main( )** returns.) The opening curly brace on the line that follows **main( )** marks the start of the **main( )** function code. The **int** that precedes **main( )** specifies the type of data returned by **main( )**.

The next line in the program is:

1. cout << “C++ is power programming.”;

This is a **console output** statement. It causes the message **C++ is power programming.** to be displayed on the screen. It accomplishes this by using the output operator **<<**. The << operator causes whatever expression is on its right side to be output to the device specified on its left side. **cout** is a predefined identifier that stands for console output and generally refers to the computer’s screen. Thus, this statement causes the message to be output to the screen.

The next line in the program is:

1. return 0;

This line **terminates main( )** and causes it to return the value 0 to the calling process (which is typically in the operating system). For most operating systems, a return value of 0 signifies that the program is terminating normally. Other values indicate that the program is terminating because of some error. **Return** is one of C++’s keywords, and it uses to return a value from a function.

The closing curly brace at the end of the program formally concludes the program.

Error Message vs Warning Message:

* **Error messages** report things that are unequivocally wrong in your program, such as forgetting a semicolon.
* **Warning messages** point out suspicious but technically correct code.

It is up to you, the programmer, then to decide whether the suspicion is justified.

## 1.5) A Second Simple Program

A *variable* is a named memory location that can be assigned a value. Further, the value of a variable can be changed during the execution of a program. That is, the content of a variable is changeable, not fixed.

The following program creates a variable called **length**, gives it the value 7, and then displays the message **The length is 7** on the screen.

1. // Using a variable

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int length;     // this declares a variable

9.

10.     length = 7;     // this assigns 7 to length

11.

12.     cout << "The length is ";

13.     cout << length;           // this displays 7

14.

15.     return 0;

16. }

This program introduces two new concepts. First, the statement:

8. int length;     // this declares a variable

declares a variable called **length** of type integer. In C ++, all variables must be declared before they are used. Further, the type of values that the variable can hold must also be specified. This is called the *type* of the variable. In this case, **length** may hold integer values. These are whole number values whose range will be at least -32,768 through 32,767.

The second new feature is found is the next line of code:

10.     length = 7;     // this assigns 7 to length

As the comment suggests, this assigns the value 7 to **length**. In C++, the assignment operator is the single equal sign. It copies the value on its right side onto the variable on its left. After the assignment, the variable **length** will contain the number 7.

The following statement displays the value of **length**:

13.     cout << length;           // this displays 7

In general, if you want to display the value of a variable, simply put it on the right side of << in a **cout** statement. In this specific case, because **length** contains the number 7, it is this number that is displayed on the screen.

## 1.6 Using an Operator

C++ supports a full range of arithmetic operators enable you to manipulate numeric values used in a program. They include + (addition), - (subtraction), \* (multiplication), and / (division).

These operators work in C++ just like they do in algebra. The following program uses the \* operator to compute the area of a rectangle given a length and width:

1. // Using an operator

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main (){

7.     int length;  // this declares a variable

8.     int width;   // this declares another variable

9.     int area;    // this does, too

10.

11.     length = 7;   // this assigns 7 to length

12.     width = 5;    // this assigns 5 to width

13.

14.     area = length \* width; // compute area

15.

16.     cout << "The area is ";

17.     cout << area; // this displays 35

18.

19.     return 0;

20. }

In this program, there is actually no need for the variable **area**. For example, the program can be rewritten like this:

1. // A simplified version of the area program.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main (){

7.     int length;  // this declares a variable

8.     int width;   // this declares another variable

9.     int area;    // this does, too

10.

11.     length = 7;   // this assigns 7 to length

12.     width = 5;    // this assigns 5 to width

13.

14.

15.     cout << "The area is ";

16.     cout << length \* width; // this displays 35

17.

18.     return 0;

19. }

In this version, the area is computed in the **cout** statement by multiplying **length** by **width**. The result is then output to the screen.

One more point before we move on: It is possible to declare two or more variables using the same declaration statement. Just separate their names by commas. For example, **length**, **width**, and **area** could have been declared like this:

int length, width, area; // all declared using one statement

## 1.7 Reading Input from the Keyboard

The previous example would be much more useful if it would prompt the user for the dimensions of the rectangle, allowing the user to enter them using the keyboard.

To enable the user to enter data into a program from the keyboard, you will use the **>>** operator. This is like the C++ input operator. To read from the keyboard, use this general form:

cin >> var;

Here, **cin** is another predetermined identifier. It sands for *console input* and is automatically supplied by C++. By default, **cin** is linked to the keyboard, although it can be redirected to other devices. The variable that receives the input is specified by *var*.

Here is the program rewritten to allow the user enter the dimensions of the rectangle:

1. /\*

2.         An interactive program that computes the area of a rectangle

3. \*/

4.

5. #include <iostream>

6. using namespace std;

7.

8. int main(){

9.     int length; // this declares a variable

10.     int width;  // this declares another variable

11.

12.     cout << "Enter the length: ";

13.     cin >> length; // input the length

14.

15.     cout << "Enter the width: ";

16.     cin >> width; // input the width

17.

18.     cout << "The area is: ";

19.     cout << length \* width; // display the area

20.

21.     return 0;

22. }

Here is a sample run:

![A black background with white text

AI-generated content may be incorrect.](data:image/png;base64,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)

### Some Output Options

So far, we have been using the simplest type of **cout** statements. However, **cout** allows much more sophisticated output statements. The first of two useful techniques is using multiple output operators within the same **cout** statement to output more than one piece of information:

1. cout << “The area is “ << length \* width;

Second, up to this point, there has been no occasion to advance output to the next line – that is, to execute a carriage return – linefeed sequence. In C++, the carriage return—linefeed is generated using the *newline* character. To put a newline character into a string, use this code: \**n** (a backslash followed by a lowercase *n*). i.e.:

1. /\*

2.     This program demonstrates the \n code, which generates a new line.

3. \*/

4.

5. #include <iostream>

6. using namespace std;

7.

8. int main(){

9.     cout << "one\n";

10.     cout << "two\n";

11.     cout << "three";

12.     cout << "four";

13.

14.     return 0;

15. }

The program produces the following output:

one

two

threefour

### Another Data Type

In the preceding programs, variables of type **int** were used. However, a variable of type **int** can only hold whole numbers. Thus, it cannot be used when a fractional component is required. For example, an **int** variable can hold the value 18, but not the value 18.3. To allow numbers with fractional components, C++ defines two main flavors of floating-point types: **float** and **double**, which represent single- and double-precision values, respectively. Of the two, **double** is probably the most commonly used. To declare a variable of type **double**, use the statement similar to that shown here:

double result;

Here, **result** is the name of the variable, which is of type **double**. Because **result** has a floating-point type, it can hold values such as 88.56, 0.033, or -107.03. To better understand the difference between **int** and **double**, try the following program:

1. /\*

2.     This program illustrates the differences between int and double.

3. \*/

4.

5. #include <iostream>

6. using namespace std;

7.

8. int main(){

9.     int ivar;   // this declares an int variable

10.     double dvar; // this declares a floating-point variable

11.

12.     ivar = 100; // assigns ivar the value 100

13.

14.     dvar = 100.0; // assigns dvar the value 100.0

15.

16.     cout << "Original value of ivar: " << ivar << "\n";

17.     cout << "Original value of dvar: " << dvar << "\n";

18.

19.     cout << "\n"; // print a blank line

20.

21.     // now, divide both by 3

22.     ivar = ivar / 3;

23.     dvar = dvar / 3.0;

24.

25.     cout << "ivar after division: " << ivar << "\n";

26.     cout << "dvar after division: " << dvar << "\n";

27.

28.

29.     return 0;

30. }

The output from this program is shown here:

Original value of ivar: 100

Original value of dvar: 100

ivar after division: 33

dvar after division: 33.3333

As you can see, when **ivar** is divided by 3, a whole-number division is performed and the outcome is 33—the fractional component is lost. However, when **dvar** is divided by 3, the fractional component is preserved.

### Project 1-1: Converting Feet to Meters

In this project, we will create a program that converts feet to meters. The program prompts the user for the number of feet. It then displays the value converted into meters.

A meter is equal to approximately 3.28 feet. Thus, we need to use floating-point data. To perform the conversion, the program declares two **double** variables. One will hold the number of feet, and the second will hold the conversion to meters.

## 1.8) Two Control Statements

Inside a function, execution proceeds from one statement to the next, top to bottom. It is possible, however to alter this flow through the use of the various *program control statements* supported by C++.

### The if statement

You can selectively execute part of a program through the use of C++’s conditional statement: the **if**. Its simplest form is shown here:

if(condition) statement;

where *condition* is an expression that is evaluated to be either true or false. In C++, true is nonzero and false is zero. If the condition is true, then the statement will execute. If it is false, then the statement will not execute. For example, the following fragment displays the phrase **10 is less than 11** on the screen because 10 is less than 11.

if(10 < 11) cout << “10 is less than 11”;

However, consider the following:

if(10 > 11) cout << “this does not display”;

In this case, 10 is not greater than 11, so the **cout** statement is not executed. Of course, the operands inside the **if** statement need not be constants. They can also be variables.

C++ defines a full complement of relation operators that can be used in a conditional expression. They are shown here

|  |  |
| --- | --- |
| **Operator** | **Meaning** |
| < | Less than |
| <= | Less than or equal |
| > | Greater than |
| >= | Greater than or equal |
| == | Equal to |
| != | Not equal |

Notice that the test for equality is the double equal sign.

Here is a program that illustrates the **if** statement:

1. // Demonstrate the if.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.     int a, b, c;

8.

9.     a = 2;

10.     b = 3;

11.

12.     if(a < b){

13.         cout << "a is less than b\n";

14.     }

15.

16.     // this won't display anything

17.     if(a == b){

18.         cout << "you won't see this\n";

19.     }

20.

21.     cout << "\n";

22.

23.     c = a - b; // c contains -1

24.     cout << "c contains -1\n";

25.     if(c >= 0 ){

26.         cout << "c is non-negative\n";

27.     }

28.     if(c < 0){

29.         cout << "c is negative\n";

30.     }

31.

32.     cout << "\n";

33.

34.     c = b - a; // c now contains 1

35.     cout << "c contains 1\n";

36.     if( c >= 0){

37.         cout << "c is non-negative";

38.     }

39.     if(c < 0){

40.         cout << "c is negative\n";

41.     }

42.

43.     return 0;

44. }

The output generated by this program is shown here:

a is less than b

c contains -1

c is negative

c contains 1

c is non-negative

### The for loop

You can repeatedly execute a sequence of code by creating a *loop*. C++ supplies a powerful assortment of loop constructs. The one we will look at here is the **for** loop. The simplest form of the **for** loop is shown here:

for(initialization; condition; increment) statement;

Here, *initialization* sets a loop control variable to an initial value. *condition* is an expression that is tested each time the loop repeats. As long as *condition* is true (nonzero), the loop keeps running. The *increment* is an expression that determines how the loop control variable incremented each time the loop repeats.

The following program demonstrates the **for**. It prints the numbers 1 through 100 on the screen:

1. // A program that illustratse the for loop.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.     int count;

8.

9.     for(count = 1; count <= 100; count++){

10.         cout << count << " ";

11.     }

12.

13.     return 0;

14. }

In the loop, **count** is initialized to 1. Each time the loop repeats, the condition

count <= 100

is tested. If it is true, the value is output and **count** is increased by one. When **count** reaches a value greater than 100, the condition becomes false, and the loop starts running.

## 1.9) Using Blocks of Code

A *code block* is a grouping of two or more statements. This is done by enclosing the statements between opening and closing curly braces. Once a block of code is created, it becomes a logical unit that can be used any place that single statement can. For example, a block can be a target of the **if** and **for** statements. Consider this **if** statement:

1. if( w < h){

2. v = w \* h;

3. w = 0;

4. }

The key point here is that whenever you need to logically link two or more statements, you do so by creating a block. Code blocks allow many algorithms to be implemented with greater clarity and efficiency.

Here is a program that uses a block of code to prevent division by zero:

1. // Demonstrate a block of code

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.     double result, n, d;

8.

9.     cout << "Enter value: ";

10.     cin >> n;

11.

12.     cout << "Enter divisor: ";

13.     cin >> d;

14.

15.     // the target of this if is a block

16.     if(d !=0 ){

17.         cout << "d does not equal zero so division is OK" << "\n";

18.         result = n/d;

19.         cout << n << " / " << d << " is " << result;

20.     }

21.

22.     return 0;

23. }

Here is a sample run:

![A black background with white text

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWkAAABWCAYAAAANIGeCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABBZSURBVHhe7d1vcBTnfQfwr/4cEkJyptiMNQTDJLHjSEjG486NMmqcwtQtAgnqiWTlMuTFiYwn9gSrGhiKa9GLqsg0lMFzlWGcTsKfFyGWsexgI5FzmrjUaUkYpRlDzmDj2gw2ZdQx9QujA6FDR19Iz2r3ud3bZ++eO63g+5nRC+6W3X1273733LN7z7eopqbmJoiIyJeK5QeIiMg/itiTVjcWjODw1jpUpFIAgIrJOHZ+6x/wn8Ul8qJERFrkrSedGO/AzsFBDESC8lNzVuVILza2tyMUCiE2WiU/TUSknaVIJ8JRDAwM2P5Fw2PmRWmOGQtGsP/wYRw+vB+RYPq5ND5Up8+303JEVFi2PenRWAtCoZDlr+tgpbwYzQHJVCO6f/oa3uxK4a341DCNbCwYwUuvr0HdxSHjfB+7dDfqth5moSaaZbZFOpNgZACvH9qOYCJs6XmJYY1gZOrfR4+sxrIbN4DaLdZeuWn4QxQQp95bIhw1HgtHh43lXnllJzZev2Ysl4noQdoNuwQj1m0ayzrsj4pgJH3/7IZ+3NouiP/7+qHt+LPUpPy0q8f7u1F/rg/rN/ThHfnJaZs2NOCu5Gns6NxnPPbjzmdxauJONGzYZFmWiArLc5EGgKslddg6/HUkdjYhFAphXWwUqN2CaHgMI71TPbF1j76BC6WlwJnd1l557wgwXXyee3UzGi//3HhuV7wirfeWSlWgdssQHsPLCIVCaG3vxx+ufQWPDj6rVLTKTv4KH0yUoeL+1Zblk6lG/NWX52PBpbfQO1KJxHgHfrL5Jva1tea9N6nadgDAEyuw7MYNjAe+iL9oUPtgMjvY1WwcczuJ8Q7ULLmGq++9YbkAOrGxHfWl1zB+T43yByIR6ZdVkQaAS8fa0TsyPQTyo1O4UFqK6qWr5MUcrdyxGvcWfYBXnnzBeOxET7997+3MbjR3HQQABIpP4JfnriFZXoX7kxPW5WyI5eUid73hEXxp3nW8//YeAMCC8gPo+tYPLIVqz6GTGEMlateot0uFp7ZPH9vy5If49cn51uc0uPnwPViUSmH0o38zHgtGBhBbdx2x2CgmJxdhydfcPwyJKD9si3R105BliEL+Kh4IXMDpf8n+tjPRiy3/+Cz2l80UnkDxCfzP5VJMLlpi6fWaCwgAjPSG0Nq6zfJ/Mzn+zBs4X3yHpdiuWlOLz5Wcz9iOot98jE+KbQ9R1ry2fUH5AWxra8P6DX15v9VPDMH0LIyhtXUb9soLEFHB2VYg+cJhe/vGmV6zBhMT9+OO8iSuVDdZx6sHBtBUfUVePGcLyg/g7MX5xpCHKJTJU4OWQinG08WfMa6uUaHbrm4Tnnt1M+rP9RnfWoho9tkW6XybN+89fDYeQNVozDpePf2Xj17j3rffN4Y8rjc8gnvLPsWZX1i/4m+ptX5AGePqGs1G2zMR3xaqm5pQNtRkGb9eubQaJSWf4OJ/FG5/iMgqb0XaKEYLl8tPOX61z6d5+w/j1MSdqF2zCqvW1OLOiQ+MMV7Rs66YjOPl/WpDKJ5MX/xDFm3P9e4ON8a3DKntTsMyRFRYeSvSohglFn89/Y6F6YtylwMP4Jn+78hP5YW4gFj+5W/im/eV4cN/fdrosYp9NV9cFPcOex3uOP7RKJLJZXjgu1MFNRGO4mhTtWUZT23P8e4OFWJ/nur5qvHY4/3deGj+u5aLm0RUeJa5O+wKijAaa0HXwUoEIwN4esUFDLd0Gj2sxHgH9gw1Y9npnZavy8lUI3p+tg31pabicma35Ta8PUPNaYVQbEvsj/h3rsTcG58rOW/Zf9jsayBwAUdXn0VNrMVolxgSsWVql3m5qfUM4vNHtqP+XJ9y2wWxXM31t7OaJyTTPpvnHpHnJQkErOeYiGYHJ1giIvKxvA13EBFR7likiYh8jEWaiMjHWKSJiHyMRZqIyMdYpImIfIxFmojIx1ikiYh87LYt0iKFRc5uFI/L6Spe6VoPEd3e8lak7SKjiIjIG89zd6hyms/DL8RcFZ8dW+upXbczeR4Q89wfRJQftj1pedL/ENPCb3vByAD+/v44nm9/zJhr+2zZg9j24vfzMoUqEU2x7Uln6jWLN+sPHr2Itl+0zMziNj0LnNzbSmOaLU6eea64+Criu2ayExPhKIbX3oH4rnZ8tOHfjeSSbGZoc5t1Tp4FTu4lGs/Hd6V9MwhGBrC1bmrf/xb/lHE9grw/cttVlvFyfHKdTc+Oud06k3uIaIZtT9rNXEoLh3lu6NM7jW217D6Dq6b8wsqRXmxsb0coFEJstMry/+EhddxtPTAVzLqLQ8b+NK//DRZu3mmsOxGOTsV3mfZ5V3zqWJgvdiofnwLMS01E+mVVpDGH0sIBYNOGBtyVPI3ne34nP6VMNXVchUjoNv8fc1p5MtWIHY98YSpiy9RrP9HTjz/emI8v/uUPrQVY5fjkIXV8+cIqxmsR5Zltkb6V0sIT4x2oWXINV997I+ev+NmmjstmcgWtvWJBFP4rn75jedypAKscH92p44lwFE3VV9LOIRHpZVuk5QuHcz0tXBfV1HE3C8oPYPM3nsMfb8w3PhDlD0LYFF9hcnIRlnxNbagnH8S1i4rJOHZ07pOfJiKNbIt0vvktMdsLt9RxVYHiE3j2239tjI+PoTJtPN7JbA4xjAUjeGntYgQCF3Ckrdu354noVpG3Iu2XtHCn/di0ocG4A8OLTKnj2aoc6UX7rjjGUImFy2cuUt73oHVs3mmYSIWO1PFMGZFElB95K9J+SQsX47jm/QhGBrD+Ty5b7u5QlSl1XFUiHE37JeaqNbWoxBg+fWdqG8/86jyuVDdZxqwbezqxYt7/4eQh9YuUhhzv7mCBJpodtvdJ25nraeHh6LAx3l01GsPKJ4qwZ6gZZUNNRrsc7+827TNcCpbqeuTlbO9tls6HvIyX45PrfdLm4ydzuheciHLHtHAiIh/z/n2fiIgKhkWaiMjHWKSJiHyMRZqIyMdYpImIfIxFmojIx1ikiYh8jEWaiMjHXIu0U6q2V7rWQ7NDnD8xW2Euc4CQN07vHV2J9H5bjy5+259suRZp8u5WTEpXSZwhIv1YpInmKPHBKQc8eOW39ehSqP0xOmUOISnh6HDaN89EOKr8jZRFmogoS6pZpGaJ8Q7saVmCqtGY0tz5aRMsuc1Mp0plPfIycho2bGbSs1tGZT1u3FLQhUzbkme2SyOty002bRe8zloop6XbbUsIR4fxjUW/zWrmO6djJG/Pre2qSeny8ZHXo0plPSrLqJDXI/g12d5tf1TXo/oedKNrf9yI12jj5Z8bGaNCODqMdffEMdzSidQLbxrvl+N4GD0/24aGohHbfbJj6UmPKaRqq1BZj8onUEIhUVwc6EzJ26oypaBDYZ9Vk9JVqLRd5TirSIx34Cebb2JfW6uxnmOX7lZOivFCHCPx19o+Fa6bir8wU4AV2g6FpHS386VK5TWma1sq59Tt+kChk+2V1qN4fNzegyqU9kehXW4mNrajvvSabQj13rffRzK5DA9817quxp5OPDT/XU+pRpZ3s45UbSisRzUNWyVR3C152yunFHTVfdZFpe1ux1mV3fHac+gkxlBpCd3Nh8aeTjQUjVjaoNJ2g0NS+nE8rO18ub3GdL42dJzTQibbq/B6fJzegzrpaNfKpdWOodw33/k0rbM0sfF5bK27ilM//J6nMXJjLQlNqdoq61FJwz6Oh22jouToLbfkbS+cDjgU99mc4J0Lp5gsc9tVjnMuxHHNp7FgBE/WFVvSbVTabn5Dy2G9Iild5/lye43p2pbOc1qoZHsVXo5PpvegTjrapUJ8uFwtqcOWpmrLN0ZV+X0XupDfYMLk5CLlRHHV5G1dMu2zrgRv1bbrFIxYt3P0yOq0MVGdkqlG/OPf/CnuvnTMcq1Dd9t1nC/V15iObelS6GR7FX47PrralYloc8VkHLuzGLrBbBdpJyUln3hKFM8leVsXnQneKm3XSVzMG421GNswxtXzRIzNmYc0oNj2XHuZyOJ85fIa87otXfyQbK9ito5Pru06/tGo4wdM0fKFRmapMG//U9h9Bli8Vn0bMBdpXanaKutRScN2+nrrRk7e1kVln0UPxekYqFJpu9M2lM7XdCgtTPtfMRnHy/vVe1i5EMMcHx9NH5tTabsKL+fLK/k1pmtbOZ1TG4VItleh6/jkUzbtwo9O4XzxHenXSQB878H7UJ78MO14i2srK57eq/wrSKNIi/GhXFO1VdYTUEzDVkkUd0ve1kV1n8WymZLSVbi1XeU4Y/rT3nyVOS3cdnpfzReZjDsM8jDc4TTMYebWdhVezpcbt9eYrm2pnlNVYn35TLZXoev46KSjXQvKD2Dw9I20dgUjA1i7+H/x+2j68Q4Un8AzbUfw3ze/hOahfqVCnXaftFuqtiqV9aQVDLvEbJd7RmFz763detyo3k+sss+wuc8X8H6/p0rb5eP854eW4vDWOnx2bK3t8QkELuDo6kF8/sh21J/rQ6h3JG1fp5Y5i5pYi9F2+RhbeGiX6nrc2q6alK56vtzI+223Hl3bks+p/N6R98ViFpLt5ectzOfU5fiovgfdqO6PvJy8P6rc2mX3u4JM50WWVqRpbhMn31ykiWju8v4dioiICoZFmojIx1ikiYh8jGPSREQ+xp40EZGPsUgTEfkYizQRkY+xSBMR+ZivirRI9/U6S5ROYh/mesIwEd0afFWkV62pxV3J0wWb6IeIyO9sb8ETPy2uxJht5pc8r4LXbDA72fxGX5B/g++UaeYX8m/9Bfk3/0RElp50MtWI7p++hje7Ungrbj81opghzZwNpiUP74kV+ELqM8/z3Qanwyufb3/MmAf5bNmD2Pbi93Oa6jLfiouv4szumfmbQ6GpRBEWaCIysxTpx/u7UX+uD+s39MFptj6Rwbajc5/x2I87n7XPn1MkMtBEQKYXI73WieDF9IFyvpsbMRYtUkBeP7Tdtsgnxjuwc3DQWC4faQ5ERIKlSB/sas441OCUwSZSc8fvqcnqYls2AZm6FSphmIjIC08XDkXCrjmrLBgZQGzddcRizlEybnRfMFy+sCovkTw6EoaFVGoqzl70yHk3CRHZ8VSkzcT4dc/CGFpbt2GvvICixHgH2h4oTeudZysRjqKp+kpeInl0JQwvONhlHYtu78cfrn0FTa+9yKETIrLIskhvwnOvbkb9uT40dx2Un/TmiRW4t+gD/LL7LfkZz8RdExWTccuYuS75ShgOFJ/A3/3zf2EMlahdMxUBT0QEr0V6pifZhLKhJsv49cql1Z6HGMQFQx293rFgBC+tXYxA4AKOtHVr6ZXbCeSYMOxEHFs5hJSIbm+eivSC8gM4ezE9WTrb1F9dFwy95IXplFXCsJPpBO9cjwUR3Vo8FWmYkpyf6vmq8djj/d14aP67eOXJFyzLuhG38+VywbCQBVpHwrAd8S2gajTGXEIisrD84lD+5Z6Z+Vd8ojBWpKZ+8JLNL+Vy+YWhmTlZWebll4eZ2q47YVheB6QEcCIiwfZn4YWQCEcRW3fdc4EjIrqdeB7u0EHnBUMiolvZrPWkiYjI3az0pImISA2LNBGRj/0/4+xCBi4hgNoAAAAASUVORK5CYII=)

### Semicolons and Position

In C++, the semicolon signals the end of a statement. A block is *not* terminated with a semicolon. Since a block is a group of statements, with a semicolon after each statement, it makes sense that a block is not terminated by a semicolon; instead, the end of the block is indicated by the closing brace.

C++ does not recognize the end of the line as the end of a statement—only a semicolon terminates a statement. For this reason, it does not matter where on a line you put a statement. For example, to C++

x = y;

y = y + 1;

cout << x << “ “ << y;

is the same as

x = y; y = y + 1; cout << x << “ “ << y;

Furthermore, the individual elements of a statement can also be put on separate lines. For example, the following is perfectly acceptable:

cout << “This is a long line. The sum is : “ << a + b + c +

d + e +f;

Breaking long lines in this fashion is often used to make programs more readable. It can also help prevent excessively long lines from wrapping.

### Project 1-2: Generating a Table of Feet to Meter Conversions

This project demonstrates the **for** loop, the **if** statement, and code blocks to create a program that displays a table of feet-to-meters conversions. The table begins with 1 foot and ends at 100 feet. After every 10 feet, a blank line is output. This is accomplished through the use of a variable called **counter** that counts the number of lines that have been output. Pay special attention to its use.

1. /\*

2.     Project 1-2

3.

4.     This program displays a conversion table of feet to meters.abort

5.

6.     Call this program FtoMTable.cpp

7. \*/

8.

9. #include <iostream>

10. using namespace std;

11.

12. int main(){

13.     double f; // holds the length in feet

14.     double m; // holds the conversion to meters

15.     int counter;

16.

17.     counter = 0;

18.

19.     for(f = 1.0; f <= 100.0; f++){

20.         m = f / 3.28; // convert to meters

21.         cout << f << " feet is " << m << " meters.\n";

22.

23.         counter++;

24.

25.         // every 10th line, print a blank line

26.         if(counter == 10){

27.             cout << "\n"; // output a blank line

28.             counter = 0; // reset the line counter

29.         }

30.     }

31.

32.     return 0;

33. }

1 feet is 0.304878 meters.

2 feet is 0.609756 meters.

3 feet is 0.914634 meters.

4 feet is 1.21951 meters.

5 feet is 1.52439 meters.

6 feet is 1.82927 meters.

7 feet is 2.13415 meters.

8 feet is 2.43902 meters.

9 feet is 2.7439 meters.

10 feet is 3.04878 meters.

11 feet is 3.35366 meters.

12 feet is 3.65854 meters.

13 feet is 3.96341 meters.

14 feet is 4.26829 meters.

15 feet is 4.57317 meters.

16 feet is 4.87805 meters.

17 feet is 5.18293 meters.

18 feet is 5.4878 meters.

19 feet is 5.79268 meters.

20 feet is 6.09756 meters.

21 feet is 6.40244 meters.

22 feet is 6.70732 meters.

23 feet is 7.0122 meters.

24 feet is 7.31707 meters.

25 feet is 7.62195 meters.

26 feet is 7.92683 meters.

27 feet is 8.23171 meters.

28 feet is 8.53659 meters.

29 feet is 8.84146 meters.

30 feet is 9.14634 meters.

On your own, try changing the program so that it prints a blank line every 25 lines.

1. /\*

2.     Project 1-2

3.

4.     This program displays a conversion table of feet to meters.abort

5.

6.     Call this program FtoMTable.cpp

7. \*/

8.

9. #include <iostream>

10. using namespace std;

11.

12. int main(){

13.     double f; // holds the length in feet

14.     double m; // holds the conversion to meters

15.     int counter;

16.

17.     counter = 0;

18.

19.     for(f = 1.0; f <= 100.0; f++){

20.         m = f / 3.28; // convert to meters

21.         cout << f << " feet is " << m << " meters.\n";

22.

23.         counter++;

24.

25.         // every 10th line, print a blank line

26.         if(counter == 25){

27.             cout << "\n"; // output a blank line

28.             counter = 0; // reset the line counter

29.         }

30.     }

31.

32.     return 0;

33. }

1 feet is 0.304878 meters.

2 feet is 0.609756 meters.

3 feet is 0.914634 meters.

4 feet is 1.21951 meters.

5 feet is 1.52439 meters.

6 feet is 1.82927 meters.

7 feet is 2.13415 meters.

8 feet is 2.43902 meters.

9 feet is 2.7439 meters.

10 feet is 3.04878 meters.

11 feet is 3.35366 meters.

12 feet is 3.65854 meters.

13 feet is 3.96341 meters.

14 feet is 4.26829 meters.

15 feet is 4.57317 meters.

16 feet is 4.87805 meters.

17 feet is 5.18293 meters.

18 feet is 5.4878 meters.

19 feet is 5.79268 meters.

20 feet is 6.09756 meters.

21 feet is 6.40244 meters.

22 feet is 6.70732 meters.

23 feet is 7.0122 meters.

24 feet is 7.31707 meters.

25 feet is 7.62195 meters.

26 feet is 7.92683 meters.

27 feet is 8.23171 meters.

28 feet is 8.53659 meters.

29 feet is 8.84146 meters.

30 feet is 9.14634 meters.

## 1.10) Introducing Functions

A C++ program is constructed from building blocks called *functions*. A function is a subroutine that contains one or more C++ statements.

Each function has a name, and this name is used to call the function. To call a function, simply specify its name in the source code of your program, followed by parentheses. For example, assume some function named **MyFunc**. To call **MyFunc**, you would write

MyFunc();

When a function is called, program control is transferred to that function, and the code contained within the function is executed. When the function’s code ends, control is transferred back to the caller. Thus, a function performs a task for other parts of a program.

Some functions require one or more *arguments*, which you pass when the function is called. Thus, an argument is a value passed to a function. Arguments are specified between the opening and closing parentheses when a function is called. For example, if **MyFunc()** requires an integer argument, then the following calls **MyFunc()** with the value 2:

MyFunc(2)

When there are two or more arguments, they are separated by commas. In this book, the term *argument* *list* will refer to comma-separated arguments. Remember, not all functions require arguments. When no argument is needed, the parentheses are empty.

A function can return a value to the calling code. Not all functions return values, but many do. The value returned by a function can be assigned to a variable in the calling code by placing the call to the function on the right side of an assignment statement. For example, if **MyFunc()** returned a value, it could be called as shown here:

x = MyFunc()

The statement works as follows. First, **MyFunc()** is called. When it returns, its return value is assigned to x. You can also use a call to a function in an expression. For example,

x = MyFunc(2) + 10;

In this case, the return value from **MyFunc()** is added to 10, and the result is assigned to x. In general, whenever a function’s name is encountered in a statement, it is automatically called so that its return value can be obtained.

To review: an *argument* is a value passed into a function. A *return value* is data that is passed back to the calling code.

Here is a short program that demonstrates how to call a function. It uses one of C++’s built-in functions, called **abs()**, to display the absolute value of a number. The **abs()** function takes one argument, converts it into its absolute value, and returns the result.

1. // Use the abs() function.

2.

3. #include <iostream>

4. #include <cstdlib>

5. using namespace std;

6.

7. int main(){

8.     int result;

9.

10.     result = abs(-10);

11.

12.     cout << result;

13.

14.     return 0;

15. }

Notice one other thing about the preceding program; it includes the header **cstdlib**. This is the header required by **abs()**. Whenever you use a built-in function, you must include its header.

In general, there are two types of functions that will be used by your programs. The first type is written by you, and **main()** is an example of this type of function.

The second type of function is provided by the compiler. The **abs()** function used by the preceding program is an example. Programs that you write will generally contain a mix of functions that you create and those supplied by the compiler.

## 1.11) The C++ Keywords

## 1.12) Identifiers

In C++, an *identifier* is a name assigned to a function, variable, or other user-defined item. Identifiers can be from one to several characters long. Variable names can start with any letter of the alphabet or an underscore. Next comes a letter, a digit, or an underscore. The underscore can be used to enhance the readability of a variable name, as in **line\_count**. Uppercase and lowercase are seen as different; that is, to C++, **myvar** and **MyVar** are separate names. There is one important identifier restriction: you cannot use any of the C++ keywords as identifier names. In addition, predefined identifiers such as **cout** are also off limits.

Here are some examples of valid identifiers:

|  |  |  |  |
| --- | --- | --- | --- |
| Test | x | y2 | Maxlncr |
| up | \_top | my\_var | simpleInterest23 |

# Module 2 - Introducing Data Types and Operators

## 2.1) The C++ Data Types

At the core of the C++ type system are the seven basic data types shown here:

|  |  |
| --- | --- |
| **Type** | **Meaning** |
| char | Character |
| wchar\_t | Wide character |
| int | Integer |
| float | Floating point |
| double | Double floating point |
| bool | Boolean |
| void | Valueless |

C++ allows certain of the basic types to have modifiers preceding them. A modifier alters the meaning of the base type so that it more precisely fits the needs of various situations. The data type modifiers are listed here:

signed

unsigned

long

short

The modifiers **signed**, **unsigned**, **long**, and **short** can be applied to int. The modifiers **signed** and **unsigned** can be applied to the **char** type. The type **double** can be modified by **long**. Table 2-1 shows all valid combinations of the basic types and the type modifiers. The table also shows t he guaranteed minimum range for each type as specified by the ANSI/ISO C++ standard.

|  |  |
| --- | --- |
| **Type** | **Minimal Range** |
| char | -127 to 127 |
| unsigned char | 0 to 255 |
| signed char | -127 to 127 |
| int | -32,767 to 32,767 |
| unsigned int | 0 to 65,535 |
| signed int | Same as **int** |
| short int | -32,767 to 32,767 |
| unsigned short int | 0 to 65,535 |
| signed short int | Same as **short int** |
| long int | -2,147,483,647 to 2,147,438,647 |
| signed long int | Same as **long int** |
| unsigned long int | 0 to 4,294,967,295 |
| float | 1E-37 to 1E+37, with six digits of precision |
| double | 1E-37 to 1E+37 with ten digits of precision |
| long double | 1E-37 to 1E+37 with ten digits of precision |

**Table 2-1** All Numeric Data Types Defined by C++ and Their Minimum Guaranteed Ranges as Specified by the ANSI/ISO C++ standard

It is important to understand that minimum ranges shown in Table 2-1 are just that: *minimum* ranges. A C++ is free to exceed one or more of these minimums, and most compilers do. Thus, the ranges of the C++ data types are implementation dependent. For example, on computers that use two’s complement arithmetic (which is nearly all), an integer will have a range of at least -32,768 to 32,767. In all cases, however, the range of a **short int** will have a subrange of **int**, which will be a subrange of a **long int**. The same applies to **float**, **double**, and **long double**. In this usage, the term *subrange* means a range narrower than or equal to. Thus, an **int** and **long int** can have the same range, but an **int** cannot be larger than a **long int**.

Since C++ specifies only the minimum range a data type must support, you should check your compiler’s documentation for the actual ranges provided.

### Integers

Variables of type **int** hold integer quantities that do not require fractional components. Variables of this type are often used for controlling loops and conditional statements, and for counting. Because they don’t have fractional components, operations on **int** quantities are much faster than they are on floating-point types.

Because integers are so important to programming, C++ defines several varieties. As shown in table 2-1, there are short, regular, and long integers. Furthermore, there are signed and unsigned versions of each. A signed integer can hold both positive and negative values. Thus, the use of **signed** on integers is redundant (but allowed) because the default declaration assumes a signed value. An unsigned integer can hold only positive values. To create an unsigned integer, use the **unsigned** modifier.

The difference between signed and unsigned integers is in the way the high-order bit of the integer is interpreted. If a signed integer is specified, then the C++ compiler will generate code that assumes that the high-order bit of an integer is to be used as a *sign flag*. If the sign flag is 0, then the number is positive; if it is 1, then the number is negative. Negative numbers are almost always represented using the *two’s complement* approach. In this method, all bits in the number (except the sign flag) are reversed, and then 1 is added to this number. Finally, the sign flag is set to 1.

For example, given 8-bit positive integer 34:

+ 34 = 0 0 1 0 0 0 1 0

We flip the sign flag (left-most bit) from 0 (positive) to negative (1) and flip the other bits:

1 1 0 1 1 1 0 1

Next, we add 1:

1 1 0 1 1 1 0 1

+ 1

-----------------------

-34 = 1 1 0 1 1 1 1 0

Signed integers are important for a great many algorithms, but they have only half the absolute magnitude of their unsigned relatives. For example, assuming a 16-bit integer, here is 32,767

0 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1

For a signed value, if the high-order bit were set to 1, the number would then be interpreted as -1 (assuming the two’s complement format). However, if you declared this to be an **unsigned int**, then when the high-order bit was set to 1, the number would become 65,535.

To understand the difference between the way that signed and unsigned integers are interpreted by C++, try this short program:

1. /\* This program shows the difference between signed and unsigned integers. \*/

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     short int i; // a signed short integer.

9.     short unsigned int j; // an unsigned short integer

10.

11.     j = 60000;

12.     i = j;

13.     cout << i << " " << j;

14.

15.     return 0;

16. }

The output from this program is shown here:

-5536 60000

These values are displayed because the bit pattern that represents 60,000 as a short unsigned integer is interpreted as -5,536 as short signed integer (assuming 16-bit short integers).

C++ allows a shorthand notation for declaring **unsigned**, **short**, or **long** integers. You can simply use the word **unsigned**, **short**, or **long**, without the **int**. The **int** is implied. For example, the following two statements both declare unsigned integer variables:

unsigned x;

unsigned int y;

### Characters

Variables of type **char** hold 8-bit ASCII characters such as A, z, or G, or any other 8-bit quantity. To specify a character, you must enclose it between single quotes. Thus, this assigns X to the variable **ch**:

char = ch;

ch = ‘X‘;

You can output a **char** value using a **cout** statement. For example, this line outputs the value in **ch**:

cout << “This is ch: “ << ch;

This results in the following output:

This is ch: X

The **char** type can be modified with **signed** or **unsigned**. Technically, whether **char** is signed or unsigned by default is implementation-defined. However, for most compilers **char** is signed. In these environments, the use of **signed** on **char** is also redundant. For the rest of this book, it will be assumed that **char**s are signed entities.

The type **char** can hold values other than just the ASCII character set. It can also be used as a “small” integer with the range typically from -128 through 127 and can be substituted for an **int** when the situation does not require larger numbers. For example, the following program uses a **char** variable to control the loop that prints the alphabet on the screen:

1. // This program displays the alphabet using char letter.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main() {

7.

8.     char letter;

9.

10.     for(letter = 'A'; letter <= 'Z'; letter++){  // initializing at A, if letter less than or equal to Z we increment letter to next letter then print letter.

11.         cout << letter << " " ;

12.     }

13.

14.     return 0;

15. }

The **for** loop works because the character A is represented inside the computer by the value 65, and the values for the letters A to Z are in sequential, ascending order. Thus, **letter** is initially set to ‘A’. Each time through the loop, **letter** is incremented. Thus, after the first iteration, **letter** is equal to ‘B’.

The type **wchar\_t** holds characters that are part of large character sets. As you may know, many human languages, such as Chinese, define a large number of characters, more than will fit within the 8 bits provided by the **char** type. The **wchart\_t** type was added to C++ to accommodate this situation. While we won’t be making use of **wchar\_t** in this book, it is something that you will want to look into if you are tailoring programs for the international market.

### Floating-Point Types

Variables of the types **float** and **double** are employed either when a fractional component is required or when your application requires very large or small numbers. The difference between a **float** and a **double** variable is the magnitude of the largest (and smallest) number that each one can hold. Typically, a **double** can store a number approximately ten times larger than a **float**.

Of the two, **double** is the most commonly used. One reason this is that many of the math functions in the C++ function library use **double** values. For example, the **sqrt( )** function returns a **double** value that is the square root of its **double** argument. Here, **sqrt( )** is used to compute the length of the hypotenuse given the lengths of the two opposing sides.

1. /\*

2.     Use the Pythagorean theorem to find

3.     the length of the hypotenuse given

4.     the lengths of the two opposing sides.

5. \*/

6.

7. #include <iostream>

8. #include <cmath> // The <cmath> header is needed for the sqrt() function.

9. using namespace std;

10.

11. int main(){

12.

13.     double x,y,z;

14.

15.     x = 5.0;

16.     y = 4.0;

17.

18.     z = sqrt(x\*x + y\*y);

19.

20.     cout << "Hypotenuse is: " << z ;

21.

22.

23.     return 0;

24. }

25.

The output from the program is shown here:

Hypotenuse is 6.40312

One other point about the preceding example: Because **sqrt( )** is part of the C++ standard function library, it only requires the standard header <**cmath**>, which is included in the program.

The **long double** type lets you work with very large or small numbers. It is most useful in scientific programs. For example, the **long double** type might be useful when analyzing astronomical data.

### The bool type

The **bool** type is a relatively recent addition to C++. It stores Boolean (that is, true/false) values. C++ defines two Boolean constants, **true** and **false**, which are the only two values that a **bool** value can have.

Before continuing, it is important to understand how true and false are defined by C++. One of the fundamental concepts in C++ is that any nonzero value is interpreted as true and zero is false. This concept is fully compatible with the **bool** data type because when used in a Boolean expression, C++ automatically converts any nonzero value into **true**. It automatically converts zero into false. The reverse is also true; when used in a non-Boolean expression, **true** is converted into 1, and **false** is converted into zero. The convertibility of zero and nonzero values into their Boolean equivalents is especially important when using control statements, as you will see in Module 3.

Here is a program that demonstrates the **bool** type:

1. // Demonstrate bool values.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     bool b;

9.

10.     b = false;

11.     cout << "b is " << b << "\n";

12.

13.     b = true;

14.     cout << "b is " << b << "\n";

15.

16.     // a bool value can control the if statement

17.     if(b){

18.         cout << "This is executed.\n";

19.     }

20.

21.     b = false;

22.     if(b){

23.         cout << "This is not executed.\n";

24.     }

25.

26.     // outcome of a relational operator is a true/false value

27.     cout << "10 > 9 is " << (10 > 9) << "\n";

28.

29.     return 0;

30. }

31.

The output generated by this program is shown here:

b is 0

b is 1

This is executed.

10 > 9 is 1

There are three interesting things to notice about this program. First, as you can see, when a **bool** value is output using **cout**, 0 or 1 is displayed. As you will see later in this book, there is an output option that causes the words “false” and “true” to be displayed.

Second, the value of a **bool** variable is sufficient, by itself, to control the **if** statement. There is no need to write an **if** statement like this:

if(b == true) ……

Third, the outcome of a relational operator, such as <, is a Boolean value. This is why the expression **10 > 9** displays the value 1. Further, the extra set of parentheses around  **10 > 9** is necessary because the << operator has a higher precedence than the >.

### void

The **void** type specifies a valueless expression. This probably seems strange now, but you will see how **void** is used later in this book.

### Project 2-1) Talking to Mars

At its closest point to Earth, Mars is approximately 34,000,000 miles away. Assuming there is someone on Mars that you want to talk with, what is the delay between the time a radio signal leaves Earth and the time it arrives on Mars? This project creates a program that answers this question. Recall that radio signals travel at the speed of light, approximately 186,000 miles per second. Thus, to compute the delay, you will need to divide the distance by the speed of light. Display the delay in terms of seconds and also in minutes.

1. /\*

2.     Project 2-1

3.

4.     Talking to Mars

5. \*/

6.

7. #include <iostream>

8. using namespace std;

9.

10. int main(){

11.

12.     // variables used in program

13.     double distance, lightspeed, delay, delay\_in\_min;

14.

15.     // distancce and lightspeed initial values

16.     distance = 34000000.0; // 34,000,000 miles

17.     lightspeed = 186000;   // 186,000 per second

18.

19.     delay = distance / lightspeed;

20.     cout << "Time delay when talking to Mars: " << delay << " seconds.\n";

21.

22.     delay\_in\_min = delay / 60;

23.     cout << "This is " << delay\_in\_min << " minutes.";

24.

25.     return 0;

26. }

The program’s output is shown below:

Time delay when talking to Mars: 182.796 seconds.

This is 3.04659 minutes.

## 2.2) Literals

*Literals* refer to fixed, human-readable values that **cannot** be altered by the program. For example, the value 101 is an integer literal. Literals are also commonly referred to as *constants*. For the most part, literals and their usage are so intuitive that they have been used in one form or another by all the preceding sample programs. Now the time has come to explain them formally.

C++ literals can be of any of the basic data types. The way each literal is represented depends upon its type. As explained earlier, *character* literals are enclosed between single quotes. For example, ‘a’ and ‘%’ are both character literals.

*Integer* literals are specified as numbers without fractional components. For example, 10 and -100 are integer constants. *Floating-point* literals require the use of the decimal point followed by the number’s fractional component. For example, 11.123 is a floating-point constant. C++ also allows you to use scientific notation for floating-point numbers.

All literal values have a data type, but this fact raises a question. As you know, there are several different types of integers, such as **int**, **short int**, and **unsigned long int**. There are also three different floating-point types: **float**, **double**, and **long double**. The question is: How does the compiler determine the type of a literal? For example, is 123.23 a **float** or a **double**? The answer to this question has two parts. First, the C++ compiler automatically makes certain assumptions about the type of a literal and, second, you can explicitly specify the type of a literal, if you like.

By default , the C++ compiler fits an integer literal into the smallest compatible data type that will hold it, beginning with **int**. Therefore, assuming 16-bit integers, 10 is **int** by default, but 103,000 is **long**. Even though the value 10 could be fit into a **char**, the compiler will not do this because it means crossing type boundaries.

By default, floating-point literals are assumed to be **double**. Thus, the value 123.23 is of type **double**.

For virtually all programs you will write as a beginner, the compiler defaults are perfectly adequate. In cases where the default assumption that C++ makes about a numeric literal is not what you want, C++ allows you specify the exact type of numeric literal by using a suffix. For floating-point types, if you follow the number with an *F*, the number is treated as a **float**. If you follow it with an *L*, the number becomes a **long double**. For integer types, the *U* suffix stands for **unsigned** and the *L* for **long**. (Both the *U* and the *L* must be used to specify an **unsigned long**.) Some examples are shown here:

|  |  |
| --- | --- |
| **Data Type** | **Examples of Constants** |
| int | 1 123 21000 -234 |
| long int | 35000L -34L |
| unsigned int | 10000U 987U 40000U |
| unsigned long | 12323UL 900000UL |
| float | 123.23F 4.34e-3F |
| double | 23.23 123123.33 -0.9876324 |
| long double | 1001.2L |

### Hexadecimal and Octal Literals

As you probably know, in programming it is sometimes easier to use a number system based on 8 or 16 instead of 10. The number system based on 8 is called *octal*, and it uses the digits 0 through 7. In octal, the number 10 is the same as 8 in decimal. The base-16 number system is called *hexadecimal* and uses digits 0 through 9 plus the letters *A* through *F*, which stand for 10, 11, 12, 13, 14, and 15. For example, the hexadecimal number 10 is 16 in decimal. Because of the frequency with which these two number systems are used, C++ allows you to specify integer literals in hexadecimal or octal instead of decimal. A hexadecimal literal must begin with 0x (a zero followed by an x.) An octal literal begins with a zero. Here are some examples:

hex = 0xFF; // 255 in decimal

oct = 011; // 9 in decimal

### String Literals

C++ supports one other type of literal in addition to those of the predefined data types: the string. A *string* is a set of characters enclosed by double quotes. For example, “this is a test” is a string. Keep in mind one important fact: although C++ allows you to define string constants, it does not have a built-in string data type. Instead, strings are supported in C++ as character arrays. (C++ *does*, however, provide a string type in its class library.)

### Character Escape Sequences

C++ provides the *character escape sequences*, sometimes referred to as *backslash character constants* (*table 2-3 on page 57*), so that you can enter them into a program. As you can see, the **\n** that you have been using is one of the escape sequences.

The following sample program illustrates a few of the escape sequences:

1. // Demonstrate some escape seqeunces.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     cout << "one\ttwo\tthree\n"; //  \t is for tabs and \n is for newline

9.     cout << "123\b\b45";         //  \b is for backsapce

10.

11.     return 0;

12. }

The output is shown here:

one two three

145

## 2.3) A Closer Look at Variables

As you learned, variables are declared using this form of statement:

*type var-name;*

where *type* is the data type of the variable and *var-name* is its name. When you create a variable, you are creating a instance of its type. Thus, the capabilities of a variable are determined by its type. Furthermore, the type of a variable cannot change during its lifetime.

### Initializing a Variable

You can assign a value to a variable at the same time it is declared. To do this, follow the variables’ name with an equal sign and the value being assigned. This is called a *variable initialization*. Its general form is shown here:

*type var = value;*

Here, *value* is the value that is given to *var* when *var* is created.

When declaring two or more variables of the same type using a comma separated list, you can give one or more of those variables an initial value. For example,

int a, b = 8, c = 19, d; // b and c have initializations

In this case, only **b** and **c** are initialized.

### Dynamic Initialization

Although the preceding examples have used only constants as initializers, C++ allows variables to be initialized dynamically, using any expression valid at the time the variable is declared. For example, here is a short program that computes the volume of a cylinder given the radius of its base and its height:

1. // Demonstrate dynamic initialization.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     double radius = 4.0, height = 5.0;

9.

10.     //dynamically initialize radius

11.     double volume = 3.1416 \* radius \* radius \*height; // volume is dynamically initialized at runtime.

12.

13.     cout << "Volume is " << volume;

14.

15.     return 0;

16. }

The output is shown below:

Volume is 251.328

Here, three local variables—**radius**, **height**, and **volume**---are declared. The first two, **radius** and **height**, are initialized by constants. However, **volume** is initialized dynamically to the volume of the cylinder. The key point here is that the initialization expression can use any element valid at the time of the initialization, including calls to functions, other variables, or literals.

### Operators

C++ has four general classes of operators: *arithmetic*, *bitwise*, *relational*, and *logical*. C++ also has several additional operators that handle certain special situations. This chapter will examine every operator besides the bitwise and special operators which will be examined later.

## 2.4) Arithmetic Operators

The +, -, \*, and / all work the same way in C++ as they do in algebra. These can be applied to any built-in numeric data type. They can also be applied to values of type **char**.

The **%** (modulus) operator yields the remainder of an integer division. Recall that when / is applied to an integer, any remainder will be truncated; for example 10/3 will equal 3 in integer division. You can obtain the remainder of this division using the **%** operator. For example, 10 % 3 is 1. In C++, the **%** can be applied only to integer operands; it cannot be applied to floating-point types.

The following program demonstrates the modulus operator.

1. // Demonstrates the modulus operator.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int x, y;

9.

10.     x = 10;

11.     y = 3;

12.     cout << x << " / " << y << " is " << x / y << " with a remainder of " << x % y << "\n";

13.

14.     x = 1;

15.     y = 2;

16.     cout << x << " / " << y << " is " << x / y << "\n" << x << " % " << y << " is " << x % y;

17.

18.     return 0;

19. }

The output is shown here:

10 / 3 is 3 with a remainder of 1

1 / 2 is 0

1 % 2 is 1

### Increment and Decrement

The ++ and the – are increment and decrement operators. Let’s begin by reviewing precisely what the increment and decrement operators do.

The increment operator adds 1 to its operand, and the decrement operator subtracts 1. Therefore,

x = x + 1;

is the same as

x++;

and

x = x – 1;

is the same as

--x;

Both the increment and decrement operators can either precede (prefix) or follow (postfix) the operand. For example,

x = x + 1;

can be written as

++x; // prefix form

or as

x++; // postfix form

In this example, there is no difference whether the increment is applied as prefix or a postfix. However, when an increment or decrement is used as part of a larger expression, there is an important difference. When an increment or decrement precedes its operand, C++ will perform the operation prior to obtaining the operand’s value for use by the rest of the expression. If the operator follows its operand, then C++ will obtain the operand’s value before incrementing or decrementing it. Consider the following:

x = 10;

y = ++x;

In this case, **y** will be set to 11. However, if the code is written as

x = 10;

y = x++;

then **y** will be set to 10. In both cases, **x** will still set to 11; the difference is when it happens. There are significant advantages in being able to control when the increment or decrement operation takes place.

The precedence of the arithmetic operators is shown here:

|  |  |
| --- | --- |
| **Highest** | ++ -- |
|  | - (unary minus |
|  | \* / % |
| **Lowest** | + - |

Operators on the same precedence level are evaluated by the compiler from left to right. Parentheses may be used to alter the order of evaluation; parentheses force an operation, or a set of operations, to have a higher precedence level.

## 2.5) Relation and Logical Operators

In the terms *relational operator* and *logical operator*, *relational* refers to the relationships that values can have with one another, and *logical* refers to the ways in which true and false values can be connected together. Since the relational operators produce true or false results, they often work with the logical operators.

The relational and logical operators are shown in Table 2-4 (page 65). In C++, the outcome of a relational or logical expression produces a **bool** result. That is, the outcome of a relational or logical expression is either **true** or **false**.

The operands for a relational operator can be nearly any type as long as they can be meaningfully compared. Any expression other than one that has a **void** result can be used.

Here is a program that demonstrates several of the relational and logical operators.

1. // Demonstrate the relational and logical operators.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.     int i, j;

8.     bool b1, b2;

9.

10.     i = 10;

11.     j = 11;

12.     if(i < j){

13.         cout << "i < j\n";

14.     }

15.     if(i <= j){

16.         cout << "i <= j\n";

17.     }

18.     if(i != j){

19.        cout << "i != j\n";

20.     }

21.     if(i == j){

22.        cout << "i == j\n";

23.     }

24.     if(i >= j){

25.        cout << "i >= j\n";

26.     }

27.     if(i > j){

28.        cout << "i > j\n";

29.     }

30.

31.     b1 = true;

32.     b2 = false;

33.     if(b1 && b2){

34.         cout << "this won't execute!";

35.     }

36.     if(!(b1 && b2)){

37.         cout << "!(b1 && b2) is true\n";

38.     }

39.     if(b1 || b2){

40.         cout << "b1 || b2 is true\n";

41.     }

42.

43.     return 0;

44. }

The output from the program is shown here:

i < j

i <= j

i != j

!(b1 && b2) is true

b1 || b2 is true

Both the relational and logical operators are lower in precedence than the arithmetic operators. This means that an expression like 10 > 1 + 12 is evaluated as if it were written 10 > (1 + 12). The result is, of course, false.

You can link any number of relational operators together using logical operators. For example, this expression joins three relational operations:

var > 14 || !(10 < count) && 3 <= item

The following table shows the relative precedence of the relational and logical operators:

|  |  |
| --- | --- |
| **Highest** | ! |
|  | > >= < <= |
|  | == != |
|  | && |
| **Lowest** | || |

### Project 2-2) Construct an XOR Logical Operation

C++ does not define a logical operator that performs an exclusive-OR operation, usually referred to as XOR. The XOR is a binary operation that yields true when one and only one operand is true.

In this project, you will construct an XOR operation using the **&&**, **||**, and **!** operators:

1. /\*

2.

3. Project 2-2

4.

5. Create an XOR using the C++ logical operators.

6.

7. \*/

8.

9. #include <iostream>

10. using namespace std;

11.

12. int main(){

13.

14.     bool p, q;

15.

16.     p = true;

17.     q = true;

18.

19.     cout << p << " XOR " << q << " is " << ( (p || q) && !(p && q) ) << "\n";

20.

21.     p = false;

22.     q = true;

23.

24.     cout << p << " XOR " << q << " is " << ( (p || q) && !(p && q) ) << "\n";

25.

26.     p = true;

27.     q = false;

28.

29.     cout << p << " XOR " << q << " is " << ( (p || q) && !(p && q) ) << "\n";

30.

31.

32.     p = false;

33.     q = false;

34.

35.     cout << p << " XOR " << q << " is " << ( (p || q) && !(p && q) ) << "\n";

36.

37.

38.     return 0;

39. }

The following output is produced:

1 XOR 1 is 0

0 XOR 1 is 1

1 XOR 0 is 1

0 XOR 0 is 0

## 2.6) The Assignment Operator

The *assignment operator* is the single equal sign, =. The assignment operator works in C++ much as it does in any other computer language. It has the general form:

*var*  = *expression*;

Here, the value of the expression is given to *var*.

The assignment operator does have one interesting attribute: it allows you to create a chain of assignments. For example, consider the fragment:

int x, y, z;

x = y = z = 100; // set x, y, and z to 100

## 2.7) Compound Assignments

C++ provides special *compound* *assignment* operators that simplify the coding of certain assignment statements. Let’s begin with an example. The assignment statement shown here:

x = x + 10;

can be written using a compound assignment as

x += 10;

The operator pair += tells the compiler to assign to **x** the value of **x** plus 10.

Here is another example. The statement

x = x – 100;

is the same as

x -= 100;

Both statements assign to **x** the value of **x** minus 100.

There are compound assignment operators for most of the binary operators (that is, those that require two operands). Thus, statements of the form

var = var op expression;

can be converted into this compound form:

var op = expression;

Compound assignment operators are also sometimes called the *shorthand assignment* operators.

The compound assignment operators provide two benefits. First, they are more compact than their original “longhand” equivalents. Second, they can result in more efficient executable code (because their operand is evaluated only once). For these reasons, you will often see the compound assignment operator used in professionally written C++ programs.

## 2.8 Type Conversion in Assignments

When variables of one type are mixed with variables of another type, a *type conversion* will occur. In an assignment statement, the type conversion rule is easy: The value of the right side (expression side) of the assignment is converted to the type of the left side (target variable), as illustrated here:

int x;

char ch;

float f;

ch = x; /\* line 1 \*/

x = f; /\* line 2 \*/

f = ch; /\* line 3 \*/

f = x; /\* line 4 \*/

In line 1, the high-order bits of the integer variable **x** are lopped off, leaving **ch** with the lower 8 bits. If **x** were between -128 and 127, **ch** and **x** would have identical values. Otherwise, the value of **ch** would reflect only the lower-order bits of **x**. In line 2, **x** will receive the nonfractional part of **f**. In line 3, **f** will convert the 8-bit integer value stored in **ch** to the same value in the floating-point format. This also happens in line 4, except that **f** will convert an integer value into floating-point format.

When converting from integers to characters and long integers to integers, the appropriate number of high-order bits will be removed. In many 32-bit environments, this means that 24 bits will be lost when going from integer to a character, and 16 bits will be lost when going from an integer to a short integer. When converting from a floating-point type to an integer, the fractional part will be lost. If the target type is not large enough to store the result, then a garbage value will result.

## Expressions

Operators, variables and literals are constituents of *expressions*.

## 2.9) Type Conversions in Expressions

When constants and variables of different types are mixed in an expression, they are converted to the same type. First, all **char** and **short int** values are automatically elevated to **int**. This process is called *integral promotion*. Next, all operands are converted “up” to the type of the largest operand, which is called *type promotion*. The promotion is done on an operation-by-operation basis. For example, if one operand is an **int** and the other is a **long int**, then the **int** is promoted to **long int**. Or, if either operand is a **double**, the other operand is promoted to **double**. This means that conversions such as that from a **char** to a **double** are perfectly valid. Once a conversion has been applied, each pair of operands will be of the same type, and the result of each operation will be the same as the type of both operands.

### Converting to and from bool

As mentioned earlier, values of type **bool** are automatically converted into the integers 0 and 1 when sued in an integer expression. When an integer result is converted to type **bool**, 0 becomes **false** and nonzero becomes **true**. Although **bool** is a fairly recent addition to C++, the automatic conversions to and from integers mean that it has virtually no impact on older code. Furthermore, the automatic conversions allow C++ to maintain its original definition of true and false as zero and nonzero.

## 2.10) Casts

It is possible to force an expression to be of a specific type by using a construct called a *cast*. A cast is an explicit type conversion. C++ defines five types of casts. Four allow detailed and sophisticated control over casting and are described later in this book after objects have been explained. However, there is one type of cast that you can use now. It is C++’s most general cast because it can transform any type into any other type. The general form of this cast is:

(*type*) *expression*

where *type* is the target type into which you want to convert the expression. For example, if you wish to make sure the expression **x/2** is evaluated to type **float**, you can write

(float) x / 2

Casts are considered operators. As an operator, a cast is unary and has the same precedence as any other unary operator (an operator that operates only on one operand).

There are times when a cast can be very useful. For example, you may wish to use an integer for loop control, but can also perform computation on it that requires a fractional part, as in the program shown here:

1. // Demonstrate a cast

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int i;

9.

10.     for(i = 1; i <= 10; i++){

11.         cout << i << " / 2 is: " << (float) i / 2 << "\n";

12.     }

13.

14.     return 0;

15. }

Here is the output from this program:

1 / 2 is: 0.5

2 / 2 is: 1

3 / 2 is: 1.5

4 / 2 is: 2

5 / 2 is: 2.5

6 / 2 is: 3

7 / 2 is: 3.5

8 / 2 is: 4

9 / 2 is: 4.5

10 / 2 is: 5

Without the cast (**float**) in this example, only an integer division would be performed. The cast ensures that the fractional part of the answer will be displayed.

## 2.11) Spacing and Parentheses

Summing up the book, use spaces and parentheses to make your code more readable. Use of redundant or additional parentheses will not cause errors or slow down the execution of an expression. An example of spacing and parentheses making code more readable is shown below:

x = y/3-34\*temp+127; // Hard to read

x = (y/3) – (34 \* temp) + 127; // Easier to read!

## Project 2-3) Compute the Regular Payments on a Loan

In this project, you will create a program that computes the regular payments on a loan, such as a car loan. Given the principal, the length of time, number of payments per year, and the interest rate, the program will compute the payment. Since this is a financial calculation, you will need to use floating-point data types for the computation. Since **double** is the most commonly used floating-point type, we will use it in this project. This project also demonstrates another C++ library function **pow( )**.

To compute the payments , you will use the following formula:

Payment =

where IntRate specifies the interest rate, Principal contains the starting balance, PayPerYear specifies the number of payments per year, and NumYears specifies the length of the loan in years.

Notice that in the denominator of the formula, you will raise one value to the power of another. To do this, you will use **pow( )**. Here is how you will call it:

*result* = pow(*base*, *exp*);

**pow** returns the value of *base* raised to the *exp* power. The arguments to **pow( )** are **double** values, and **pow( )** returns a value of the type **double**.

1. /\*

2.     Compute the regular payments for a loan.

3.

4.     Call this file RegPay.cpp

5. \*/

6.

7. #include <iostream>

8. #include <cmath>

9. using namespace std;

10.

11. int main(){

12.

13.     double Principal;    // original principal

14.     double IntRate;      // interest rate, such as 0.075

15.     double PayPerYear;   // number of payments per year

16.     double NumYears;     // number of years

17.     double Payment;      // the regular payment

18.     double numer, denom; // temporary work variables

19.     double b, e;         // base and exponent for call to pow()

20.

21.

22.     cout << "Enter the principal: ";

23.     cin >> Principal;

24.

25.     cout << "Enter the interest rate (i.e., 0.075): ";

26.     cin >> IntRate;

27.

28.     cout << "Enter the number of payments per year: ";

29.     cin >> PayPerYear;

30.

31.     cout << "Enter number of years: ";

32.     cin >> NumYears;

33.

34.     numer = IntRate \* Principal / PayPerYear;

35.

36.     e = -(PayPerYear \* NumYears);

37.     b = (IntRate / PayPerYear) + 1;

38.

39.     denom = 1 - pow(b, e);

40.

41.     Payment = numer / denom;

42.

43.     cout << "Payment is: " << Payment << "\n";

44.

45.

46.     // Just assuming that this math is correct since im not familiar with

47.     cout << "Total interest paid over the life of the loan is: " << Payment \* NumYears;

48.     return 0;

49. }

Here is a sample run:

Enter the principal: 10000

Enter the interest rate (i.e., 0.075): 0.075

Enter the number of payments per year: 12

Enter number of years: 5

Payment is: 200.379

Total interest paid over the life of the loan is: 1001.9

# Module 3 - Program Control Statements

This module discusses the statements that control a program’s flow of execution. There are three categories of program control statements: *selection* statements, which include the **if** and the **switch**; *iteration* statements, which include the **for**, **while**, and the **do-while** loops; and *jump* statements, which include **break**, **continue**, **return**, and **goto**. Except for **return**, which is discussed later in this book, the remaining control statements, including the **if** and **for** statements to which you have already had a brief introduction, are examined here.

## 3.1) The if Statement

The complete form of the **if** statement is:

if(*expression*) *statement*;

else *statement*;

where the targets of the **if** and **else** are single statements. The **else** clause is optional. The targets of both the **if** and **else** can be blocks of statements. The general form of the **if** using blocks of statements is:

if(*expression*){

*statement sequence;*

}

else{

*statement sequence*;

}

If the conditional expression is true, the target of the **if** will be executed; otherwise, the target of the **else**, if it exists, will be executed. At no time will both be executed. The conditional expression controlling the **if** may be any type of valid C++ expression that produces a true or false result.

The following program demonstrates the **if** by playing a simple version of the “guess the magic number” game. This program also introduces another C++ library function, called **rand( )**, which returns a randomly selected integer value. It requires the <**cstdlib**> header.

1. // Magic Number program.

2.

3. #include <iostream>

4. #include <cstdlib>

5. using namespace std;

6.

7. int main(){

8.

9.     int magic;  // magic number

10.     int guess;  // user's guess

11.

12.     magic = rand();  // gets a random number

13.

14.     cout << "Enter your guess: ";

15.     cin >> guess;

16.

17.     if(guess == magic){

18.         cout << "\*\* Right \*\*";

19.     }

20.     else{

21.         cout << "...Sorry, you're wrong.";

22.     }

23.

24.     return 0;

25. }

Below is a sample output:

Enter your guess: 3

...Sorry, you're wrong.

### The Conditional Expression

Sometimes newcomers to C++ are confused by the fact that any valid C++ expression can be used to control the **if**. That is, the conditional expression need not be restricted to only those involving the relational and logical operators, or to operands of type **bool**. All that is required is that the controlling expression evaluate to either a true or false result. As you should recall from the previous module, a value of 0 is automatically converted into **false**, and all non-zero values are converted to **true**. Thus, any expression that results in a 0 or non-zero value can be used to control the **if**. For example, this program reads two integers from the keyboard and displays the quotient. To avoid a divide-by-zero error, an **if** statement, controlled by the second number, is used.

1. // Use an int value to control the if.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int a, b;

9.

10.     cout << "Enter numerator: ";

11.     cin >> a;

12.     cout << "Enter a denominator: ";

13.     cin >> b;

14.

15.     if(b){

16.         cout << "Result is: " << a /b << "\n";

17.     }

18.     else{

19.         cout << "Cannot divide by zero\n";

20.     }

21.

22.     return 0;

23. }

Here are two sample runs:

Enter numerator: 4

Enter a denominator: 3

Result is: 1

Enter numerator: 12

Enter a denominator: 0

Cannot divide by zero

Notice that **b** (the divisor) is tested for zero using **if(b)**. This approach works because when **b** is zero, the condition controlling the **if** is false and the **else** executes. Otherwise, the condition is true (non-zero) and the division takes place. It is not necessary (and would be considered bad style by many C++ programmers) to write this **if** as shown here:

if( b == 0){

cout << a / b << “\n”;

}

This form of the statement is redundant and potentially inefficient.

### Nested ifs

A *nested* **if** is an **if** statement that is the target of another **if** or **else**. Nested **if**s are very common in programming. The main thing about nested **if**s in C++ is that an **else** statement always refers to the nearest **if** statement that is within the same block as the **else** and not already associated with an **else**. Here is an example:

1. if(i){

2. if(j){

3. result = 1;

4. }

5. if(k){

6. result = 2;

7. }

8. else {

9. result = 4; // this is associated with if(k)

10. }

11. }

12. else{

13. result = 4; // this is associated with if(i)

14. }

As the comments indicate, the final **else** is not associated with **if(j)** (even though it is the closest **if** without an **else**), because it is not in the same block. Rather, the final **else** is associated with **if(i)**. The inner **else** is associated with **if(k)** because that is the nearest **if**.

You can use a nested **if** to add a further improvement to the Magic Number program.

This addition provides the player with feedback about a wrong guess.

1. // Magic Number program.

2.

3. #include <iostream>

4. #include <cstdlib>

5. using namespace std;

6.

7. int main(){

8.

9.     int magic;  // magic number

10.     int guess;  // user's guess

11.

12.     magic = rand();  // gets a random number

13.

14.     cout << "Enter your guess: ";

15.     cin >> guess;

16.

17.     if(guess == magic){

18.         cout << "\*\* Right \*\*";

19.     }

20.     else{

21.         cout << "...Sorry, you're wrong.\n";

22.         if(guess < magic){

23.             cout << "Your guess is too high.\n";

24.         }

25.         else{

26.             cout << "Your guess is too low.\n";

27.         }

28.     }

29.

30.     return 0;

31. }

### The if-else-if Ladder

A common programming construct that is based upon nested **if**s is the **if-else-if** *ladder*, also referred to as the **if-else-if** *staircase*. It looks like this:

if(*condition*)

*statement*;

else if(*condition*)

*statement*;

else if(*condition*)

*statement*;

.

.

.

else

*statement*;

The conditional expressions are evaluated from the top downward. As soon as a true condition is found, the statement associated with it is executed, and the rest of the ladder is bypassed. If none of the conditions is true, then the final **else** statement will be executed. The final **else** often acts as a default condition; that is, if all the other conditions fail, then the last **else** statement is performed. If there is no final **else** and all other conditions are false, then no action will take place.

The following program demonstrates the **if-else-if** ladder:

1. // Demonstrates an if-else-if ladder.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int x;

9.

10.     for(x=0; x<6; x++){

11.         if(x==1){

12.             cout << "x is one\n";

13.         }

14.         else if(x==2){

15.             cout << "x is two\n";

16.         }

17.         else if(x==3){

18.             cout << "x is three\n";

19.         }

20.         else if(x==4){

21.             cout << "x is four\n";

22.         }

23.         else{

24.             cout << "x is not between 1 and 4\n";

25.         }

26.     }

27.

28.     return 0;

29. }

The program produces the following output:

x is not between 1 and 4

x is one

x is two

x is three

x is four

x is not between 1 and 4

As you an see, the default **else** is executed only if none of the preceding **if** statements succeeds.

## 3.2) The switch Statement

The second of C++’s selection statements is the **switch**. The **switch** provides for a multiway branch. Thus, it enables a program to select among several alternatives. Although a series of nested **if** statements can perform multiway tests, for many situations the **switch** is a more efficient approach. It works like this: the value of an expression is successively tested against a list of constants. When a match is found, the statement sequence associated with that match is executed. The general form of the **switch** statement is:

switch(*expression*){

case *constant1*:

*statement sequence*

break;

case *constant2*:

*statement sequence*

break;

case *constant2*:

*statement sequence*

break;

.

.

.

default:

*statement sequence*

}

The **switch** expression must evaluate to either a character or an integer value. (Floating-point expressions, for example, are not allowed.) Frequently, the expression controlling the **switch** is simply a variable. The **case** constants must be integer or character literals.

The **default** statement sequence is performed if no matches are found. The **default** is optional; if it is not present, no action takes place if all matches fail. When a match is found, the statements associated with that **case** are executed until the **break** is encountered or, in a concluding **case** or **default** statement, until the end of the **switch** is reached.

There are four important things to know about the **switch** statement:

* + The **switch** differs from the **if** in that the **switch** can only test for equality (that is, for matches between the **switch** expression and the **case** constants), whereas the **if** conditional expression can be of any type.
  + No two **case** constants in the same **switch** can have identical values. Of course, a **switch** statement enclosed by an outer switch may have **case** constants that are the same.
  + A **switch** statement is usually more efficient than nested **if**s.
  + The statement sequences associated with each **case** are *not* blocks. However, the entire **switch** statement *does* define a block. The importance of this will become apparent as you learn more about C++>

The following program demonstrates the **switch**. It asks for a number between 1 and 3, inclusive. It then displays a proverb linked to that number. Any other number causes an error message to be displayed.

1. /\*

2.     A simple proverb generator that

3.     demonstrates the switch.

4. \*/

5.

6. #include <iostream>

7. using namespace std;

8.

9. int main(){

10.

11.     int num;

12.

13.     cout << "Enter a number from 1 to 3: ";

14.     cin >> num;

15.

16.     switch(num){

17.         case 1:

18.             cout << "A rolling stone gathers no moss.\n";

19.             break;

20.         case 2:

21.             cout << "A bird in hand is worth two in the bush.\n";

22.             break;

23.         case 3:

24.             cout << "A fool and his money are soon parted.\n";

25.             break;

26.         default:

27.             cout << "You must enter either 1, 2, or 3.\n";

28.     }

29.

30.     return 0;

31. }

Here are two sample runs:

Enter a number from 1 to 3: 3

A fool and his money are soon parted.

Enter a number from 1 to 3: 4

You must enter either 1, 2, or 3.

Technically, the **break** statement is optional, although most applications of the **switch** will use it. When encountered within the statement sequence of a **case**, the **break** statement causes program flow to exit from the entire **switch** statement and resume at the next statement outside the **switch**. However, if a **break** statement does not end the statement sequence associated with a **case**, then all the statements *at* and *below* the matching **case** will be executed until a **break** (or the end of a **switch**) is encountered. For example, study the following program carefully. Can you figure out what it will display on the screen?

1. // A switch without break statements.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int i;

9.

10.     for(i=0; i<5; i++){

11.         switch(i){

12.             // No break statements for any of the cases!

13.             // This will cause it so for each iteration of i it will look at a case it matches and then

14.             // execute all the other ones below as well.

15.             // e.g., when i = 0 we match case 0 so we print what's in the case but we also print what's in

16.             // all the other cases. When i = 1, we match case 1 so we print what's in the case but we also

17.             // print waht's in all the other cases.

18.             case 0:

19.                 cout << "less than 1\n";

20.             case 1:

21.                 cout << "less than 2\n";

22.             case 2:

23.                 cout << "less than 3\n";

24.             case 3:

25.                 cout << "less than 4\n";

26.             case 4:

27.                 cout << "less than 5\n";

28.         }

29.         cout << "\n";

30.     }

31.

32.     return 0;

33. }

34.

This program displays the following output:

less than 1

less than 2

less than 3

less than 4

less than 5

less than 2

less than 3

less than 4

less than 5

less than 3

less than 4

less than 5

less than 4

less than 5

less than 5

As this program illustrates, execution will continue into the next **case** if no **break** statement is present.

You can have empty **cases**, as shown in this example:

switch(i) {

case 1:

case 2:

case 3:

cout << “i is less than 4”;

break;

case 4:

cout << “i is 4”;

break;

}

In this fragment, if **I** has the value 1, 2, or 3, then the message

i is less than 4

is displayed. If it is 4, then

i is 4

is displayed. The “stacking” of **cases**, as shown in this example, is very common when several **cases** share common code.

### Nested switch Statements

It is possible to have a **switch** as part of the statement sequence of an outer **switch**. Even if the **case** constants of the inner and outer **switch** contain common values, no conflicts will arise. For example, the following code fragment is perfectly acceptable:

#include <iostream>

using namespace std;

int main(){

    switch(ch1){

        case 'A':

            cout << This A is part of outer switch";

            switch(ch2){

                case 'A':

                    cout << "This A is part of inner switch";

                    break;

                case 'B':

                    ...

            }

            break;

        case 'B':

            ...

    }

    return 0;

}

*Note: Use an* ***if-else-if*** *ladder rather than a* ***switch*** *when testing floating-point values or other objects that are not of types valid for use in a* ***switch*** *expression.*

### Project 3-1) Start Building a C++ Help System

This project builds a simple help system that displays the syntax for the C++ control statements. The program displays a menu containing the control statements and then waits for you to choose one. After one is chosen, the syntax of the statement is displayed. In this first version of the program, help is available for only the **if** and **switch** statements. The other control statements are added by subsequent projects.

1. /\*

2.     Project 3-1

3.

4.     A simple help system.

5.

6. \*/

7.

8. #include <iostream>

9. using namespace std;

10.

11. int main(){

12.     char choice;

13.

14.     cout << "Help on: \n";

15.     cout << "  1. if\n";

16.     cout << "  2. switch\n";

17.     cout << "Choose one: ";

18.     cin >> choice;

19.     cout << "\n";

20.

21.     switch(choice){

22.         case '1':

23.             cout << "The if:\n\n";

24.             cout << "if(condition) statement;\n";

25.             cout << "else statement\n";

26.             break;

27.         case '2':

28.             cout << "The switch:\n\n";

29.             cout << "switch(expression) {\n";

30.             cout << "  case constant:\n";

31.             cout << "    statement sequence\n";

32.             cout << "    break;\n";

33.             cout << "  // ...\n";

34.             cout << "}\n";

35.             break;

36.     }

37.

38.     return 0;

39. }

Here are two sample runs:

Help on:

1. if

2. switch

Choose one: 1

The if:

if(condition) statement;

else statement

Help on:

1. if

2. switch

Choose one: 2

The switch:

switch(expression) {

case constant:

statement sequence

break;

// ...

}

## 3.3) The for loop

Let’s begin by reviewing the basics, starting with the most traditional forms of the **for**.

The general form of the **for** loop for repeating a single statement is:

for(*initialization*; *expression*; *increment*) *statement*;

For repeating a block, the general form is:

for(*initialization*; *expression*; *increment*){

*statement sequence*

}

The *initialization* is usually an assignment statement that sets the initial value of the *loop control variable*, which acts as the counter that controls the loop. The *expression* is a conditional expression that determines whether the loop will repeat. The *increment* defines the amount by which the loop control variable will change each time the loop is repeated. Notice that these three major sections of the loop must be separated by semicolons. The **for** loop will continue to execute as long as the conditional expression tests true. Once the condition becomes false, the loop will exit, and program execution will resume on the statement following the **for** block.

The following program uses a **for** loop to print the square roots of the numbers between 1 and 99. Notice that in this example, the loop control variable is called **num**.

1. // Show square roots of 1 to 99.

2.

3. #include <iostream>

4. #include <cmath>

5. using namespace std;

6.

7. int main(){

8.

9.     int num;

10.     double sq\_root;

11.

12.     for(num = 1; num < 100; num++){

13.         sq\_root = sqrt((double) num); // Inside sqrt we use a cast to turn num into a double since sqrt requires input to be a double

14.         cout << num << " " << sq\_root << "\n";

15.     }

16.

17.     return 0;

18. }

This program uses the standard function **sqrt( )**. The **sqrt( )** function returns the square root of its argument. The argument must be of type **double**, and the function returns a value of type **double.** The header <**cmath**> is required.

The **for** loop can proceed in a positive or negative fashion, and it can increment the loop control variable by any amount. For example, the following program prints the numbers 50 to -50, in decrements of 10:

1. // A negatively running for loop.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int i;

9.

10.     for(i = 50; i >= -50; i = i - 10){

11.         cout << i << ' ';

12.     }

13.

14.     return 0;

15. }

Here is the output of the program:

50 40 30 20 10 0 -10 -20 -30 -40 -50

An important point about **for** loops is that the conditional expression is always tested at the top of the for loop. This means that the code inside the loop may not be executed at all if the condition is false to begin with. Here is an example:

1. for(count=10; count < 5; count++){

2. cout << count; // this statement will never execute

3. }

This loop will never execute, because its control variable, **count**, is greater than 5 when the loop is first entered. This makes the conditional expression, **count < 5**, false from the outset; thus, not even one iteration of the loop will occur.

### Some Variations on the for Loop

The **for** loop is one of the most versatile statements in the C++ language because it allows a wide range of variations. For example, multiple loop control variables can be used. Consider the following fragment of code:

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     int x, y; // initialization of loop control variables

7.

8.     for(x=0,  y=10; x <=y; ++x, --y){

9.         cout << x << ' ' << y << "\n";

10.     }

11.

12.     return 0;

13. }

Here is the output:

0 10

1 9

2 8

3 7

4 6

5 5

Here, commas separate the two initialization statements and the two increment expression. This is necessary in order for the compiler to understand that there are two initialization and two increment statements. In C++, the comma is an operator that essentially means “do this and this”. It’s most common in the **for** loop. You can have any number of initialization and increment statements, but in practice, more than two or three make the **for** loop unwieldy.

The condition controlling the loop may be any valid C++ expression. It does not need to involve the loop control variable. In the next example, the loop continues to execute until the **rand( )** function produces a value greater than 20,000.

1. /\*

2.     Loop until a random number that is greater than 20,000.

3. \*/

4.

5. #include <iostream>

6. #include <cstdlib>

7. using namespace std;

8.

9. int main(){

10.

11.     int i, r;

12.

13.     r = rand();

14.

15.     for(i =0; r <= 20000; i++){

16.         r = rand();

17.     }

18.

19.     cout << "Number is " << r << ". It was generated on try " << i << ".";

20.

21.

22.     return 0;

23. }

Here is a sample run:

Number is 26500. It was generated on try 3.

### Missing Pieces

Another aspect of the **for** loop that is different in C++ than in many other computer languages is that pieces of the loop definition need not be there. For example, if you want to write a loop that runs until the number 123 is typed in at the keyboard, it could look like this.

1. // A for loop with no increment.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int x;

9.

10.     for(x=0; x !=123; ){    // no increment expression in this for loop!

11.         cout << "Enter a number: ";

12.         cin >> x;

13.     }

14.

15.     return 0;

16. }

Here, the increment portion of the **for** definition is blank. This means that each time the loop repeats, **x** is tested to see whether it equals 123, but no further action takes place. If, however, you type 123 at the keyboard, the loop condition becomes false and the loop exits. The **for** loop will not modify the loop control variable if no increment portion of the loop is present.

Another variation on the **for** is to move the initialization section outside of the loop, as shown in this fragment.

1. x = 0;

2.

3. for( ; x<10; ){

4. cout << x << ‘ ‘;

5. ++x;

6. }

Here, the initialization section has been left blank, and **x** is initialized before the loop is entered. Placing the initialization outside of the loop is generally done only when the initial value is derived through a complex process that does not lend itself to containment inside the **for** statement. Notice that in this example, the increment portion of the **for** is located inside the body of the loop.

### The Infinite for Loop

You can create an *infinite loop* ( a loop that never terminates) using this **for** construct:

for( ; ; ){

//…

}

This loop will run forever. Although there are some programming tasks, such as operating system command processors, that require an infinite loop, most “infinite loops” are really just loops with special termination requirements. Near the end of this module, you will see how to halt a loop of this type. (Hint: It’s done using the **break** statement.)

### Loops with No Body

In C++, the body associated with a **for** loop can be empty. This is because the *null statement* is syntactically valid. Bodiless loops are often useful. For example, the following program uses one to sum the numbers from 1 to 10:

1. // The body of a for loop can be empty.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int i;

9.     int sum = 0;

10.

11.     // sum the numbers from 1 through 10

12.     for(i=1; i<=10; sum += i++);

13.

14.     cout << "Sum is " << sum;

15.

16.     return 0;

17. }

The output from the program is shown here:

Sum is 55

Notice that the summation process is handled entirely within the **for** statement and no body is needed. Pay special attention to the increment expression:

sum += i++

Don’t be intimidated by statements like this. They are common in professionally written C++ programs and are easy to understand if you break them down into their parts. In words, this statement says, “add to **sum** the value of **sum** plus **I**, then increment **i**.” Thus, it is the same as the sequence of statements:

sum = sum + i;

i++;

### Declaring Loop Control Variables Inside the for Loop

Often, the variable that controls a **for** loop is needed only for the purposes of the loop and is not used elsewhere. When this is the case, it is possible to declare the variable inside the initialization portion of the **for**. For example, the following program computes both the summation and the factorial of the numbers 1 through 5. It declares its loop control variable **i** inside the **for**:

1. // Declare loop control variable inside the for.

2.

3. #include <iostream>

4. using namespace std;

5.

6. int main(){

7.

8.     int sum = 0;

9.     int fact = 1;

10.

11.     //compute the factorial of the numbers through 5

12.     for(int i = 1; i <= 5; i++){

13.         sum += i;   // i is known throughout the loop

14.         fact \*= i;

15.     }

16.

17.     // but, i is not known here.

18.

19.     cout << "Sum is " << sum << "\n";

20.     cout << "Factorial is " << fact;

21.

22.     return 0;

23. }

Here is the output produced by the program:

Sum is 15

Factorial is 120

When you declare a variable inside a **for** loop, there is one important point to remember: the variable is known only within the **for** statement. Thus, in the language of programming, the *scope*  of the variable is limited to the **for** loop. Outside the **for** loop, the variable will cease to exist. Therefore, in the preceding example, **i** is not accessible outside the **for** loop. If you need to use the loop control variable elsewhere in your program, you will not be able to declare it inside the **for** loop.

## 3.4) The while Loop

Another loop is the **while**. The general form of the while loop is:

while(*expression*) *statement*;

where *statement* may be a single or a block of statements. The *expression* defines the condition that controls the loop, and it can be any valid expression. The statement is performed while the condition is true. When the condition becomes false, the program control passes to the line immediately following the loop.

The next program illustrates the **while** in a short but sometimes fascinating program. Virtually all computers support an extended character set beyond that defined by ASCII. The extended characters, if they exist, often include special characters such as foreign language symbols and scientific notations. The ASCII characters use values that are less than 128. The extended character set begins at 128 and continues to 255. This program prints all characters between 32 (which is a space) and 255. When you run this program, you will most likely see some very interesting characters.

1. /\*

2.     This program displays all printable characters,

3.     including the extended character set, if one exists.

4. \*/

5.

6. #include <iostream>

7. using namespace std;

8.

9. int main(){

10.

11.     unsigned char ch;

12.

13.     ch = 32;

14.     while(ch){ // while ch between 0 and 255

15.         cout << ch;

16.         ch++;

17.     }

18.

19.     return 0;

20. }

Here is the output:
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Examine the loop expression in the preceding program. You may be wondering why only **ch** is used to control the **while**. Since **ch** is an unsigned character, it can only hold values 0 through 255. When it holds the value 255 and is then incremented, its value will “wrap around” to zero. Therefore, the test for **ch** being zero serves as a convenient stopping condition.

As with the **for** loop, the **while** checks the conditional expression at the top of the loop, which means that the loop code may not execute at all. This eliminates the need to perform a separate test before the loop. The following program illustrates this characteristic of the **while** loop. It displays a line of periods. The number of periods displayed is equal to the value entered by the user. The program does not allow lines longer than 80 characters. The test for a permissible number of periods is performed inside the loop’s conditional expression, not outside of it.

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     int len;

7.

8.     cout << "Enter length (1 to 79): ";

9.     cin >> len;

10.

11.     while(len > 0 && len < 80){

12.         cout << ".";

13.         len--;

14.     }

15.

16.     return 0;

17. }

If **len** is out of range, then the **while** loop will not execute even once. Otherwise, the loop executes until **len** reaches zero.

There need not be any statements at all in the body of the **while** loop. Here is an example:

while(rand( ) != 100);

This loop iterates until the random number generated by **rand( )** equals 100.

## 3.5) The do-while Loop

The last of C++’s loops is the **do-while**. Unlike the **for** and the **while** loops, in which the condition is tested at the top of the loop, the **do-while** loop checks its condition at the bottom of the loop. This means that a **do-while** loop will always execute at least once. The general form of the **do-while** loop is:

do{

*statements*;

} while(*condition*);

Although the braces are not necessary when only one statement is present, they are often used to improve readability of the **do-while** construct, thus preventing confusion with the **while**. The **do-while** loop executes as long as the conditional expression is true.

The following program loops until the number 100 is entered:

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     int num;

7.

8.     do{

9.         cout << "Enter a number (100 to stop): ";

10.         cin >> num;

11.     } while(num != 100);

12.

13.     return 0;

14. }

Here is a sample output:

Enter a number (100 to stop): 1

Enter a number (100 to stop): 2

Enter a number (100 to stop): 3

Enter a number (100 to stop): 4

Enter a number (100 to stop): 5

Enter a number (100 to stop): 100

Using a **do-while** loop, we can further improve the Magic Number program. This time, the program loops until you guess the number.

1. // Magic Number Program: 3rd improvement.

2.

3. #include <iostream>

4. #include <cstdlib>

5. using namespace std;

6.

7. int main(){

8.

9.     int magic;  // magic number

10.     int guess;  // user's guess

11.

12.     magic = rand(); // get a random number

13.

14.     do{

15.         cout << "Enter your guess: ";

16.         cin >> guess;

17.         if(guess == magic){

18.             cout << "\*\* Right \*\* ";

19.             cout << magic<< " is the magic number.\n";

20.         }

21.         else{

22.             cout << "...Sorry, you're wrong.";

23.             if(guess > magic){

24.                 cout << " Your guess is too high.\n";

25.             }

26.             else{

27.                 cout << " Your guess is too low.\n";

28.             }

29.         }

30.     } while(guess != magic);

31.

32.     return 0;

33. }

Here is a sample run:

Enter your guess: 50

...Sorry, you're wrong. Your guess is too high.

Enter your guess: 40

...Sorry, you're wrong. Your guess is too low.

Enter your guess: 41

\*\* Right \*\* 41 is the magic number.

One last point: Like the **for** and **while**, the body of the **do-while** loop can be empty, but this is seldom the case in practice.

**Ask the Expert**

**Q: Given the flexibility inherent in all of C++’s loops, what criteria should I use when selecting a loop? That is, how do I choose the right loop for a specific job?**

**A:** Use a **for** loop when performing a known number of iterations. Use the **do-while** when you need a loop that will always perform at least one iteration. The **while** is best used when the loop will repeat an unknown number of times.

## Project 3-2) Improve the C++ Help System

This project expands on the C++ help system that was created in Project 3-1. This version adds the syntax for the **for**, **while**, and **do-while** loops. It also checks the user’s menu selection, looping until a valid response is entered. To do this, it uses a **do-while** loop. In general, using a **do-while** loop to handle menu selection is common because you will always want the loop to execute at least once.

1. /\*

2.     Project 3-2

3.

4.     An improved Help system that uses a do-while to process a menu selection

5. \*/

6.

7. #include <iostream>

8. using namespace std;

9.

10. int main(){

11.

12.     char choice;

13.

14.     do{

15.         // giving user choices

16.         cout << "Help on: \n";

17.         cout << " 1. if\n";

18.         cout << " 2. switch\n";

19.         cout << " 3. for\n";

20.         cout << " 4. while\n";

21.         cout << " 5. do-while\n";

22.         cout << "Choose one: ";

23.

24.         // saving their choice into variable choice

25.         cin >> choice;

26.     }while(choice < '1' || choice > '5');

27.

28.     cout << "\n\n";

29.

30.     switch(choice){

31.         case '1':

32.             cout << "The if:\n\n";

33.             cout << "if(condition) statement;\n";

34.             cout << "else statement\n";

35.             break;

36.         case '2':

37.             cout << "The switch:\n\n";

38.             cout << "switch(expression) {\n";

39.             cout << "  case constant:\n";

40.             cout << "    statement sequence\n";

41.             cout << "    break;\n";

42.             cout << "  // ...\n";

43.             cout << "}\n";

44.             break;

45.         case '3':

46.             cout << "The for:\n\n";

47.             cout << "for(init; condition; increment)";

48.             cout << " statement;\n";

49.             break;

50.         case '4':

51.             cout << "The while:\n\n";

52.             cout << "while(condition)  statement;\n";

53.             break;

54.         case '5':

55.             cout << "The do-while:\n\n";

56.             cout << "do  {\n";

57.             cout << "  statement;\n";

58.             cout << "}  while (condition);\n";

59.             break;

60.     }

61.

62.     return 0;

63. }

Here is a sample run:

Help on:

1. if

2. switch

3. for

4. while

5. do-while

Choose one: 0

Help on:

1. if

2. switch

3. for

4. while

5. do-while

Choose one: 4

The while:

while(condition) statement;

As you can see, making a choice of 0 resulted in being asked again because 0 is not between 1 and 5.

## 3.6) Using a break to Exit a Loop

It is possible to force an immediate exit from a loop, bypassing the loop’s conditional test, by using the **break** statement. When the **break** statement is encountered inside a loop, the loop is immediately terminated, and program control resumes at the next statement following the loop. Here is a simple example:

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     int t;

7.

8.     // Loops from 0 to 9, not to 100!

9.     for(t=0; t<100; t++){

10.         if(t==10){

11.             break;

12.         }

13.         cout << t << ' ';

14.     }

15.

16.     return 0;

17. }

18.

The output of the program is shown here:

0 1 2 3 4 5 6 7 8 9

As the output illustrates, this program prints only the numbers 0 through 9 on the screen before ending. It will not go to 100, because the **break** statement will cause it to terminate early.

When loops are nested (that is, when one loop encloses another), a **break** will cause an exit from only the innermost loop. Here is an example:

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     int t, count;

7.

8.     for(t=0; t<10; t++){

9.         count = 1;

10.         for(;;){

11.             cout << count << " ";

12.             count++;

13.             if(count==10){

14.                 break;

15.             }

16.         }

17.         cout << '\n';

18.     }

19.

20.     return 0;

21. }

Here is the output produced by this program:

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

1 2 3 4 5 6 7 8 9

As you can see, this program prints the numbers 1 through 9 on the screen ten times. Each time the **break** is encountered in the inner **for** loop, control is passed back to the outer **for** loop. Notice that the inner **for** is an infinite loop that uses the break statement to terminate.

The **break** statement can be used with any loop statement. IT is most appropriate when a special condition can cause immediate termination. One common use is to terminate infinite loops, as the foregoing example illustrates.

One other point: A **break** used in a **switch** statement will affect only that **switch**, and not any loop the **switch** happens to be in.

## 3.7) Using continue

It is possible to force an early iteration of a loop, bypassing the loop’s normal control structure. This is accomplished using **continue**. The **continue** statement forces the next iteration of the loop to take place, skipping any code between itself and the conditional expression that controls the loop. For example, the following program prints the even numbers between 0 and 100:

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     int x;

7.

8.     for(x=0; x<=100; x++){

9.         if(x%2){    // continue the loop when x is odd.

10.             continue;

11.         }

12.         cout << x << " ";

13.     }

14.

15.     return 0;

16. }

17.

Here is the output of the program:

0 2 4 6 8 10 12 14 16 18 20 22 24 26 28 30 32 34 36 38 40 42 44 46 48 50 52 54 56 58 60 62 64 66 68 70 72 74 76 78 80 82 84 86 88 90 92 94 96 98 100

Only even numbers are printed, because an odd number will cause the **continue** statement to execute, resulting in early iteration of the loop, bypassing the **cout** statement. Remember that the **%** operator produces the remainder of an integer division. Thus, when **x** is odd, the remainder is 1, which is true. When **x** is even, the remainder is 0, which is false.

In **while** and **do-while** loops, a **continue** statement will cause control to go directly to the conditional expression and then continue the looping process. In the case of the **for**, the increment part of the loop is performed, then the conditional expression is executed, and then the loop continues.

## Project 3-3) Finish the C++ Help System

This project puts the finishing touches on the C++ help system that was created by the previous projects. This version adds the syntax for **break**, **continue**, and **goto**. It also allows the user to request the syntax for more than one statement. It does this by adding an outer loop that runs until the user enters a **q** as a menu selection.

1. /\*

2.     Project 3-2

3.

4.     An improved Help system that uses a do-while to process a menu selection

5. \*/

6.

7. #include <iostream>

8. using namespace std;

9.

10. int main(){

11.

12.     char choice;

13.

14.     for(;;){

15.         do{

16.             // giving user choices

17.             cout << "Help on: \n";

18.             cout << " 1. if\n";

19.             cout << " 2. switch\n";

20.             cout << " 3. for\n";

21.             cout << " 4. while\n";

22.             cout << " 5. do-while\n";

23.             cout << " 6. break\n";

24.             cout << " 7. continue\n";

25.             cout << " 8. goto\n";

26.             cout << "Choose one (q to quit): ";

27.

28.             // saving their choice into variable choice

29.             cin >> choice;

30.         }while(choice < '1' || choice > '8' && choice != 'q');

31.

32.         if(choice == 'q'){

33.             break;

34.         }

35.

36.         cout << "\n\n";

37.

38.         switch(choice){

39.             case '1':

40.                 cout << "The if:\n\n";

41.                 cout << "if(condition) statement;\n";

42.                 cout << "else statement\n";

43.                 break;

44.             case '2':

45.                 cout << "The switch:\n\n";

46.                 cout << "switch(expression) {\n";

47.                 cout << "  case constant:\n";

48.                 cout << "    statement sequence\n";

49.                 cout << "    break;\n";

50.                 cout << "  // ...\n";

51.                 cout << "}\n";

52.                 break;

53.             case '3':

54.                 cout << "The for:\n\n";

55.                 cout << "for(init; condition; increment)";

56.                 cout << " statement;\n";

57.                 break;

58.             case '4':

59.                 cout << "The while:\n\n";

60.                 cout << "while(condition)  statement;\n";

61.                 break;

62.             case '5':

63.                 cout << "The do-while:\n\n";

64.                 cout << "do  {\n";

65.                 cout << "  statement;\n";

66.                 cout << "}  while (condition);\n";

67.                 break;

68.             case '6':

69.                 cout << "The break:\n\n";

70.                 cout << "break;\n";

71.                 break;

72.             case '7':

73.                 cout << "The continue:\n\n";

74.                 cout << "continue;\n";

75.                 break;

76.             case '8':

77.                 cout << "The goto:\n\n";

78.                 cout << "goto label;\n\n";

79.                 break;

80.         }

81.

82.         cout << "\n";

83.     }

84.     return 0;

85. }

Here is a sample run:

Help on:

1. if

2. switch

3. for

4. while

5. do-while

6. break

7. continue

8. goto

Choose one (q to quit): 4

The while:

while(condition) statement;

Help on:

1. if

2. switch

3. for

4. while

5. do-while

6. break

7. continue

8. goto

Choose one (q to quit): q

## 3.8) Nested Loops

As you have seen in some of the preceding examples, one loop can be nested inside of another. Nested loops are used to solve a wide variety of problems and are an essential part of programming. So, before leaving the topic of C++’s loop statements, let’s look at one more nested loop example. The following program uses a nested **for** loop to find the factors of the numbers 2 to 100:

1. /\*

2.     Use nested loops to find factors of numbers between 2 and 100.

3. \*/

4.

5. #include <iostream>

6. using namespace std;

7.

8. int main(){

9.

10.     for(int i=2; i <= 100; i++){

11.         cout << "Factors of " << i << ": ";

12.

13.         for(int j=2; j<i; j++){

14.             if( (i%j) == 0 ){

15.                 cout << j << " ";

16.             }

17.

18.         }

19.     cout << "\n";

20.     }

21.

22.     return 0;

23. }

Here is a portion of the output produced by the program:

Factors of 2:

Factors of 3:

Factors of 4: 2

Factors of 5:

Factors of 6: 2 3

Factors of 7:

Factors of 8: 2 4

Factors of 9: 3

Factors of 10: 2 5

Factors of 11:

Factors of 12: 2 3 4 6

Factors of 13:

Factors of 14: 2 7

Factors of 15: 3 5

Factors of 16: 2 4 8

Factors of 17:

Factors of 18: 2 3 6 9

Factors of 19:

Factors of 20: 2 4 5 10

Inside the program, the outer loop runs **i** from 2 through 100. The inner loop successively tests all numbers from 2 up to **i**, printing those that evenly divide **i**.

## 3.9) Using the goto Statement

The **goto** is C++’s unconditional jump statement. Thus, when encountered, program flow jumps to the location specified by the **goto**. It should be stated, however, that there are no programming situations that require the use of the **goto** statement; it is not needed to make the language complete. Rather, it is a convenience which, if used wisely, can be of benefit in certain programming situations. As such, the **goto** is not used in this book outside of this section. The chief concern most programmers have about the **goto** is its tendency to clutter a program and render it nearly unreadable. However, there are times when the use of the **goto** can clarify the program flow rather than confuse it.

The **goto** requires a label for operation. A *label* is a valid C++ identifier followed by a colon. Furthermore, the label must be in the same function as the **goto** that uses it. For example, a loop from 1 to 100 could be written using a **goto** and a label, as shown here:

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     int x = 1;

7.     loop1:

8.         x++;

9.         if(x < 100){

10.             goto loop1;

11.         }

12.

13.     return 0;

14. }

One good use for the **goto** is to exit from a deeply nested routine. For example, consider the following code fragment:

for(...){

    for(...){

        while(...){

            if(...){

                goto stop;

            }

        }

    }

}

stop:

    cout << "Error in program.\n";

Eliminating the **goto** would force a number of additional tests to be performed. A simple **break** statement would not work here, because it would only cause the program to exit from the innermost loop.

# Module 4) Arrays, Strings, and Pointers

An *array* is a collection of variables of the same type that are referred to by a common name. Arrays may have one from one to several dimensions, although the one-dimensional array is the most common. Arrays offer a convenient means of creating lists of related variables.

The C++ language does not define a built-in string data type. Instead, strings are implemented as arrays of characters. This approach to strings allows greater power and flexibility than are available in languages that use a distinct string type.

A *pointer*is an object that contains a memory address. Typically, a pointer is used to access the value of another object. Often this other object is an array. In fact, pointers and arrays are related to each other more than you might expect.

## 4.1) One-Dimensional Arrays

A one-dimensional array is a list of related variables. For example, you might use a one-dimensional array to store the account numbers of the active users on a network. Another array might store the current batting averages for a baseball team. When computing the average of a list of values, you will often use an array to hold the values. Arrays are fundamental to modern programming.

The general form of a one-dimensional array declaration is

*type name[size]*;

Here, *type* declares the base type of the array. The base type determines the data type of each element that makes up the array. The number of elements the array can hold is specified by *size*. For example, the following declares an integer array named **sample** that is ten elements long:

int sample[10];

An individual element within an array is accessed through an index. An *index* describes the position of an element within an array. In C++, all arrays have zero as the index of their first element. Because **sample** has ten elements, it has index values of 0 through 9. You access an array element by indexing the array using the number of the element. To index an array, specify the number of the element you want, surrounded by square brackets. Thus, the first element in **sample** is **sample[0]** and the last element is **sample[9]**. For example, the following program loads **sample** with the numbers 0 through 9:

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     int sample[10]; // int type array containing 10 elements

7.     int t;

8.

9.     // loading the array

10.     for(t=0; t < 10; ++t){

11.         sample[t] = t;

12.     }

13.

14.     // displaying the array

15.     for(t=0; t < 10; ++t){

16.         cout << "This is sample[" << t << "]: " << sample[t] << "\n";

17.     }

18.

19.     return 0;

20. }

The output from this example is shown here:

This is sample[0]: 0

This is sample[1]: 1

This is sample[2]: 2

This is sample[3]: 3

This is sample[4]: 4

This is sample[5]: 5

This is sample[6]: 6

This is sample[7]: 7

This is sample[8]: 8

This is sample[9]: 9

In C++, all arrays consist of contiguous memory locations. (That is, all array elements reside next to each other in memory.) The lowest address corresponds to the first element, and the highest address corresponds to the last element. For example, after this fragment is run:

int nums[5];

int i;

for(i=0 ; i<5; ++i) nums[i] = i;

**nums** looks like this:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| nums[0] | nums[1] | nums[2] | nums[3] | nums[4] |
| 0 | 1 | 2 | 3 | 4 |

Arrays are common in programming because they let you deal easily with sets of related variables. Here is an example. The following program creates an array of ten elements and assigns each element a value. It then computes the average of those variables and finds the minimum and the maximum value:

1. /\*

2.     Compute the average and find the minumum

3.     and maximum of a set of values.

4. \*/

5.

6. #include <iostream>

7. using namespace std;

8.

9. int main(){

10.

11.     int avg, min\_val, max\_val;   // initialization of int variables

12.     int nums[10];   // initialization of an int array with size for 10 elements

13.

14.     nums[0] = 10;

15.     nums[1] = 18;

16.     nums[2] = 75;

17.     nums[3] = 0;

18.     nums[4] = 1;

19.     nums[5] = 56;

20.     nums[6] = 100;

21.     nums[7] = 12;

22.     nums[8] = -19;

23.     nums[9] = 88;

24.

25.     //compute the average

26.     avg = 0;

27.     for(int i=0; i<10; i++) avg += nums[i];

28.

29.     avg /= 10;

30.

31.     cout << "Average is " << avg << "\n";

32.

33.     // finding the minimum and maximum values;

34.     min\_val = max\_val = nums[0];    // minimum/maximum values are initially the value of the first element

35.

36.     for(int i = 0; i < 10; i++){

37.         if(nums[i] < min\_val) min\_val = nums[i];

38.

39.         if(nums[i] > max\_val) max\_val = nums[i];

40.     }

41.

42.     cout << "Minimum value: " << min\_val << "\n";

43.     cout << "Maximum value: " << max\_val << "\n";

44.

45.     return 0;

46. }

The output from the program is shown here:

Average is 34

Minimum value: -19

Maximum value: 100

Notice how the program cycles through the elements in the **nums** array. Storing the values in an array makes this process easy. As the program illustrates, the loop control variable for a **for** loop is used as an index. Loops such as this are very common when working with arrays.

There is an array restriction that you must be aware of. In C++, you cannot assign one array to another. For example, the following is illegal:

int a[10], b[10];

// …

a = b; // error – illegal

To transfer the contents of one array to another, you must assign each value individually, like this:

for(int i = 0; i < 10; i++) a[i] = b[i];

### No Bounds Checking

C++ performs no bounds checking on arrays. This means that there is nothing that stops you from overrunning the end of an array. In other words, you can index an array of size *N* beyond *N* without generating any compile-time or runtime error messages, even though doing so will often cause catastrophic program failure. For example, the compiler will compile and run the following code without issuing any error messages even though the array **crash** is being overrun:

int crash[10], i;

for(i = 0; i < 100; i++) crash[i] = i;

In this case, the loop will iterate 100 times, even though **crash** is only ten elements long! This causes memory that is not part of **crash** to be overwritten.

If an array overrun occurs during an assignment operation, memory that is being used for other purposes, such as holding other variables, might be overwritten. If an array overrun occurs when data is being read, then invalid data will corrupt the program. Either way, as the programmer, it is your job to ensure that all arrays are large enough to hold what the program will put in them, and to provide bounds checking whenever necessary.

## 4.2) Two-Dimensional Arrays

C++ allows multi-dimensional arrays. The simplest form of the multi-dimensional array is the two-dimensional array. A *two-dimensional array* is, in essence, a list of one-dimensional arrays. To declare a two-dimensional integer array **twoD** of size 10,20, you would write:

int twoD[10][20];

Pay careful attention to the declaration. Unlike some other computer languages, which use commas to separate the array dimensions, C++ places each dimension in its own set of brackets. Similarly, to access an element, specify the indices within their own set of brackets. For example, for point 3,5 of array **twoD**, you would use **twoD[3][5]**.

In the next example, a two-dimensional array is loaded with the numbers 1 through 12:

1. #include <iostream>

2. using namespace std;

3.

4. int main(){

5.

6.     int nums[3][4];

7.

8.     for(int t=0; t<3; t++){

9.         for(int i=0; i<4; i++){

10.             nums[t][i] = (t\*4)+i+1;

11.             cout << nums[t][i] << " ";

12.         }

13.         cout << "\n"; // Adding this to better see output

14.     }

15.

16.     return 0;

17. }

The output of the program is shown here:

1 2 3 4

5 6 7 8

9 10 11 12

In this example, **nums[0][0]** will have the value 1, **nums[0][1]** the value 2, **nums[0][2]** the value 3, and so on. The value of **nums[2][3]** will be 12.

Two-dimensional arrays are stored in a row-column matrix, where the first index indicates the row and the second indicates the column. This means that when array elements are accessed in the order in which they are actually stored in memory, the right index changes faster than the left.

You should remember that storage for all array elements is determined at compile time. Also, the memory used to hold an array is required the entire time that the array is in existence. In the case of a two-dimensional array, you can use this formula to determine the number of bytes of memory that are needed:

*bytes = number of rows x number of columns x number of bytes in type*

Therefore, assuming four-byte integers, an integer array with dimensions 10,5 would have 10x5x4 (or 200) bytes allocated.