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# Введение

Данная работа посвящена разработке системы автоматического анализа морфологии для языка тигре́. Тигре является представителем эфиосемитской группы языков, третьим по числу носителей в этой группе после амхарского и тигриньи и пятым (после арабского, иврита и упомянутых двух) среди семитских языков (Voigt 2015). Число носителей в 2010 году оценивалось в 1,4 миллиона человек и возрастало; носители проживали преимущественно в Эритрее и юго-восточных областях Судана (Ethnologue.com).

Объем письменных текстов на языке тигре существенно вырос в последние десятилетия, в особенности с момента обретения Государством Эритрея независимости в 1991 году (обзор литературы содержится, например, в недавней публикации (Voigt 2015)). В настоящее время письменные тексты представлены учебной и художественной литературой, массовыми изданиями, наиболее заметным среди которых является газета Eritrea Haddas (тигре አረትርየ ሐዳስ, в переводе на русский – "Новая Эритрея"), размещаемая в том числе на сайте Министерства информации Государства Эритрея (Shabait); кроме того, нами был обнаружен блог на языке тигре (Shaertigre).

Таким образом, различного рода задачи автоматической обработки текстов на языке тигре становятся актуальными. Тем не менее, нам неизвестны какие-либо работы, в которых затрагивались бы вопросы прикладной лингвистики вообще и автоматического анализа морфологии в частности в применении к тигре. Учитывая, что системы такого рода существуют не только для крупнейших семитских языков, – арабского и иврита, – но и для амхарского и тигриньи (см. обзор в 1.1), а также принимая во внимание тот факт, что число носителей и объем письменных текстов на языке растут, а сам язык имеет в Эритрее региональный статус (Ethnologue.com), предвидится интерес исследователей в различных областях прикладной лингвистики к этому языку.

В настоящей работе предпринята первая – по крайней мере, из известных нам – попытка восполнить эту лакуну и создать морфологический анализатор для языка тигре. Как отмечает автор HornMorpho, наиболее успешной на данный момент системы анализа морфологии для наиболее близкородственных языку тигре языков – амхарского и тигриньи (Gasser 2011), в отношении языков с такой сложной морфологией, как семитские языки, продвижение в решении многих задач вычислительной лингвистики зависит от наличия средств для анализа морфологии. Мы надеемся, что предлагаемая система окажется полезной для будущих исследований языка тигре – как в решении прикладных задач, так и для помощи в теоретических лингвистических исследованиях.

# 1. Обзор литературы

## 1.1. Автоматический анализ морфологии: подходы, опыт применения к эфиосемитским языкам

Подходы к автоматическому анализу морфологии можно разделить на две большие группы: подходы, основанные на корпусах и подходы, основанные на правилах (Kazakov and Manandhar 2001), или, по другой терминологии, эмпирические подходы и подходы, основанные на знаниях, соответственно (Soudi et al. 2007).

### 1.1.1. Подходы, основанные на корпусах

Подходы, основанные на корпусах, предполагают извлечение правил сегментации с использованием алгоритмов, обученных на обучающем корпусе (Kazakov and Manandhar 2001), то есть машинного обучения. При этом корпус может быть как размеченным (для обучения с учителем; см., например, van den Bosch 1997, Wicentowski 2004), так и неразмеченным (для обучения без учителя; см., например, Goldsmith 2000, Hammarström and Borin 2011).

Основным преимуществом таких подходов является, в идеале, отсутствие необходимости написания вручную правил сегментации (см., впрочем, обсуждение работы Tesfaye 2002 ниже). Отдельно также следует отметить, что, поскольку методы, основанные на обучении без учителя, не требуют для своего применения размеченного корпуса, они являются весьма привлекательной альтернативой как подходам, основанным на правилах, так и методам, основанным на обучении с учителем; это обуславливает интерес к их применению в отношении малоресурсных языков, к которым принадлежат эфиосемитские (Tachbelie 2010, Wondwossen and Gasser 2012).

Корпусные подходы, однако, имеют свои недостатки. Основным препятствием к их применению является необходимость наличия достаточно большого корпуса; это в особенности справедливо для обучения без учителя. Создание таких корпусов является очень затратным по времени и – в особенности для размеченных корпусов – трудоемким процессом. В результате исследователи, занимающиеся применением статистических методов при анализе морфологии малоресурсных языков, зачастую тратят основную часть времени на составление обучающего корпуса и его разметку (Tachbelie 2010). Отсутствие достаточно большого по размеру корпуса негативно влияет на качество результата: в целом, качество сегментации, как правило, меньше, чем у систем, основанных на написанных вручную правилах.

Корпусные подходы в автоматическом анализе морфологии среди эфиосемитских языков наиболее часто применяются к амхарскому. С начала 2000-х годов в этой области было выполнено несколько работ, в числе которых находятся стеммер (Nega and Willett 2002), сегментатор (Sisay 2005) и стеммер (Alemu and Asker 2007); кроме того, имеется опыт ограниченного применения универсальных систем анализа морфологии, основанных на обучении без учителя – работа (Tesfaye 2002) с применением системы Linguistica (Goldsmith 2000) и диссертация (Tachbelie 2010), описывающая применение, среди прочего, системы Morfessor (Creutz and Lagus 2005).

Применение статистических методов к эфиосемитским языкам встречается с серьезными трудностями. Главная из них, общая для всех малоресурсных языков – малочисленность, а чаще отсутствие, подходящих корпусов и малый объем существующих корпусов.

В данном случае наилучшим образом дела обстоят с амхарским языком и, в меньшей степени, с тигриньей, в силу их роли в регионе Африканского Рога как государственных языков. Так, для амхарского имеется несколько корпусов; крупнейшие неразмеченные включают корпус Walta Information Center – WIC (описан в Argaw and Asker 2007), содержащий 1,7 миллиона слов (источник – новостные статьи), из которых около 207 тысяч транскрибировано, и корпус An Crúbadán (Scannell 2007) в 17 миллионов слов (источник – Википедия на амхарском, Всеобщая декларация прав человека и сайт Свидетелей Иеговы); кроме того, в обзорной статье (Gambäck and Asker 2010) есть упоминание о корпусе в 3,5 миллиона слов (источник – новостные статьи). Имеются также как минимум три корпуса с морфологической и частеречной разметкой: подкорпус WIC в 210 тысяч слов (Demeke and Getachew 2006), размеченный вручную; корпус Amharic Web as a Corpus – amWaC (Rychlý and Suchomel 2016), содержащий 30,5 миллиона слов с частеречной разметкой, для которой был использован TreeTagger, обученный на размеченном подкорпусе WIC, и корпус Contemporary Amharic Cropus – CACO (Gezmu et al. 2018), содержащий около 24 миллионов слов (сферы – новости, публицистика, Библия, художественная литература и др.), размеченных с помощью анализатора HornMorpho (Gasser 2011), подробнее описанного ниже.

Для тигриньи первые корпуса появились лишь недавно и более скромны по объему; на настоящий момент имеются два корпуса – Nagaoka Tigrinya Corpus (Tedla et al. 2016), содержащий 72 тысячи слов (сфера – новости, публицистика, право и др.), с частеречной разметкой, выполненной вручную, и корпус tiWaC (Rychlý and Suchomel 2016) в 2,5 миллиона слов, также с частеречной разметкой.

Нам не удалось найти каких-либо корпусов языка тигре – как размеченных, так и неразмеченных. Представляется, что сбор и разметка данных для потенциального обучающего корпуса, объем и качество которого позволили бы добиться достаточно высоких результатов, потребовали бы, в частности, привлечения труда носителей тигре и лингвистов, специализирующихся на его изучении, и заняли бы огромное время. Придя к заключению, что написание парсера вместе с созданием корпуса по объему работ вышло бы за рамки возможного для выпускной квалификационной работы бакалавра, мы решили создать систему, основанную на правилах, написанных вручную.

Следует упомянуть и другой фактор, осложняющий применение некоторых подходов в машинном обучении (а также и некоторых из подходов, основанных на правилах, о чем будет сказано ниже) для эфиосемитских языков – неконкатенативная морфология основы, отличающая семитские языки. Явления неконкатенативной, или нелинейной (Simpson 2009), морфологии подразумевают отклонение от конкатенативной модели морфологии, в которой морфемы непрерывно следуют друг за другом как линейные единицы (Haspelmath and Sims 2010). В случае с моделями, основанными на обучении без учителя, о трудностях, связанных с неконкатенативными явлениями, сообщается, например, в вышеупомянутой работе (Tesfaye 2002); необходимость создать стеммер, ставший основной частью этой работы, была продиктована невозможностью полного анализа амхарских словоформ с помощью программы Linguistica, которая, как сообщали авторы, при анализе способна была отделить только аффиксы, присоединяемые линейно, но не обрабатывала явления шаблонной морфологии внутри основы.

### 1.1.2. Подходы, основанные на правилах

Подходы, основанные на правилах, предполагают предварительное написание правил сегментации вручную на основе лингвистических знаний. Опора на знания обеспечивает основное преимущество таких подходов – высокое качество сегментации (Karttunen 1994). Для его обеспечения, однако, требуется большое количество правил, что делает создание систем, использующих эти подходы, весьма трудоемким процессом. Кроме того, созданную для одного языка систему бывает сложно применить к другим языкам, хотя бы и близкородственным (Gasser 2011).

Концептуально простейшей моделью морфологии в рамках подходов, основанных на правилах, является лексикон полных форм (англ. full form lexicon), в котором перечислены все возможные словоформы языка в паре с их морфологическими описаниями (Trost 2003). Очевидными недостатками лексиконов полных форм являются избыточность данных, а также невозможность их применения для анализа словоформ, не содержащихся в них. Проблему избыточности по большей части решает другая модель – лексикон лемм (англ. lemma lexicon); в таких лексиконах вместо полных словоформ хранятся леммы – канонические формы слов, и для решения задачи анализа применяется алгоритм, сопоставляющий словоформе лемму и морфосинтаксический анализ; алгоритм, таким образом, описывает морфотактику языка. Для обработки феноменов нерегулярного словоизменения, таких, как явления супплетивизма и различные морфонологические явления, применяются отдельные расширения лексикона и алгоритма; степень успешности такой обработки, однако, зависит от конкретного языка. Помимо этого, в целом, лексиконы лемм призваны решать задачу морфосинтаксического анализа, и поэтому успешная обработка также и словообразовательной морфологии с их использованием труднодостижима (Trost 2003).

Наиболее популярной моделью морфологии в подходах, основанных на правилах, является двухуровневая морфология (Koskenniemi 1983). В этой модели применяется два уровня представления – лексический и поверхностный; взаимодействие между ними обеспечивается набором правил, реализованных посредством конечных автоматов-преобразователей, или трансдьюсеров (англ. finite state transducers).

Классическая изначальная модель двухуровневой морфологии основана на предположении, что словоформы на поверхностном уровне образуются посредством простой конкатенации морфем. Этим обусловлен тот факт, что языки с неконкатенативной морфологией представляют для автоматного анализа в рамках этой модели известную сложность (Tachbelie 2010). Анализу вопросов применения автоматного подхода к таким языкам и попытке его расширения для обработки отдельных явлений неконкатенативной морфологии, в частности, трансфиксации в арабском языке посвящена, например, работа (Городенцева 2010).

Наиболее успешным опытом создания систем, основанных на правилах, предназначенных для обработки морфологии эфиосемитских языков, является анализатор HornMorpho (Gasser 2011 – описана первая версия). Текущая версия HornMorpho позволяет обрабатывать морфологию амхарского и тигриньи, а также оромо (кушитского языка, распространенного в Эфиопии), и осуществляет для каждого из указанных языков сегментацию словоформ и морфологический анализ. Автоматный подход в HornMorpho модифицирован путем применения метода, описанного в (Amtrup 2003); в этом методе в качестве весов на переходы между состояниями автомата используются признаковые структуры (англ. feature structures), имеющие вид “атрибут—значение”. В статье Wondwossen and Gasser 2012 создатель HornMorpho отмечает, помимо трудоемкости процесса написания правил для каждого отдельного языка, что ему, несмотря на генетическую и ареальную близость амхарского и тигриньи, не удалось в сколько-нибудь значительной степени обобщить правила для подсистем, отвечающих за эти два языка, и в результате эти подсистемы оказались совершенно изолированы друг от друга. Тем не менее, сообщается о высоком качестве работы HornMorpho, в особенности на амхарских глаголах (аккуратность 99% на тестовом корпусе из 200 глаголов, случайным образом выбранных из списка в 397 тысяч уникальных словоформ различных частей речи); менее высокая аккуратность в 95,5% для амхарских существительных и прилагательных (на тестовом корпусе из 200 существительных и прилагательных, выбранных из того же списка) и в 94% для глаголов тигриньи (на тестовом корпусе из 200 глаголов, выбранных из списка 228 тысяч уникальных словоформ тигриньи) создатель системы объясняет отсутствием соответствующих корней в лексиконе (что в особенности справедливо для тигриньи – языка с меньшим количеством доступных лингвистических ресурсов, чем амхарский) и ошибками в имплементации отдельных фонологических правил.

Успешность опыта Гассера с HornMorpho в большой степени обусловила наше решение создать подобную систему, основанную на правилах, для языка тигре.

## 1.2. Лингвистические ресурсы для языка тигре

Создание системы анализа морфологии, основанной на правилах, требует достаточного количества литературы, адекватно описывающего морфологические процессы и закономерности, действующие в данном языке. В сравнении с более крупными (в отношении числа носителей) эфиосемитскими языками, то есть с амхарским и тигриньей, доступной лингвистической литературы для языка тигре значительно меньше. Среди работ, описывающих морфологию тигре, стоит упомянуть нижеследующие.

Наиболее полное описание морфологии, доступное на данный момент, содержится в грамматике (Raz 1983). Помимо закономерностей морфологии, морфонологии и фонологии, изложению которых автор посвятил большую часть работы, в ней также представлено описание синтаксиса и несколько глоссированных естественных текстов на языке.

Помимо этого, различная информация о морфологии тигре представлена в нескольких других трудах. Присутствует более ранняя грамматика тигре несколько меньшего объема (Leslau 1945), а также объемное описание именной морфологии (Palmer 1962). Обзорное описание различных явлений морфологии тигре представлено в статье (Voigt 2008), описание глагольной морфологии – в (Raz 1980). Отдельные явления морфологии и морфонологии рассматриваются в нескольких статьях: статья (Voigt 2009) посвящена анализу форм имперфекта, статья (Faust 2014) – анализу метатез в глагольных формах, в статье (Bulakh 2015) рассматривается морфокомбинаторика и семантика деривационного глагольного префикса *at-*. Описанию диалекта гинда (тигре: ጊንዳዕ) посвящена обширная работа (Elias 2014).

Помимо грамматик и статей, описывающих явления морфологии и морфонологии, безусловную важность для обработки текстов на языке представляют лексикографические ресурсы. Существует несколько известных нам словарей тигре; наиболее полным немонолингвальным словарем является словарь (Littmann and Höffner 1962), содержащий записи на языке тигре (в эфиопской графике), немецком и английском, а также этимологическую информацию с записями на геэзе, тигринье и амхарском; есть также список когнатов в тигре, геэзе, амхарском и тигринье (Leslau 1982) и тезаурус для диалекта бени-амер (тигре: በኒ አመር) с записями на тигре (бени-амер, в эфиопской графике) и английском (Nakano 1982).

Помимо упомянутых работ, в последние десятилетия стали появляться лингвистические работы, написанные на языке тигре. В статье (Voigt 2015) перечисляются несколько из них, в том числе грамматика и билингвальный словарь английский — тигре. К сожалению, получить доступ к этим ресурсам для нас не представилось возможным.

Таким образом, несмотря на то, что объем литературы о языке тигре ограничен, представляется, что доступных ресурсов вполне достаточно для того, чтобы предпринять попытку создания системы морфологического анализа, в особенности основанной на правилах.

# 2. Постановка задачи

В рамках настоящей работы нами была поставлена задача создать систему, которая для произвольного текста на языке тигре для всех словоформ в этом тексте создавала бы список возможных морфологических разборов, то есть морфологический парсер.

Следует сразу отметить некоторые ограничения, установленные нами для такой системы:

1. В данном исследовании рассматриваются только словоформы, понимаемыми в узком, орфографическом, смысле – как сегменты текста, разделенные пробелами и/или знаками пунктуации. Учёт зависимостей как от соседних орфографических слов, так и на большей дистанции не входит в задачу настоящего исследования.

2. В данном исследовании, кроме того, не создаётся лексикон корней. Мы будем считать достаточным создание системы, которая, в идеале, производила бы анализ словоформ вплоть до извлечения корня. Тем не менее, в задачу входит предусмотреть возможность включения в систему такого лексикона и его пополнения. Кроме того, помимо обеспечения обработки морфем, нужно будет создать лексикон служебных слов, в особенности таких, которые выражают бесспорно грамматические значения. Примером для сравнения для нас здесь может служить компонент описанного ранее (1.1.2) анализатора HornMorpho, ответственный за обработку словоформ тигриньи. Как отмечает его создатель, доступных лингвистических ресурсов для тигриньи значительно меньше, чем для амхарского, поэтому в основе этого компонента лежит то, что он назвал “отгадывателем” (англ. guesser), то есть система, выдающая возможные разборы исключительно на основании данных о морфологии языка. Следует еще раз подчеркнуть, что, хотя и, как было отмечено нами ранее, ресурсов по языку тигре мало в сравнении с другими эфиосемитскими языками, большими по численности носителей (то есть с амхарским и тигриньей), вообще говоря, описания лексики существуют, в частности, особенно полезным может являться словарь (Littmann and Höffner 1962). Тем не менее, переработка доступных лексикологических ресурсов в лексиконы для системы выходит за рамки данной работы.

Предполагается, что система будет обрабатывать, помимо словоизменительной, также и продуктивную словообразовательную морфологию. Среди наиболее сложных для анализа феноменов словоизменительной морфологии следует выделить множественные неконкатенативные явления (в первую очередь – так называемое "ломаное множественное" число, сохранившее продуктивность в языке тигре и потому требующее описания в качестве регулярного явления, а также, как и в случае с другими семитскими языками, вокалический шаблон глагольной основы). В числе продуктивных явлений словообразовательной морфологии наиболее часто встречающимися являются показатели залога и актантной деривации, обыкновенно представленные в глагольной форме префиксом (в частности, показателем пассива *t(ə)-*, показателями каузатива *a-* и *at-*). Актантная деривация, однако, иногда проявляется не только в добавлении префикса, но и в некоторых изменениях в спряжении (в частности, в изменении вокалического шаблона основы). Кроме того, продуктивно, например, образование различных так называемых отглагольных имен, в частности, имени деятеля, имени места; кроме того, инфинитив выступает в роли имени действия. Эти формы также образуются с помощью изменения вокалического паттерна основы.

В языке тигре используется две письменности – эфиопская и арабская графика: эфиопская – в Эритрее (как и для тигриньи), арабская – в районах проживания носителей тигре в Южном Судане. В этой работе рассматривается обработка только тех текстов на языке тигре, которые записаны с применением эфиопской письменности (как в силу ее наибольшей распространённости и большой актуальности ее обработки в силу наличия литературы и массовых изданий на языке тигре в Эритрее, так и ввиду уверенного знакомства автора только с эфиопской, но не с арабской графикой).

Относительно эфиопской графики следует отметить, что, хотя она в целом однозначно передает фонемный состав словоформ тигре, в отношении этого соответствия имеются две особенности.

1. Слог шестого порядка может передавать как сочетание согласного с [ə], так и просто согласный без гласного. Звук [ə], однако, является в языке тигре эпентетическим вокалическим элементом, и закономерности его вставки относятся исключительно к фонотактике. Это позволяет автору грамматики (Raz 1983), например, при обсуждении ее роли в фонологической системе тигре утверждать, что [ə] не следует включать в число фонем – этот звук не участвует в образовании фонологически контрастных пар (Raz 1983:10—11). Наш анализ морфологических правил приводит нас к выводу, что [ə], в самом деле, никак не влияет на морфологические процессы; существуют контексты, в которых она этот звук заменяется на другой, имеющий представление в фонологической системе, однако само присутствие [ə] в этом контексте объясняется правилами фонотактики и для целей морфологического анализа может быть представлено как чередование нуля звука и соответствующей фонемы.

2. Другая, более важная для анализа морфологии особенность эфиопской графики заключается в том, что она не передает геминацию согласных. Геминация в языке тигре, как и в других эфиосемитских языках (в частности, в амхарском) является морфологически значимой. Существует множество пар словоформ, противопоставленных друг другу исключительно удвоением согласной. При использовании эфиопской графики составляющие этих пар, таким образом, становятся омографами, и возникает задача, с одной стороны, определить, удвоен ли тот или иной согласный в данном контексте, а с другой стороны – при наличии нескольких возможных вариантов в отношении геминации предоставлять их все. При этом следует иметь в виду, что определение геминации ограничивается в данной системе только теми случаями, которые можно рассмотреть на основании исключительно правил, относящихся к уровню морфологии; снятие неоднозначности в тех случаях, когда наличие омографов можно определить только при наличии лексикона, не входит в задачу, ставимую здесь нами – в отличие, например, от определения геминации в личных формах глаголов постольку, поскольку информацию о ней можно вывести из признаков, однозначно отраженных в орфографии, в частности, набора линейно присоединяемых аффиксов и вокалического шаблона основы.

Таким образом, задача заключается в создании системы, которая производила бы анализ морфологической структуры произвольной словоформы языка тигре, записанной в эфиопской графике, настолько полно, насколько это возможно без привлечения лексикологических знаний (предусмотрев, однако, возможность их включения в систему).

# 3. Описание алгоритма

## 3.1. Общее устройство

Предлагаемый анализатор представляет собой программное обеспечение, исходный код которого реализован на языке программирования Java, с прилагаемыми к нему служебными файлами форматов .txt и .json.

В качестве входных данных анализатор принимает файл, содержащий текст на языке тигре в эфиопской графике.

Результатом работы программы является выходной файл, в котором каждому орфографическому слову из входного файла сопоставлены его глоссированные разборы. Поскольку в настоящий момент с анализатором не используется лексикон корней, вывод сконфигурирован таким образом, чтобы в числе первых показывались разборы с наибольшим количеством выделенных морфем. Пользователь может задать максимальное количество разборов для каждого слова, которые будут выведены в выходной файл, либо не указывать значение этого параметра, в таком случае в выходном файле будут присутствовать все разборы.

*Рисунок 1. Фрагмент выходного файла анализатора*
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## 3.2. Препроцессинг

Поскольку для целей морфологического анализа каждую фонему необходимо рассматривать отдельно, а силлабические графемы эфиопской письменности являются в большинстве случаев обозначением не для одной, а для двух фонем, программой вначале производится предварительная обработка (препроцессинг) текста с целью перевода его в промежуточную форму, применимую для работы парсера.

Для целей препроцессинга был создан файл с описанием взаимно однозначных соответствий графем эфиопской письменности и знаков промежуточной формы, основанных на латинской графике с добавлением нескольких символов для передачи графем с базовыми вариантами አ и ዐ (образующие согласные – звонкий фарингальный фрикативный ʕ и гортанная смычка ʔ соответственно). Несмотря на то, что в самом парсере используются только представления фонем и, таким образом, не учитывается [ə], при препроцессинге графемы шестого порядка, передающие сочетание согласного с [ə] либо с нулем звука, ставятся в соответствие сочетанию "согласный + знак ‘ə’".

Следующий этап препроцессинга призван решить задачу определения позиций, на которых могут присутствовать геминированные согласные. В предлагаемом анализаторе на данном, раннем, этапе для каждого орфографического слова генерируются все варианты с возможными комбинациями значений признака "удвоенность" у согласных. Под возможными комбинациями здесь понимаются комбинации, ограниченные следующими условиями:

1. Начальная согласная фонема не может быть реализована с геминацией.

2. Фонемы, представляющие ларингальные согласные (базовые варианты ሀ */ha/*, ሐ */ħa/*, ኀ */xa/*, አ */ʔa/*, ዐ */ʕa/*) и аппроксиманты (ወ /wa/, የ /ja/) не могут быть реализованы с удвоением ни в какой позиции.

3. Две одинаковые согласные, разделенные знаком ‘ə’ в промежуточной записи на данном этапе, представлены в исходной орфографической записи двумя графемами и, следовательно, не являются одной удвоенной согласной (примечательно, что, в самом деле, в этих позициях первая из графем, записанная в шестом порядке, передает и вокалический элемент [ə], реализуемый в них в соответствии с фонотактикой тигре).

После генерации вариантов с удвоенными согласными создается служебный объект, содержащий орфографическую запись слова, негеминированная промежуточная запись (без знака ‘ə’) и все возможные варианты с учетом удвоения согласных. Для каждого из вариантов анализ далее осуществляется отдельно.

## 3.3. Анализатор

### 3.3.1. Анализ “от краёв к центру”

Анализ начинается с первого компонента, в котором посредством применения каскада наборов регулярных выражений и соответствующих им замен производится разбор словоформы в направлении "от краёв к центру" и постепенное построение разбора, представленного объектом, в котором сегментированной записи фонемного состава слова сопоставлена также сегментированная запись, содержащая глоссы.

В данном компоненте выделяются клитики, местоименные объектные суффиксы, производится анализ именной морфологии целиком и в глагольной – неличных форм глагола.

Правила, применяемые на уровнях данного компонента, описаны в отдельном для каждого уровня каскада файле формата .json, содержащем массив объектов, каждый из которых включает правило захвата и правило замены на языке регулярных выражений, а также поле для описания правила; в качестве иллюстрации на рис. 2 приведено несколько таких объектов. Правила на каждом уровне применяются параллельно; если регулярное выражение в правиле захвата соответствует необработанной части строки, оно применяется к ней и создается новая ветка анализа. Уровни каскада применяются последовательно для каждой ветки. При этом система разработана таким образом, что на каждый последующий уровень каскада поступают как разборы из предыдущего уровня, так и разборы, к которым не были применены один или больше предыдущих уровней; в частности, до каждого уровня дойдут как изначальная запись, к которой не было применено ни одно из правил, так и записи, к которым были применены только несколько из предыдущих уровней.

Составление правил для анализа неличных глагольных форм и именной морфологии явилось одним из самых трудоемких этапов разработки системы. Ниже описаны некоторые особенности морфологии тигре, представленные в правилах этого компонента программы.

Основные грамматические значения, представленные в именной морфологии тигре, – род (мужской и женский) и число (единственное, паукальное и множественное). Представленный анализатор позволяет получить информацию о роде существительного в тех случаях, в которых эта информация представлена в словоизменительных показателях, чаще всего – суффиксах. Здесь, однако, следует отметить некоторые особенности морфологии тигре, заключающиеся в том, что некоторые словообразовательные процессы могут вовлекать использование при склонении показателей рода, отличного от приписанного лексеме. Так, пейоратив выражается присоединением к существительному женского рода показателей числа мужского рода и, в меньшей степени, наоборот:

(Raz 1983:25—26)

(1а) garh-at

поле-F.SG

‘поле’

(1б) garh-etāy

поле-M.SG

‘плохое поле’

*Рисунок 2. Фрагмент файла .json с информацией об обработке форм “ломаного множественного”*
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По наблюдаемым показателям числа в таких случаях невозможно достоверно определить такие деривационные значения, как пейоратив, без обращения к словарю. Однако поскольку данные морфемы, безусловно, являются продуктивными, было принято решение выделять их.

Именное склонение представлено в тигре двумя основными моделями. Первая – суффиксация, совмещенная в некоторых случаях с применением специальных для каждого суффикса морфонологических правил, например, геминации при образовании множественного числа от существительных структуры CVC в единственном числе:

(Raz 1983:18)

(2а) ʕad

деревня/племя.SG

(2б) ʕadd-otāt

деревня/племя-F.PL

Эти закономерности рассматриваются в большинстве случаев как совмещенные с присоединением конкретного суффикса и поэтому в основном описаны отдельными правилами замены.

Вторая, более сложная модель образования множественного числа, носит в семитологии название "ломаного множественного" (англ. broken plural) и заключается главным образом в различии вокалических шаблонов основы для разных значений числа, наряду с возможной в разных моделях аффиксацией и геминацией. В тигре для существительных насчитывается шесть основных типов образования "ломаного множественного", наряду с их различными подтипами, в которых присутствует, в частности, дополнительное распределение удлинения предпоследней гласной (фонемный переход */a/* > */a:/*) и геминации предпоследнего согласного основы, и которые, в свою очередь, характеризуются особыми морфонологическими правилами.

Хотя, как было отмечено выше, не все деривационные процессы поддаются анализу без привлечения лексикологических данных, некоторые морфемы и шаблоны можно рассмотреть как преимущественно словообразовательные. так, данный анализатор выделяет показатели диминутива, различающиеся по роду (-*a:y*, -*eta:y* для мужского рода; -*at*, -*it*, -*atit* для женского рода).

Помимо описанных выше закономерностей, правила в данном компоненте анализатора были созданы также для описания образования неличных форм глагола. Прежде всего это причастия. в языке тигре представлены действительные и страдательные причастия; модели, по которым они строятся, зависят от типа глагола и наличия показателей залога или актантной деривации. помимо причастий, глагольные основы в языке тигре участвуют в образовании инфинитивов и существительных – имен инструмента, места, деятеля, результата действия; все эти формы образуются с участием продуктивных моделей, в основе которых лежат вокалический шаблон, паттерн геминации, а также аффиксация.

Сегменты помимо описанных выше присоединяются к словоформе, в целом, конкатенативно и для анализа представляют существенно меньшую сложность, чем явления, описанные выше. Среди сегментов в левой части орфографического слова это прежде всего определенный артикль *la*-, отрицательная частица *ʔi*- и сочинительный союз *wa*-; среди сегментов в правой части – местоименные суффиксы существительных и глаголов, присоединение которых сопряжено с применением некоторых морфонологических правил.

Кроме того, в состав данного компонента системы включен лексикон. Лексикон, в соответствии с поставленной задачей, содержит преимущественно служебные слова. Лексикон реализован в качестве последнего уровня каскада; это позволяет применять его к формам, содержащим также морфемы, описанные в правилах предыдущих уровней.

Разборы, полученные в результате работы первого компонента системы, могут быть помечены как финальные или нефинальные. Разборы, помеченные как нефинальные, поступают во второй компонент системы, обрабатывающий личные формы глаголов.

### 3.3.2. Анализ личных форм глагола

Обработка личных форм глагола представляет собой самую затратную по ресурсам часть анализа в данной системе. подход, примененный для анализа личных форм глагола, возможно описать термином "анализ через генерацию" (англ. analysis by generation, см. (Wintner 2014:50), где этот термин употреблен для описания, в частности, морфологического анализатора для арабского BAMA). Компонент, ответственный за анализ личных форм глаголов, получая на вход цепочку символов, перебором генерирует все возможные сочетания согласных и возможные при данном сочетании типы глагола и для каждого полученного корня-"кандидата" строит полную парадигму, отбирая для анализа те из полученных форм, которые совпадают с входной цепочкой. Следует, безусловно, отметить, что такой подход делает анализ затратным по времени, однако при достаточно адекватном описании парадигм спряжений способен обеспечить высокую точность анализа личных форм глагола и, кроме того, высокую полноту в отношении ячеек парадигмы, имеющих идентичные показатели, но различающихся набором выражаемых грамматических значений.

Для разработки глагольного анализатора было смоделировано глагольное спряжение тигре. принципы его обработки, такие, как наличие различных типов спряжений (A—D по (Raz 1983)), учет подтипов по значениям залога и актантной деривации (подтипы *t(ə)-*, *a-*, *at-*, *atta-*), заложены внутри программного кода. Описание самих спряжений, однако, для облегчения его создания было осуществлено в отдельном файле, имеющему несложный для чтения формат и легко поддающемуся редактированию (хотя предоставление такой возможности пользователю не входило в задачи разработки и явилось, таким образом, положительным побочным эффектом).

Фрагмент описания спряжения приведён для иллюстрации на рис. 3. Каждая парадигма состоит из: 1. заголовка, в котором задается число согласных в основе, тип глагола, подтип, определяемый присоединяемым деривационным префиксом; 2. описаний всех ячеек парадигмы. Порядок следования записей внутри парадигмы не имеет значения. Для данного файла предусмотрены описания всех возможных в языке тигре личных форм глаголов; при этом в исходном коде установлены некоторые внутренние ограничения на сочетаемость граммем (так, формы для первого лица не различаются по роду, в то время как для второго и третьего – различаются по роду для любого глагола; для императива возможно задать только формы второго лица).

Данный компонент системы является завершающим в разборе словоформы. В случае совпадения одной из сгенерированных форм с входной цепочкой символов корень при глоссировании представлен на лексическом уровне набором консонантов и вспомогательными символами, позволяющими определить его тип (для глаголов типа B после второго согласного ставится цепочка "(2)", обозначающая геминацию соответствующего согласного в большинстве ячеек парадигмы, для глаголов типа C и D – цепочка "(А)" после согласного, образующего слог с */a:/* во всех ячейках парадигмы). Совпавший с входной цепочкой разбор помечается как финальный.

*Рисунок 3. Фрагмент файла описания глагольного спряжения*

![](data:image/png;base64,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)

# 4. Оценка качества

Оценка качества анализа морфологии для относительно малоресурсного языка со столь сложной морфологией, как тигре, представляет собой трудоемкую задачу. Как было отмечено ранее (Введение), для языка доступно достаточно большое число письменных текстов. Текстов с морфологической разметкой, однако, доступно существенно меньше, и все они содержатся в грамматиках и статьях, упомянутых нами в 1.2. В грамматике (Raz 1983) представлены глоссированные тексты на тигре, однако они записаны не в эфиопской графике, а в фонемной транскрипции; несмотря на то, что, как было отмечено ранее, графемы эфиопской письменности, в особенности в том виде, в котором они используются для записи тигре[[1]](#footnote-1), отражают фонемный состав слога однозначно и, таким образом, возможна обратная транслитерация этих текстов в эфиопскую графику, предпочтительно для анализа качества использовать текст, изначально записанный в ней, поскольку тестирование системы на нем лучше отразит работу системы с предназначенными для нее входными данными, то есть с естественным текстом в эфиопской графике.

Материал для тестового корпуса составили две статьи из номеров газеты Eritrea Haddas (አረትርየ ሐዳስ), содержащие 278 уникальных словоформ (общий объем статей – 491 слово). Для всех словоформ был произведен морфологический разбор вручную с использованием, преимущественным образом, словаря (Littmann and Höffner 1962) и грамматики (Raz 1983). Результаты ручного анализа затем сравнивались с выходными данными анализатора, полученными при его работе на тестовом корпусе.

Среди метрик, традиционно используемых для оценки качества систем автоматического анализа морфологии, следует упомянуть точность и полноту, а также высчитываемую на их основе сбалансированную F- (F1-) меру. Для целей оценки качества работы парсера возможно использовать модификации этих метрик, определяемые следующим образом: для точности – , для полноты – , где – словоформа в выборке, – множество разборов словоформы, порожденных анализатором, – множество разборов, составленных экспертом. Данные метрики подсчитываются для каждой словоформы; для всей выборки метриками являются средние их значения (Paroubek 2007). Сбалансированная F-мера подсчитывается по формуле: .

Особенности работы анализатора требуют перед описанием результатов пояснить методику определения правильности полученных программой разборов. Как было упомянуто выше (3.3.1), программа помечает разборы как финальные, для которых постулируется полный разбор до консонантного корня, или нефинальные, содержащие только часть морфем в данной словоформе. Поскольку в настоящий момент в систему не включен лексикон корней, представляется правильным учитывать только финальные разборы, а среди них правильными считать только те, в которых верно выделен как консонантный корень, так и все остальные морфемы, включая вокалический паттерн и паттерн геминации.

С учетом этих особенностей оценки приведем метрики, подсчитанные для результатов работы парсера на тестовом корпусе.

*Таблица 1. Значения метрик по результатам тестирования*

|  |  |  |
| --- | --- | --- |
| Точность | Полнота | F-мера |
| 15,56% | 64,42% | 25,07% |

Следует отметить, что полученное значение точности является достаточно низким. Это означает, что многие из порождаемых программой разборов являются, по нашей классификации выше, неверными.

Представляется, что этот показатель можно улучшить прежде всего добавлением полноценного лексикона корней. В самом деле, успешных разборов больше для форм, представленных на настоящий момент в лексиконе; при этом это утверждение справедливо не только в отношении содержащихся в лексиконе цельных словоформ (в частности, парадигм нескольких частотных глаголов, включая связки ገበ */gabʔa/*, ሀለ */halla/*, አለ */ʔala/*), но и в отношении корней (например, связки ብዲብ */bdib/*, присоединяющей объектные местоименные суффиксы по регулярной модели). Поскольку на данном этапе лексикон корней не предполагалось считать основополагающей частью системы и опираться на его содержимое для определения анализатором правомерности включения разбора с тем или иным корнем в выходные данные, ожидаемо порождается очень большое число не существующих в языке корней. Особенно часто эта проблема наблюдается, когда в одном из разборов анализатором верно выделен какой-либо конкатенативно присоединяемый аффикс, а в нескольких других разборах этой же словоформы соответствующая цепочка символов включена в состав неверно выделенного корня.

Проблема усугубляется порождением всех возможных геминированных вариантов для словоформы. В то время как для аффиксов несуществующие варианты с удвоением содержащихся в них согласных не проходят на следующий уровень каскада, некоторые цепочки попадают в финальные разборы. До некоторой степени точность в этих случаях может быть увеличена совершенствованием правил, содержащихся в регулярных выражениях на соответствующих уровнях; тем не менее, многие из объемных наборов паттернов геминации отражают реальные последовательности, возможные в потенциальном корне, что в особенности касается форм множественного числа (как образуемого суффиксальным способом, так и "ломаного множественного"). Представляется, что для существенного улучшения точности реализация полноценного лексикона корней является необходимой.

Мы оцениваем полученное значение полноты как свидетельствующее о в целом удовлетворительном отражении созданными нами правилами морфологии словоформ тигре. Отметим, что наилучшие результаты в отношении порождения наибольшего числа корректных разборов наблюдаются для глаголов, в особенности для их личных форм, что, с учетом сложности семитской глагольной морфологии, мы считаем значительным успехом настоящей работы. Тот факт, что личные формы глагола, за исключением присоединяемых к ним объектных местоименных суффиксов и клитик, обрабатываются в отдельном компоненте анализатора принципиально отличным от других форм образом, посредством порождения, по нашему мнению, может – в рамках обсуждения подхода, основанного на правилах – говорить о том, что эксплицитное задание всех парадигм словоизменения вносит меньше ошибок и несет меньший потенциал для существования не учтенных в правилах контекстов, чем используемый в остальной части системы анализ в направлении "снаружи внутрь". Для извлечения возможно большего числа корректных разборов, очевидно, требуется как создание лексикона корней, так и дальнейшее совершенствование правил. В частности, более точного описания в правилах анализатора требует фонотактика языка тигре. Следует, несмотря на данные недостатки, отметить, что некорневые морфемы в неполных разборах неличных форм глаголов и существительных система в целом обрабатывает хорошо.

# Заключение

В рамках настоящего исследования была создана система автоматического анализа морфологии для текстов на языке тигре в эфиопской графике. В системе совмещены два блока, основанные на направлениях анализа словоформ "снаружи внутрь" и "изнутри снаружу" (то есть в направлении к корню и от корня соответственно). Для обеспечения работы данных блоков созданы многочисленные правила, в процессе разработки которых были – с разной степенью успешности (см. подробнее раздел 4) – решены отдельные проблемы обработки преимущественно неконкатенативной морфологии тигре.

Наибольших успехов удалось добиться в анализе личных форм глаголов; направлением дальнейшего совершенствования системы может стать распространение подхода, примененного при разработке правил для соответствующего компонента, на анализ и других явлений морфологии тигре.

Кроме того, важным для улучшения невысокого на данный момент значения точности представляется, во-первых, создание полноценного лексикона корней для анализатора, во-вторых, уточнение контекстов, в которых допустима – либо, при подключении в ходе дальнейшей разработки статистических методов, вероятна – геминация.

Мы выражаем надежду, что первые результаты на пути автоматического анализа морфологии языка тигре, полученные нами в ходе настоящего исследования, окажутся полезными для исследователей языка и для прикладных задач, связанных с ним.
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# Приложения

## Приложение 1. Исходный код анализатора на языке программирования Java

// ---------------------- Класс Launcher ----------------------

import java.io.IOException;

import com.beust.jcommander.JCommander;

import com.beust.jcommander.Parameter;

public class Launcher {

@Parameter(names = { "-i", "-input" }, description = "input file path")

String inputFilePath = "input.txt";

@Parameter(names = { "-o", "-output" }, description = "output file path")

String outputFilePath = "output.txt";

@Parameter(names = "-numanalyses", description = "number of analyses to show (non-negative integer; 0 to show all analyses; or don't specify this paramenter)")

int numAnalysesToShow = 0;

public static void main(String[] args) {

Launcher launcher = new Launcher();

JCommander.newBuilder()

.addObject(launcher)

.build()

.parse(args);

launcher.run();

}

public void run () {

try {

if (numAnalysesToShow == 0) {

new Builder().processFile(inputFilePath, outputFilePath);

} else if (numAnalysesToShow > 0) {

new Builder().processFile(inputFilePath, outputFilePath, numAnalysesToShow);

} else {

throw new IllegalArgumentException("-numanalyses must be a non-negative integer (0 to show all analyses)");

}

} catch (IOException e) { e.printStackTrace(); }

}

}

// ---------------------- Класс Builder ----------------------

import java.io.BufferedReader;

import java.io.FileInputStream;

import java.io.IOException;

import java.io.InputStreamReader;

import java.io.PrintWriter;

import java.text.ParseException;

import java.util.ArrayList;

import java.util.Collections;

import java.util.LinkedHashSet;

import java.util.regex.Matcher;

import java.util.regex.Pattern;

import com.google.gson.stream.JsonReader;

public class Builder {

VerbParadigm verbParadigm;

ArrayList<ArrayList<PatternReplacePair>> patternCascade;

RegexIterator regexIterator;

Transliterator transliterator;

private static String unprocessedPartRegex = ".\*\\[(?<unprocessed>.\*)\\].\*";

private static Pattern unprocessedExtractorPattern = Pattern.compile(unprocessedPartRegex);

public Builder () {

try {

this.verbParadigm = new VerbParadigmBuilder().build("paradigm.txt");

this.patternCascade = readPatterns();

this.regexIterator = new RegexIterator();

// ə in map file stands for disambiguation of cases like [kə][ka] from [kka] (geminated).

// The actual [ə] sound may or may not occur in that position; this is determined by phonotactics.

// The ə symbol MUST be removed from any fields of GeezAnalysisPair objects immediately after generating geminated variants.

this.transliterator = new Transliterator("romanization-map.file");

} catch (IOException | ParseException e) { e.printStackTrace(); }

}

private static ArrayList<ArrayList<PatternReplacePair>> readPatterns () throws IOException {

ArrayList<ArrayList<PatternReplacePair>> patternList = new ArrayList<>();

String[] patternFilePaths = { "pref-coord.json", "pref-relz.json", "pref-neg.json", "pref-iobj.json", "suf-expl.json", "suf-pron.json", "pau\_2.json", "pass-ptcp-deriv-pref.json", "nominal-stem.json", "lexicon.json" };

for (String path : patternFilePaths) {

JsonReader reader = new JsonReader (new InputStreamReader(new FileInputStream(path), "UTF-8"));

ArrayList<PatternReplacePair> curPatterns = new ArrayList<>();

reader.beginArray();

while (reader.hasNext()) {

reader.beginObject();

while (reader.hasNext()) {

// skip comment

reader.nextName();

reader.nextString();

// read regex

reader.nextName();

String regex = reader.nextString();

// read replacement

reader.nextName();

String replacement = reader.nextString();

// create new PRPair

curPatterns.add(new PatternReplacePair(regex, replacement));

}

reader.endObject();

}

reader.endArray();

reader.close();

patternList.add(curPatterns);

}

return patternList;

}

public void processFile (String inputPath, String outputPath, int numAnalysesToShow) throws IllegalArgumentException, IOException {

if (numAnalysesToShow < 1) {

throw new IllegalArgumentException("Illegal argument: number of analyses to show should be a positive integer.");

} else {

buildFile (inputPath, outputPath, numAnalysesToShow);

}

}

public void processFile (String inputPath, String outputPath) throws IOException {

buildFile (inputPath, outputPath, 0);

}

private void buildFile (String inputPath, String outputPath, int numAnalysesToShow) throws IllegalArgumentException, IOException {

if (numAnalysesToShow < 0) { throw new IllegalArgumentException("numAnalysesToShow must be a non-negative integer; 0 for showing all analyses"); }

BufferedReader textReader = new BufferedReader(new InputStreamReader(new FileInputStream(inputPath), "UTF-8"));

PrintWriter writer = new PrintWriter(outputPath, "UTF-8");

if (numAnalysesToShow == 0) {

writer.print("Mode: Show all analyses\n\n");

} else {

writer.printf("Mode: Show first %d analyses%n%n", numAnalysesToShow);

}

ArrayList<String> lines = new ArrayList<>();

String curLine = "";

while ((curLine = textReader.readLine()) != null) {

lines.add(curLine);

}

System.out.printf("Lines in total: %d%n", lines.size());

int counter = 0;

WordGlossPairComparator wgpComparator = new WordGlossPairComparator();

for (String line : lines) {

counter++;

System.out.printf("Processing line: %d out of %d%n", counter, lines.size());

ArrayList<GeezAnalysisPair> wordList = transliterator.buildFromLine(line);

for (GeezAnalysisPair word : wordList) {

writer.printf("\* \* \* \* \* \* \*%n%nWord: %s%nAnalyses:%n%n", word.geezWord);

for (String gemOrtho : word.geminatedOrthos) {

word.analysisList.addAll(this.analyzeLine(gemOrtho));

}

Collections.sort(word.analysisList, Collections.reverseOrder(wgpComparator));

int curNumAnalysesToPrint;

// numAnalysesToShow >= 0: checked in the beginning of this method

if (numAnalysesToShow == 0) {

curNumAnalysesToPrint = word.analysisList.size();

} else if (numAnalysesToShow < word.analysisList.size()) {

curNumAnalysesToPrint = numAnalysesToShow;

} else {

curNumAnalysesToPrint = word.analysisList.size();

}

for (int i = 0; i < curNumAnalysesToPrint; i++) {

WordGlossPair analysis = word.analysisList.get(i);

writer.printf("%s%n%s%n%n", analysis.surfaceForm, analysis.lexicalForm);

}

}

}

System.out.print("\n\nProcessing completed!\n\n");

textReader.close();

writer.close();

}

private ArrayList<WordGlossPair> analyzeLine (String line) {

ArrayList<WordGlossPair> analysisList = new ArrayList<>();

analysisList.add(new WordGlossPair("[" + line + "]", "#", false));

for (ArrayList<PatternReplacePair> curPatterns : patternCascade) {

ArrayList<WordGlossPair> newAnalysisList = regexIterator.processLevel(analysisList, curPatterns);

analysisList.clear();

for (WordGlossPair analysis : newAnalysisList) {

analysisList.add(WordGlossPair.newInstance(analysis));

}

}

ArrayList<WordGlossPair> analyzedVerbs = new ArrayList<>();

for (WordGlossPair analysis : analysisList) {

if (!analysis.isFinalAnalysis) {

ArrayList<WordGlossPair> newAnalysisList = this.analyzeAsVerb(analysis);

for (WordGlossPair verbAnalysis : newAnalysisList) {

analyzedVerbs.add(WordGlossPair.newInstance(verbAnalysis));

}

}

}

analysisList.addAll(analyzedVerbs);

LinkedHashSet<WordGlossPair> analysisSet = new LinkedHashSet<>(analysisList);

analysisList = new ArrayList<>(analysisSet);

return analysisList;

}

private ArrayList<WordGlossPair> analyzeAsVerb (WordGlossPair line) {

ArrayList<WordGlossPair> analysesList = new ArrayList<>();

// add the same unprocessed part as a variant to newLinesSet

analysesList.add(WordGlossPair.newInstance(line));

// extract the part to be processed

String lineToProcess = extractUnprocessedPart(line);

lineToProcess = lineToProcess.replaceAll("[\\[\\]]", "");

// run all patterns from this level on the unprocessed part of the current analysis

RootListGenerator builder = new RootListGenerator(lineToProcess);

try {

builder.buildRootList();

} catch (IllegalArgumentException e) {}

for (Root root : builder.roots) {

LinkedHashSet<WordGlossPair> formSet = new LinkedHashSet<>();

try {

VerbStem baseStem = new VerbStem(root);

ArrayList<VerbStem> derivedStems = new ArrayList<>();

for (VerbPreformative prefix : VerbPreformative.values()) {

switch (prefix) {

case NO\_PREFORMATIVE:

case A:

case T:

case AT:

case ATTA:

if (baseStem.setDerivationalPrefix(prefix)) {

VerbStem stemToAdd = VerbStem.newInstance(baseStem);

derivedStems.add(stemToAdd);

}

break;

default: break;

}

}

for (VerbStem stem : derivedStems) {

formSet.addAll(this.verbParadigm.buildAllForms(stem));

}

ArrayList<WordGlossPair> formList = new ArrayList<>(formSet);

for (WordGlossPair form : formList) {

if (form.getRawWord().equals(lineToProcess)) {

analysesList.add(constructVerbWgPair(line, form));

}

}

} catch (IllegalArgumentException e) {}

}

return analysesList;

}

private static String extractUnprocessedPart (WordGlossPair wgPair) {

Matcher m = unprocessedExtractorPattern.matcher(wgPair.surfaceForm);

if (m.find()) {

return m.group("unprocessed");

}

return "";

}

private static WordGlossPair constructVerbWgPair (WordGlossPair oldWgPair, WordGlossPair stemAnalysis) {

WordGlossPair newWgPair = new WordGlossPair();

boolean isFinalAnalysis = true;

String newSurfaceForm = oldWgPair.surfaceForm;

newSurfaceForm = newSurfaceForm.replaceAll("\\[.\*\\]", stemAnalysis.surfaceForm);

newWgPair.surfaceForm = newSurfaceForm;

String newLexForm = oldWgPair.lexicalForm;

newLexForm = newLexForm.replaceAll("#", stemAnalysis.lexicalForm);

newWgPair.lexicalForm = newLexForm;

newWgPair.isFinalAnalysis = isFinalAnalysis;

return newWgPair;

}

}

// ---------------------- Класс RegexIterator ----------------------

import java.util.ArrayList;

import java.util.LinkedHashSet;

import java.util.regex.Matcher;

import java.util.regex.Pattern;

public class RegexIterator {

// everything inside square brackets

private static String unprocessedPartRegex = ".\*\\[(?<unprocessed>.\*)\\].\*";

private static Pattern unprocessedExtractorPattern = Pattern.compile(unprocessedPartRegex);

private Pattern processorPattern;

private Matcher processorMatcher;

public RegexIterator() {

this.processorPattern = Pattern.compile("");

this.processorMatcher = this.processorPattern.matcher("");

}

public ArrayList<WordGlossPair> processLevel (ArrayList<WordGlossPair> lines,

ArrayList<PatternReplacePair> patterns) {

LinkedHashSet<WordGlossPair> newLinesSet = new LinkedHashSet<>();

for (WordGlossPair line : lines) {

// add the same unprocessed part as a variant to newLinesSet

newLinesSet.add(WordGlossPair.newInstance(line));

// extract the part to be processed

if (!line.isFinalAnalysis) {

String lineToProcess = extractUnprocessedPart(line);

// run all patterns from this level on the unprocessed part of the current analysis

for (PatternReplacePair pattern : patterns) {

this.processorPattern = Pattern.compile(pattern.matchPattern);

this.processorMatcher = this.processorPattern.matcher(lineToProcess);

if (this.processorMatcher.find()) {

String replacement = this.processorMatcher.replaceAll(pattern.replacePattern);

// add the replacement to newLinesSet

newLinesSet.add(constructWgPair(line, replacement));

}

}

}

}

return new ArrayList<WordGlossPair>(newLinesSet);

}

static String extractUnprocessedPart (WordGlossPair wgPair) {

Matcher m = unprocessedExtractorPattern.matcher(wgPair.surfaceForm);

if (m.find()) {

return m.group("unprocessed");

}

return "";

}

static WordGlossPair constructWgPair (WordGlossPair oldWgPair, String analysis) throws IllegalArgumentException {

WordGlossPair newWgPair = new WordGlossPair();

String[] morphemes = analysis.split("\\-");

String analysisSurface = "";

String analysisLex = "";

boolean isFinalAnalysis = true;

for (int i = 0; i < morphemes.length; i++) {

String morpheme = morphemes[i];

String[] morphemeParts = morpheme.split("\\:");

if (morphemeParts.length != 2) { throw new IllegalArgumentException("analysis is not formatted properly"); }

if (morphemeParts[0].charAt(0) == '[' && morphemeParts[1].charAt(0) == '#') {

// unanalyzed part -> the returned WGPair is not a final analysis

isFinalAnalysis = false;

}

analysisSurface += morphemeParts[0];

analysisLex += morphemeParts[1];

if (i < morphemes.length - 1) {

analysisSurface += "-";

analysisLex += "-";

}

}

String newSurfaceForm = oldWgPair.surfaceForm;

newSurfaceForm = newSurfaceForm.replaceAll("\\[.\*\\]", analysisSurface);

newWgPair.surfaceForm = newSurfaceForm;

String newLexForm = oldWgPair.lexicalForm;

newLexForm = newLexForm.replaceAll("#", analysisLex);

newWgPair.lexicalForm = newLexForm;

newWgPair.isFinalAnalysis = isFinalAnalysis;

return newWgPair;

}

}

// ---------------------- Класс Transliterator ----------------------

import java.io.BufferedReader;

import java.io.FileReader;

import java.io.IOException;

import java.io.PrintWriter;

import java.util.ArrayList;

import java.util.HashMap;

import java.util.Iterator;

import java.util.regex.Matcher;

import java.util.regex.Pattern;

import org.apache.commons.math3.util.CombinatoricsUtils;

public class Transliterator {

// ə in the map stands for disambiguation of cases like [kə][ka] from [kka] (geminated).

// The actual [ə] sound may or may not occur in that position; this is determined by phonotactics.

// The ə symbol MUST be removed from any fields of GeezAnalysisPair objects immediately after generating geminated variants.

HashMap<Character, String> map;

static String punctuationMarks = "[፠፡።፣፤፥፦፧፨\\.!,\\-\\:;\"'/\\\\\\|‒–—―‘’“”\\(\\)\\[\\]<>\\{\\}]";

public Transliterator (String mapFilePath) throws IOException {

this.map = new HashMap<>();

BufferedReader reader = new BufferedReader(new InputStreamReader(new FileInputStream(mapFilePath), "UTF-8"));

String currentLine;

Pattern pPair = Pattern.compile("^(.)\\t(.+)$");

Matcher mPair;

while ((currentLine = reader.readLine()) != null) {

mPair = pPair.matcher(currentLine);

if (mPair.find() && mPair.groupCount() == 2) {

this.map.put(mPair.group(1).charAt(0), mPair.group(2));

}

}

reader.close();

}

public void romanizeFileReadWrite (String inputPath, String outputPath, boolean printGeez) throws IOException {

BufferedReader reader = new BufferedReader(new FileReader(inputPath));

PrintWriter writer = new PrintWriter(outputPath);

String inputLine;

String outputLine;

while ((inputLine = reader.readLine()) != null) {

outputLine = this.romanizeLine(inputLine);

if (printGeez) { writer.println(inputLine); }

writer.println(outputLine);

if (printGeez) { writer.println(); }

}

reader.close();

writer.close();

}

public String romanizeLine (String geezLine) {

String romanizedLine = "";

char curChar;

for (int i = 0; i < geezLine.length(); i++) {

curChar = geezLine.charAt(i);

if (this.map.containsKey(curChar)) {

romanizedLine += this.map.get(curChar);

} else {

romanizedLine += curChar;

}

}

return romanizedLine;

}

static ArrayList<String> generateGeminatedVariants (String ungemWordWithSchwas) {

// ungemLine is a \_non-geminated\_ romanized version of a word written in Ge'ez script.

// does NOT check whether ungemLine was generated from a genuine Ge'ez word

// assumes conformity to pattern: (CV)+; V may include schwa

ArrayList<String> orthoVariants = new ArrayList<>();

ArrayList<Integer> geminablePositions = new ArrayList<>();

orthoVariants.add(ungemWordWithSchwas.replaceAll("ə", ""));

// the first letter is always a consonant; the first consonant can never be geminated

// the second letter is a vowel or a schwa in ungemWordWithSchwas

for (int i = 2; i < ungemWordWithSchwas.length(); i++) {

char curChar = ungemWordWithSchwas.charAt(i);

if (LetterType.isConsonant(curChar)

&& !(LetterType.isLaryngeal(curChar) || LetterType.isSemivowel(curChar))) {

geminablePositions.add(i);

}

}

for (int k = 1; k <= geminablePositions.size(); k++) {

Iterator<int[]> combinationsIterator = CombinatoricsUtils.combinationsIterator(geminablePositions.size(), k);

while (combinationsIterator.hasNext()) {

// e. g. {2, 4}

int[] combination = combinationsIterator.next();

ArrayList<Integer> curGeminatedPositions = new ArrayList<>();

// e. g. combination == {2, 4}; geminablePositions == {2, 3, 5, 7, 8}; => curGeminatedPositions == {5, 8}

for (int i = 0; i < combination.length; i++) {

curGeminatedPositions.add(geminablePositions.get(combination[i]));

}

String curOrthoVariant = "";

Iterator<Integer> gemPosIterator = curGeminatedPositions.iterator();

int curPosToGeminate = gemPosIterator.next();

for (int i = 0; i < ungemWordWithSchwas.length(); i++) {

char curChar = ungemWordWithSchwas.charAt(i);

if (!LetterType.isSchwa(curChar)) {

curOrthoVariant += curChar;

}

if (i == curPosToGeminate) {

if (!LetterType.isSchwa(curChar)) {

curOrthoVariant += curChar;

}

if (gemPosIterator.hasNext()) {

curPosToGeminate = gemPosIterator.next();

}

}

}

orthoVariants.add(curOrthoVariant);

}

}

return orthoVariants;

}

// takes a line of text in Ge'ez as input

public ArrayList<GeezAnalysisPair> buildFromLine (String inputLine) {

ArrayList<GeezAnalysisPair> list = new ArrayList<>();

String[] tokens = inputLine.split("[ \\-]");

for (String token : tokens) {

token = token.replaceAll(punctuationMarks, "");

if (!token.isEmpty() && isInGeez(token)) {

GeezAnalysisPair curObj = new GeezAnalysisPair();

curObj.geezWord = token;

String ungemOrthoWithSchwas = this.romanizeLine(token);

curObj.geminatedOrthos = generateGeminatedVariants(ungemOrthoWithSchwas);

// remove schwa and assign to ungeminatedOrtho. Schwas already not present in geminatedOrthos.

curObj.ungeminatedOrtho = ungemOrthoWithSchwas.replaceAll("ə", "");

list.add(curObj);

}

}

return list;

}

static boolean isInGeez (String line) {

for (int i = 0; i < line.length(); i++) {

if (!Character.UnicodeBlock.of(line.charAt(i)).equals(Character.UnicodeBlock.ETHIOPIC)) {

return false;

}

}

return true;

}

}

// ---------------------- Класс VerbParadigmBuilder ----------------------

import java.io.BufferedReader;

import java.io.FileReader;

import java.io.IOException;

import java.text.ParseException;

import java.util.ArrayList;

import java.util.Arrays;

import java.util.LinkedHashMap;

import java.util.LinkedHashSet;

import java.util.ListIterator;

import java.util.NoSuchElementException;

import java.util.regex.Matcher;

import java.util.regex.Pattern;

import java.util.Map.Entry;

public class VerbParadigmBuilder {

// Same as VerbParadigm.paradigm, but stores cells in Set rather than in a List, for duplicate management when parsing the paradigm file.

// Sets of cells must be converted to Lists when creating a VerbParadigm object, for subsequent efficient iteration.

LinkedHashMap<

Integer, LinkedHashMap< // number of radicals

VerbType, LinkedHashMap< // verb type (A, B, C, D)

VerbPreformative, LinkedHashSet<VerbParadigmCell> // derivational prefix (t-, a-, at- ...)

>

>

> paradigm;

private ArrayList<String> lines;

private ListIterator<String> lineIterator;

private int currentLineNum;

public VerbParadigmBuilder () {

this.paradigm = new LinkedHashMap<>();

this.lines = new ArrayList<>();

this.lineIterator = lines.listIterator();

this.currentLineNum = 0;

}

public VerbParadigm build (String paradigmFilePath) throws IOException, ParseException {

BufferedReader reader = new BufferedReader(new FileReader(paradigmFilePath));

String currentLine;

while ((currentLine = reader.readLine()) != null) {

this.lines.add(currentLine);

}

reader.close();

this.lineIterator = lines.listIterator();

while (this.lineIterator.hasNext()) {

currentLine = this.lineIterator.next();

currentLineNum++;

if (lineHasContent(currentLine)) { // skip comments and empty lines

if (currentLine.charAt(0) == '$') {

this.lineIterator.previous();

currentLineNum--;

try {

this.readSingleParadigm();

} catch (ParseException e) { e.printStackTrace(); } // ParseException handled here; parsing will continue with the next paradigm in the file.

} else {

throw new ParseException(String.format("Line %d: Each paradigm must start with $ (dollar sign).", this.currentLineNum), this.currentLineNum);

}

}

}

VerbParadigm paradigmObject = new VerbParadigm();

for (Entry<Integer, LinkedHashMap<VerbType, LinkedHashMap<VerbPreformative, LinkedHashSet<VerbParadigmCell>>>> typeMap : this.paradigm.entrySet()) {

int curNumRadicals = typeMap.getKey();

paradigmObject.paradigm.put(curNumRadicals, new LinkedHashMap<VerbType, LinkedHashMap<VerbPreformative, ArrayList<VerbParadigmCell>>>());

for (Entry<VerbType, LinkedHashMap<VerbPreformative, LinkedHashSet<VerbParadigmCell>>> derivPrefixMap : typeMap.getValue().entrySet()) {

VerbType curType = derivPrefixMap.getKey();

paradigmObject.paradigm.get(curNumRadicals).put(curType, new LinkedHashMap<VerbPreformative, ArrayList<VerbParadigmCell>>());

for (Entry<VerbPreformative, LinkedHashSet<VerbParadigmCell>> cellSet : derivPrefixMap.getValue().entrySet()) {

VerbPreformative curDerivPrefix = cellSet.getKey();

paradigmObject.paradigm.get(curNumRadicals).get(curType).put(curDerivPrefix, new ArrayList<VerbParadigmCell>(cellSet.getValue()));

}

}

}

return paradigmObject;

}

private void readSingleParadigm () throws ParseException { // return true when done

this.currentLineNum++;

String[] paradigmHeaderTriple = this.readParadigmHeader(this.lineIterator.next());

int curNumRadicals;

VerbType curType;

VerbPreformative curDerivPrefix;

try {

curNumRadicals = Integer.parseInt(paradigmHeaderTriple[0]);

curType = VerbType.parseVerbType(paradigmHeaderTriple[1]);

curDerivPrefix = VerbPreformative.parseVerbPreformative(paradigmHeaderTriple[2]);

} catch (IllegalArgumentException e) {

throw new ParseException(String.format(e.getMessage() + "Error in paradigm header at line %s. Paradigm not read.", this.currentLineNum), this.currentLineNum);

}

// read everything before the next paradigm header (or the end of this file if there are no more headers)

ArrayList<String> curParadigmLines = new ArrayList<>();

String curParadigmLine = "";

while (this.lineIterator.hasNext()) {

curParadigmLine = this.lineIterator.next();

this.currentLineNum++;

if (!curParadigmLine.isEmpty() &&

curParadigmLine.charAt(0) == '$') {

break;

}

curParadigmLines.add(curParadigmLine); // including empty lines and comments

}

if (this.lineIterator.hasNext()) {

this.lineIterator.previous();

this.currentLineNum--;

}

// build cell list

LinkedHashSet<VerbParadigmCell> cellsAsSet = new LinkedHashSet<>();

for (String line : curParadigmLines) {

this.currentLineNum++;

if (lineHasContent(line)) {

try {

cellsAsSet.add(this.buildCellFromLine(line, curNumRadicals, curType, curDerivPrefix));

} catch (ParseException e) {

e.printStackTrace();

}

}

}

ArrayList<VerbParadigmCell> cellsAsList = new ArrayList<>(cellsAsSet);

// check whether paradigm already has cells for this num radicals + verb type + derivational prefix.

// If it does, add cells to the corresponding set.

// If it doesn't, create a new set.

LinkedHashSet<VerbParadigmCell> curParadigm;

if (this.paradigm.containsKey(curNumRadicals) &&

this.paradigm.get(curNumRadicals).containsKey(curType) &&

this.paradigm.get(curNumRadicals).get(curType).containsKey(curDerivPrefix)) {

curParadigm = this.paradigm.get(curNumRadicals).get(curType).get(curDerivPrefix); // get existing paradigm

curParadigm.addAll(cellsAsList); // add non-duplicate entries

this.paradigm.get(curNumRadicals).get(curType).put(curDerivPrefix, curParadigm); // put the updated paradigm back

} else if (this.paradigm.containsKey(curNumRadicals) &&

this.paradigm.get(curNumRadicals).containsKey(curType) &&

!this.paradigm.get(curNumRadicals).get(curType).containsKey(curDerivPrefix)) {

paradigm.get(curNumRadicals).get(curType).put(curDerivPrefix, cellsAsSet);

} else if (this.paradigm.containsKey(curNumRadicals) &&

!this.paradigm.get(curNumRadicals).containsKey(curType)) {

LinkedHashMap<VerbPreformative, LinkedHashSet<VerbParadigmCell>> derivPrefixMap = new LinkedHashMap<>();

derivPrefixMap.put(curDerivPrefix, cellsAsSet);

this.paradigm.get(curNumRadicals).put(curType, derivPrefixMap);

} else { // if !paradigm.containsKey(curNumRadicals)

LinkedHashMap<VerbPreformative, LinkedHashSet<VerbParadigmCell>> derivPrefixMap = new LinkedHashMap<>();

derivPrefixMap.put(curDerivPrefix, cellsAsSet);

LinkedHashMap<VerbType, LinkedHashMap<VerbPreformative, LinkedHashSet<VerbParadigmCell>>> typeMap = new LinkedHashMap<>();

typeMap.put(curType, derivPrefixMap);

this.paradigm.put(curNumRadicals, typeMap);

}

}

private String[] readParadigmHeader(String line) throws ParseException {

String[] headerTriple = new String[3];

Pattern p = Pattern.compile("^\\$radicals\\:(?<rad>[345]),type\\:(?<type>[ABCD]),prefix\\:(?<prefix>0|A|T|AT|ATTA|AN|AS|ATTAN|ATTAS|ASTA)$");

Matcher m = p.matcher(line);

if (m.find() && m.groupCount() == 3) {

headerTriple[0] = m.group("rad");

headerTriple[1] = m.group("type");

headerTriple[2] = m.group("prefix");

} else {

throw new ParseException(String.format("Error in paradigm header at line %s. Paradigm not read.", this.currentLineNum), this.currentLineNum);

}

return headerTriple;

}

// NB: The cell being returned has the following fields empty: acceptedNumRadicals; acceptedVerbType; acceptedDerivPrefix.

// Manipulate the cell accordingly in the calling method before adding this cell to paradigm.

private VerbParadigmCell buildCellFromLine (String line, int curNumRadicals, VerbType curType, VerbPreformative curDerivPrefix) throws ParseException {

VerbParadigmCell cell = new VerbParadigmCell();

cell.acceptedNumRadicals = curNumRadicals;

cell.acceptedVerbType = curType;

cell.acceptedDerivPrefix = curDerivPrefix;

try {

Pattern p = Pattern.compile("^(?<grammemeset>.+)\\t(?<surfacepattern>.+)\\t(?<lexpattern>.+)$");

Matcher m = p.matcher(line);

String[] lineParts = new String[3];

m.find();

lineParts[0] = m.group("grammemeset");

lineParts[1] = m.group("surfacepattern");

lineParts[2] = m.group("lexpattern");

// \*\*\* read grammemeset \*\*\*

p = Pattern.compile("(?<mood>INDIC|JUSS|IMP)" +

"\\+(?<tense>IMPF|PRF|NA)" +

"\\+(?<person>[123])" +

"\\+(?<gender>[MFC])" +

"\\+(?<number>SG|PL)");

m = p.matcher(lineParts[0]);

m.find();

cell.grammemeSet.mood = Mood.parseMood(m.group("mood"));

cell.grammemeSet.tense = Tense.parseTense(m.group("tense"));

cell.grammemeSet.person = Person.parsePerson(m.group("person"));

cell.grammemeSet.gender = Gender.parseGender(m.group("gender"));

cell.grammemeSet.number = Number.parseNumber(m.group("number"));

// \*\*\* read surfacepattern and lexpattern \*\*\*

ArrayList<String> surfacePatternParts = new ArrayList<>(Arrays.asList(lineParts[1].split("\\+")));

ArrayList<String> lexPatternParts = new ArrayList<>(Arrays.asList(lineParts[2].split("\\+")));

// prefixes: in linear order

ListIterator<String> surfaceIterator = surfacePatternParts.listIterator();

ListIterator<String> lexIterator = lexPatternParts.listIterator();

String curMorphemeSurface;

String curMorphemeLex;

// read prefixes

while (surfaceIterator.hasNext() && lexIterator.hasNext()) {

curMorphemeSurface = surfaceIterator.next();

curMorphemeLex = lexIterator.next();

if (curMorphemeSurface.matches("^.\*\_.\*$")) { // contains underscore, i. e. is a root morpheme

surfaceIterator.previous();

lexIterator.previous();

break;

}

// comply with the inverse ordering of prefixes in MorphemeDescriptionPair.prefixes

if (!curMorphemeSurface.matches("0")) {

cell.prefixes.add(0, new MorphemeDescriptionPair(curMorphemeSurface, curMorphemeLex));

}

}

// read root

curMorphemeSurface = surfaceIterator.next();

curMorphemeLex = lexIterator.next();

String[] rootSurfaceParts = curMorphemeSurface.split("\_"); // i. e. "aa\_121" -> {"aa", "121"}

int[] gemPattern = new int[rootSurfaceParts[1].length()];

for (int i = 0; i < rootSurfaceParts[1].length(); i++) {

gemPattern[i] = Integer.parseInt(rootSurfaceParts[1].substring(i, i+1));

}

cell.vowelPattern = new MorphemeDescriptionPair(rootSurfaceParts[0], curMorphemeLex);

cell.geminationPattern = gemPattern;

// read suffixes

while (surfaceIterator.hasNext() && lexIterator.hasNext()) {

curMorphemeSurface = surfaceIterator.next();

curMorphemeLex = lexIterator.next();

if (!curMorphemeSurface.matches("0")) {

cell.suffixes.add(new MorphemeDescriptionPair(curMorphemeSurface, curMorphemeLex));

}

}

return cell;

} catch (IndexOutOfBoundsException|NoSuchElementException|IllegalArgumentException e) {

throw new ParseException(String.format(e.getMessage() + "%nError in form description at line %s. Line not read.", this.currentLineNum), this.currentLineNum);

}

}

private static boolean lineHasContent (String line) {

if (line.isEmpty() ||

line.charAt(0) == '#' ||

line.matches("^[ \\t]+$")) { // skip comments and empty lines

return false;

}

return true;

}

}

// ---------------------- Класс VerbFormBuilder ----------------------

import java.util.ListIterator;

public class VerbFormBuilder {

VerbParadigmCell cell;

VerbStem stem;

public VerbFormBuilder (VerbParadigmCell cell, VerbStem stem) throws IllegalArgumentException {

if (stem.getRoot().length != cell.acceptedNumRadicals ||

stem.getVerbType() != cell.acceptedVerbType ||

stem.getDerivationalPrefix() != cell.acceptedDerivPrefix) {

throw new IllegalArgumentException ("Stem does not correspond to paradigm cell.");

}

this.cell = cell;

this.stem = stem;

}

public WordGlossPair build () {

WordGlossPair word = new WordGlossPair();

word.isFinalAnalysis = true;

ListIterator<MorphemeDescriptionPair> it;

MorphemeDescriptionPair curMorpheme;

// appending prefixes

it = cell.prefixes.listIterator(cell.prefixes.size());

while (it.hasPrevious()) {

curMorpheme = it.previous();

word.surfaceForm += curMorpheme.surfaceForm;

word.lexicalForm += curMorpheme.lexicalForm;

if (it.hasPrevious()) {

word.surfaceForm += "-";

word.lexicalForm += "-";

}

}

if (!cell.prefixes.isEmpty()) {

word.surfaceForm += "-";

word.lexicalForm += "-";

}

// appending root

for (int radIndex = 0; radIndex < stem.getNumRadicals(); radIndex++) {

// geminate if applicable

char consToAdd = stem.getRootConsonant(radIndex).character;

if (cell.geminationPattern[radIndex] > 0) {

word.surfaceForm += consToAdd;

}

if (cell.geminationPattern[radIndex] == 2 && stem.getRootConsonant(radIndex).isSubjectToGemination()) {

word.surfaceForm += consToAdd;

}

// append vowel if applicable

if (radIndex != stem.getNumRadicals() - 1) {

char charToAppend = cell.vowelPattern.surfaceForm.charAt(radIndex);

if (charToAppend != '0') {

word.surfaceForm += charToAppend;

}

}

}

word.lexicalForm += stem.getRootAsString() + ":";

word.lexicalForm += cell.vowelPattern.lexicalForm;

// appending suffixes

if (!cell.suffixes.isEmpty()) {

word.surfaceForm += "-";

word.lexicalForm += "-";

}

it = cell.suffixes.listIterator();

while (it.hasNext()) {

curMorpheme = it.next();

word.surfaceForm += curMorpheme.surfaceForm;

word.lexicalForm += curMorpheme.lexicalForm;

if (it.hasNext()) {

word.surfaceForm += "-";

word.lexicalForm += "-";

}

}

return word;

}

}

// ---------------------- Класс RootListGenerator ----------------------

import java.util.ArrayList;

import java.util.Iterator;

import java.util.LinkedHashSet;

import org.apache.commons.math3.util.CombinatoricsUtils;

public class RootListGenerator {

String word;

LinkedHashSet<Root> possibleRootCons; // mikattaqAla -> myktql; mykt2ql; myktqAl; myk2qAl

LinkedHashSet<Root> roots; // myktql -> myk; myt; myq; myl; ...; mykt; mykq; ...; myktq, myktl, mktql.

public RootListGenerator (String word) {

this.word = word;

this.possibleRootCons = new LinkedHashSet<>();

this.roots = new LinkedHashSet<>();

}

public void buildRootList () {

generatePossibleRootConsNew\_2(new Root(new ArrayList<ConsDescription>()), this.word, 0);

for (Root consSet : this.possibleRootCons) {

this.roots.addAll(generatePossibleRootsNew(consSet));

}

}

private boolean generatePossibleRootConsNew\_2 (Root rootCandidate, String sourceWord, int nextPos) {

ArrayList<Root> forks = new ArrayList<>();

if (sourceWord.isEmpty()) {

return false;

} else if (rootCandidate.consTemplate.isEmpty()) {

rootCandidate.consTemplate.add(new ConsDescription(sourceWord.charAt(0), false, false));

forks.add(Root.newInstance(rootCandidate));

} else { // has 1 item at least

Letter lastLetter = Letter.newInstance(rootCandidate.consTemplate.get(rootCandidate.size() - 1).consonant);

if (nextPos == sourceWord.length()) {

this.possibleRootCons.add(Root.newInstance(rootCandidate));

} else {

Letter letterToAdd = new Letter(sourceWord.charAt(nextPos));

if (letterToAdd.isVowel() && !letterToAdd.isLongA()) {

if (letterToAdd.character == 'o' || letterToAdd.character == 'u') {

rootCandidate.consTemplate.add(new ConsDescription('w', false, false));

} else if (letterToAdd.character == 'e' || letterToAdd.character == 'i') {

rootCandidate.consTemplate.add(new ConsDescription('y', false, false));

}

forks.add(Root.newInstance(rootCandidate));

} else if (letterToAdd.isLongA()) {

// Two forks: 1. Verb of type C or D, long A is penultimate vowel belonging to the root. 2. Long A is part of a prefix/suffix.

// Fork 1: update last ConsDescription in rootCandidate: followed by long A

Root fork1 = new Root(new ArrayList<>());

for (ConsDescription cd : rootCandidate.consTemplate) {

fork1.consTemplate.add(ConsDescription.newInstance(cd));

}

ConsDescription cd\_A = ConsDescription.newInstance(fork1.consTemplate.get(fork1.consTemplate.size() - 1));

cd\_A.followedByLongA = true;

fork1.consTemplate.remove(fork1.consTemplate.size() - 1);

fork1.consTemplate.add(cd\_A);

// Fork 2: long A is a part of a prefix/suffix; do not add to root description.

Root fork2 = new Root(new ArrayList<>());

for (ConsDescription cd : rootCandidate.consTemplate) {

fork2.consTemplate.add(ConsDescription.newInstance(cd));

}

forks.add(fork1);

forks.add(fork2);

} else if (letterToAdd.isConsonant()) {

if (letterToAdd.equals(lastLetter) &&

!rootCandidate.consTemplate.get(rootCandidate.size() - 1).followedByLongA) {

// update last ConsDescription in rootCandidate: geminated

Root fork1 = new Root(new ArrayList<>());

for (ConsDescription cd : rootCandidate.consTemplate) {

fork1.consTemplate.add(ConsDescription.newInstance(cd));

}

fork1.consTemplate.remove(fork1.consTemplate.size() - 1);

fork1.consTemplate.add(new ConsDescription(lastLetter, true, false));

forks.add(fork1);

} else { // lastChar == cons1, charToAdd == cons2, cons1 != cons2

rootCandidate.consTemplate.add(new ConsDescription(letterToAdd, false, false));

forks.add(Root.newInstance(rootCandidate));

}

}

}

}

for (Root fork : forks) {

generatePossibleRootConsNew\_2(fork, sourceWord, nextPos + 1);

}

return true;

}

private LinkedHashSet<Root> generatePossibleRootsNew (Root consSet) {

LinkedHashSet<Root> rootList = new LinkedHashSet<>();

// Roots containing 3 to 5 consonants are considered.

int n = ( consSet.size() > 5 ) ? 5 : consSet.size();

for (int k = 3; k <= n; k++) {

Iterator<int[]> combinationsIterator = CombinatoricsUtils.combinationsIterator(consSet.size(), k);

while (combinationsIterator.hasNext()) {

int[] combination = combinationsIterator.next();

Root curRoot = new Root();

for (int consIndex : combination) {

curRoot.consTemplate.add(consSet.consTemplate.get(consIndex));

}

rootList.add(curRoot);

}

}

return rootList;

}

}

// ---------------------- Класс VerbParadigm ----------------------

import java.util.ArrayList;

import java.util.LinkedHashMap;

public class VerbParadigm {

/\*

\* Structure of paradigm:

\* paradigm -- number\_of\_radicals : typeParadigm

\* typeParadigm -- verb\_type : derivativesParadigm

\* derivativesParadigm -- derivational\_prefix : paradigm\_cells

\*

\*/

LinkedHashMap<

Integer, LinkedHashMap< // number of radicals

VerbType, LinkedHashMap< // verb type (A, B, C, D)

VerbPreformative, ArrayList<VerbParadigmCell> // derivational prefix (t-, a-, at- ...)

>

>

> paradigm;

public VerbParadigm () {

this.paradigm = new LinkedHashMap<>();

}

public ArrayList<WordGlossPair> buildAllForms (VerbStem stem) {

ArrayList<WordGlossPair> wordList = new ArrayList<>();

ArrayList<VerbParadigmCell> cellList = new ArrayList<>();

try {

cellList = this.paradigm.get(stem.getNumRadicals())

.get(stem.getVerbType())

.get(stem.getDerivationalPrefix());

} catch (NullPointerException e) { }

for (VerbParadigmCell cell : cellList) {

wordList.add(new VerbFormBuilder(cell, stem).build());

}

return wordList;

}

}

// ---------------------- Класс VerbParadigmCell ----------------------

import java.util.ArrayList;

import org.apache.commons.lang3.builder.EqualsBuilder;

import org.apache.commons.lang3.builder.HashCodeBuilder;

public class VerbParadigmCell {

int acceptedNumRadicals;

VerbType acceptedVerbType;

VerbPreformative acceptedDerivPrefix;

// In inverse order. E. g.: l+a+naggf; prefixes.get(0).surfaceForm == "a"; prefixes.get(1).surfaceForm == "l".

ArrayList<MorphemeDescriptionPair> prefixes;

MorphemeDescriptionPair vowelPattern;

int[] geminationPattern;

ArrayList<MorphemeDescriptionPair> suffixes;

VerbGrammemeSet grammemeSet;

public VerbParadigmCell () {

this.acceptedNumRadicals = 0;

this.acceptedVerbType = VerbType.UNKNOWN;

this.acceptedDerivPrefix = VerbPreformative.UNKNOWN;

this.prefixes = new ArrayList<>();

this.vowelPattern = new MorphemeDescriptionPair("", "");

this.geminationPattern = new int[0];

this.suffixes = new ArrayList<>();

this.grammemeSet = new VerbGrammemeSet();

}

@Override

public int hashCode() {

return new HashCodeBuilder(109, 113)

.append(acceptedNumRadicals)

.append(acceptedVerbType)

.append(acceptedDerivPrefix)

.append(prefixes)

.append(vowelPattern)

.append(geminationPattern)

.append(suffixes)

.append(grammemeSet)

.toHashCode();

}

@Override

public boolean equals(Object obj) {

if (!(obj instanceof VerbParadigmCell))

return false;

if (obj == this)

return true;

VerbParadigmCell rhs = (VerbParadigmCell) obj;

return new EqualsBuilder()

.append(acceptedNumRadicals, rhs.acceptedNumRadicals)

.append(acceptedVerbType, rhs.acceptedVerbType)

.append(acceptedDerivPrefix, rhs.acceptedDerivPrefix)

.append(prefixes, rhs.prefixes)

.append(vowelPattern, rhs.vowelPattern)

.append(geminationPattern, rhs.geminationPattern)

.append(suffixes, rhs.suffixes)

.append(grammemeSet, rhs.grammemeSet)

.isEquals();

}

}

// ---------------------- Класс VerbStem ----------------------

public class VerbStem {

private Letter[] rootAsLetters;

private VerbPreformative derivationalPrefix;

private VerbType verbType;

private int numRadicals;

// Warning: Not updated if rootAsLetters or verbType are changed.

private String rootAsString;

public VerbStem () {

this.rootAsLetters = new Letter[0];

this.derivationalPrefix = VerbPreformative.NO\_PREFORMATIVE;

this.verbType = VerbType.UNKNOWN;

this.derivationalPrefix = VerbPreformative.UNKNOWN;

this.numRadicals = 0;

this.rootAsString = "";

}

public VerbStem (Root root) throws IllegalArgumentException {

if (root.size() < 3 || root.size() > 5) {

throw new IllegalArgumentException("Root length must be between 3 and 5 consonants.");

}

int longACount = 0;

for (ConsDescription cd : root.consTemplate) {

if (cd.followedByLongA) { longACount++; }

if (longACount > 1) { throw new IllegalArgumentException("Root cannot contain more than two consonants followed by [a:] (long A)."); }

}

this.rootAsString = root.toString();

this.rootAsLetters = new Letter[root.size()];

for (int i = 0; i < root.size(); i++) {

this.rootAsLetters[i] = root.consTemplate.get(i).consonant;

}

this.verbType = determineVerbType(root);

this.derivationalPrefix = VerbPreformative.NO\_PREFORMATIVE;

this.numRadicals = this.rootAsLetters.length;

}

public static VerbStem newInstance (VerbStem stem) {

VerbStem newStem = new VerbStem();

Letter[] newRootAsLetters = new Letter[stem.rootAsLetters.length];

for (int i = 0; i < stem.rootAsLetters.length; i++) {

newRootAsLetters[i] = Letter.newInstance(stem.rootAsLetters[i]);

}

newStem.rootAsLetters = newRootAsLetters;

newStem.rootAsString = stem.rootAsString;

newStem.numRadicals = stem.numRadicals;

newStem.derivationalPrefix = stem.derivationalPrefix;

newStem.verbType = stem.verbType;

return newStem;

}

public Letter[] getRoot() {

return this.rootAsLetters;

}

public String getRootAsString () {

return this.rootAsString;

}

public VerbPreformative getDerivationalPrefix() {

return this.derivationalPrefix;

}

public VerbType getVerbType() {

return this.verbType;

}

public int getNumRadicals () {

return this.numRadicals;

}

public Letter getRootConsonant (int i) throws IllegalArgumentException {

if (i < 0 || i > this.rootAsLetters.length - 1) {

throw new IllegalArgumentException("Argument must be between 0 and this root's length.");

} else {

return this.rootAsLetters[i];

}

}

public boolean setDerivationalPrefix (VerbPreformative prefix) {

switch (prefix) {

case T: this.derivationalPrefix = VerbPreformative.T; return true;

case A: if (this.verbType == VerbType.D || this.rootAsLetters[0].isLaryngeal()) {

return false;

} else {

this.derivationalPrefix = prefix;

return true;

}

case ATTA: if (this.rootAsLetters[0].isLaryngeal()) {

return false;

} else {

this.derivationalPrefix = prefix;

return true;

}

case AT: if (this.verbType == VerbType.A) {

// Check if any of the consonants is a laryngeal. If yes, assigning type A is possible; otherwise it isn't.

for (Letter consonant : this.rootAsLetters) {

if (consonant.isLaryngeal()) { this.derivationalPrefix = prefix; return true; }

}

return false;

} else {

this.derivationalPrefix = prefix;

return true;

}

default:

this.derivationalPrefix = prefix;

return true;

}

}

public static VerbType determineVerbType (Root root) {

if (root.size() == 3 && root.consTemplate.get(1).isGeminated) {

return VerbType.B;

} else if (root.size() == 4

&& root.consTemplate.get(1).followedByLongA

&& root.consTemplate.get(1).consonant.equals(root.consTemplate.get(2).consonant)) {

return VerbType.D;

} else if ((root.size() == 3 && root.consTemplate.get(0).followedByLongA)

|| (root.size() == 4 && root.consTemplate.get(1).followedByLongA)

|| (root.size() == 5 && root.consTemplate.get(2).followedByLongA)) {

return VerbType.C;

} else {

return VerbType.A;

}

}

}

// ---------------------- Класс Word ----------------------

import java.util.ArrayList;

public class Word {

ArrayList<MorphemeDescriptionPair> morphemeSet;

public Word(ArrayList<MorphemeDescriptionPair> morphemeSet) {

this.morphemeSet = morphemeSet;

}

}

// ----------- Класс WordGlossPair -----------

import org.apache.commons.lang3.builder.EqualsBuilder;

import org.apache.commons.lang3.builder.HashCodeBuilder;

public class WordGlossPair {

String surfaceForm;

String lexicalForm;

boolean isFinalAnalysis;

public WordGlossPair(String surfaceForm, String lexicalForm, boolean isFinalAnalysis) {

this.surfaceForm = surfaceForm;

this.lexicalForm = lexicalForm;

this.isFinalAnalysis = isFinalAnalysis;

}

public WordGlossPair() {

this.surfaceForm = "";

this.lexicalForm = "";

this.isFinalAnalysis = false;

}

public static WordGlossPair newInstance(WordGlossPair wdPair) {

return new WordGlossPair(wdPair.surfaceForm, wdPair.lexicalForm, wdPair.isFinalAnalysis);

}

public String getRawWord () {

return surfaceForm.replaceAll("\\-", "");

}

public int hashCode() {

return new HashCodeBuilder(109, 113)

.append(surfaceForm)

.append(lexicalForm)

.toHashCode();

}

@Override

public boolean equals(Object obj) {

if (!(obj instanceof WordGlossPair))

return false;

if (obj == this)

return true;

WordGlossPair rhs = (WordGlossPair) obj;

return new EqualsBuilder().

// if deriving: appendSuper(super.equals(obj)).

append(surfaceForm, rhs.surfaceForm)

.append(lexicalForm, rhs.lexicalForm)

.append(isFinalAnalysis, rhs.isFinalAnalysis)

.isEquals();

}

}

// ---------------------- Класс WordGlossPairComparator ----------------------

import java.util.Comparator;

import java.util.regex.Matcher;

import java.util.regex.Pattern;

public class WordGlossPairComparator implements Comparator<WordGlossPair> {

@Override

public int compare (WordGlossPair wgp\_1, WordGlossPair wgp\_2) {

if (wgp\_1.isFinalAnalysis && !wgp\_2.isFinalAnalysis) {

return 1;

} else if (!wgp\_1.isFinalAnalysis && wgp\_2.isFinalAnalysis) {

return -1;

} else {

int numMorph\_1;

int numMorph\_2;

Pattern p = Pattern.compile("\\-");

Matcher m = p.matcher(wgp\_1.lexicalForm);

numMorph\_1 = (m.find()) ? m.groupCount() + 1 : 1;

m = p.matcher(wgp\_2.lexicalForm);

numMorph\_2 = (m.find()) ? m.groupCount() + 1 : 1;

if (wgp\_1.isFinalAnalysis && wgp\_2.isFinalAnalysis) {

// less morphemes => less than

if (numMorph\_1 < numMorph\_2) { return 1; }

else if (numMorph\_1 == numMorph\_2) { return 0; }

else { return -1; }

} else {

// more morphemes => less than

if (numMorph\_1 < numMorph\_2) { return -1; }

else if (numMorph\_1 == numMorph\_2) { return 0; }

else { return 1; }

}

}

}

}

// ---------------------- Класс ConsDescription ----------------------

import org.apache.commons.lang3.builder.EqualsBuilder;

import org.apache.commons.lang3.builder.HashCodeBuilder;

public class ConsDescription {

// tArm -> {t, true}, {r, false}, {m, false}

Letter consonant;

boolean isGeminated;

boolean followedByLongA;

public ConsDescription(char consonant, boolean isGeminated, boolean followedByLongA) throws IllegalArgumentException {

Letter letter = new Letter(consonant);

this.consonant = letter;

this.isGeminated = isGeminated;

this.followedByLongA = followedByLongA;

}

public ConsDescription(Letter consonantLetter, boolean isGeminated, boolean followedByLongA) throws IllegalArgumentException {

this.consonant = consonantLetter;

this.isGeminated = isGeminated;

this.followedByLongA = followedByLongA;

}

public static ConsDescription newInstance (ConsDescription cd) {

return new ConsDescription(Letter.newInstance(cd.consonant), cd.isGeminated, cd.followedByLongA);

}

@Override

public int hashCode() {

return new HashCodeBuilder(29, 241).append(consonant).append(isGeminated).append(followedByLongA).toHashCode();

}

@Override

public boolean equals(Object obj) {

if (!(obj instanceof ConsDescription))

return false;

if (obj == this)

return true;

ConsDescription rhs = (ConsDescription) obj;

return new EqualsBuilder().

append(consonant, rhs.consonant).

append(isGeminated, rhs.isGeminated).

append(followedByLongA, rhs.followedByLongA).

isEquals();

}

}

// ---------------------- Класс GeezAnalysisPair ----------------------

import java.util.ArrayList;

public class GeezAnalysisPair {

String geezWord;

String ungeminatedOrtho;

ArrayList<String> geminatedOrthos;

ArrayList<WordGlossPair> analysisList;

public GeezAnalysisPair() {

this.geezWord = "";

this.ungeminatedOrtho = "";

this.geminatedOrthos = new ArrayList<>();

this.analysisList = new ArrayList<>();

}

}

// ---------------------- Класс Letter ----------------------

import org.apache.commons.lang3.ArrayUtils;

import org.apache.commons.lang3.builder.EqualsBuilder;

import org.apache.commons.lang3.builder.HashCodeBuilder;

public class Letter {

char character;

static char[] consonants = {'h', 'l', 'H', 'm', 'r', 's', 'x', 'q', 'b', 't', 'n', '>', 'k', 'w', '<', 'z', 'y', 'd', 'G', 'g', 'T', 'C', 'S', 'f', 'c', 'Z', 'p', 'P', 'X'};

private static char[] vowels = {'i', 'e', 'a', 'A', 'u', 'o'};

private static char[] laryngeals = {'<', '>', 'h', 'H', 'X'};

private static char[] semivowels = {'w', 'y'};

private static char longA = 'A';

public Letter (char c) {

this.character = c;

}

public static Letter newInstance (Letter letter) {

return new Letter(letter.character);

}

boolean isConsonant () {

return ArrayUtils.contains(consonants, this.character) ? true : false;

}

boolean isVowel () {

return ArrayUtils.contains(vowels, this.character) ? true : false;

}

boolean isLaryngeal () {

return ArrayUtils.contains(laryngeals, this.character) ? true : false;

}

boolean isSemivowel () {

return ArrayUtils.contains(semivowels, this.character) ? true : false;

}

boolean isLongA () {

return this.character == longA ? true : false;

}

boolean isSubjectToGemination () {

// laryngeals and semivowels are never geminated

return !(this.isLaryngeal() || this.isSemivowel());

}

@Override

public int hashCode() {

return new HashCodeBuilder(109, 113).append(character).toHashCode();

}

@Override

public boolean equals(Object obj) {

if (!(obj instanceof Letter))

return false;

if (obj == this)

return true;

Letter rhs = (Letter) obj;

return new EqualsBuilder()

.append(character, rhs.character).isEquals();

}

}

// ---------------------- Класс Verb ----------------------

import java.util.ArrayList;

public class Verb {

ArrayList<MorphemeDescriptionPair> prefixes;

VerbStem stem;

MorphemeDescriptionPair vowelTemplate;

ArrayList<MorphemeDescriptionPair> suffixes;

VerbGrammemeSet grammemeSet;

public Verb(ArrayList<MorphemeDescriptionPair> prefixes, VerbStem stem, MorphemeDescriptionPair vowelTemplate,

ArrayList<MorphemeDescriptionPair> suffixes, VerbGrammemeSet grammemeSet) throws IllegalArgumentException {

this.prefixes = prefixes;

this.stem = stem;

// Check whether the vowel template argument corresponds to root in stem argument.

// E. g., passing the "aa" template with a quadriradical root such as "trgm" would be invalid.

if (stem.getRoot().length != vowelTemplate.surfaceForm.length() + 1) {

throw new IllegalArgumentException("Vowel template does not correspond to this root.");

}

this.vowelTemplate = vowelTemplate;

this.suffixes = suffixes;

this.grammemeSet = grammemeSet;

}

}

// ---------------------- Класс VerbGrammemeSet ----------------------

public class VerbGrammemeSet {

Mood mood;

Tense tense;

Person person;

Gender gender;

Number number;

public VerbGrammemeSet () {

this.mood = Mood.UNKNOWN;

this.tense = Tense.UNKNOWN;

this.person = Person.UNKNOWN;

this.gender = Gender.UNKNOWN;

this.number = Number.UNKNOWN;

}

public VerbGrammemeSet(Mood mood, Tense tense, Person person, Gender gender, Number number) throws IllegalArgumentException {

if (person == Person.UNKNOWN ||

gender == Gender.UNKNOWN ||

number == Number.UNKNOWN ||

(mood == Mood.INDICATIVE && tense == Tense.UNKNOWN) ||

((mood == Mood.JUSSIVE || mood == Mood.IMPERATIVE) && tense != Tense.UNKNOWN) ||

(mood == Mood.IMPERATIVE && person != Person.P2) ||

(person == Person.P1 && gender != Gender.COMMON)) {

throw new IllegalArgumentException ("Invalid grammeme set passed as argument.");

}

this.mood = mood;

this.tense = tense;

this.person = person;

this.gender = gender;

this.number = number;

}

}

// ---------------------- Класс MorphemeDescriptionPair ----------------------

public class MorphemeDescriptionPair {

String surfaceForm; // e. g. "ka"

String lexicalForm; // e. g. "POSS.2.F.SG"

public MorphemeDescriptionPair(String surfaceForm, String lexicalForm) {

this.surfaceForm = surfaceForm;

this.lexicalForm = lexicalForm;

}

}

// ----------- Класс PatternReplacePair -----------

public class PatternReplacePair {

String matchPattern;

String replacePattern;

public PatternReplacePair (String matchPattern, String replacePattern) {

this.matchPattern = matchPattern;

this.replacePattern = replacePattern;

}

}

// ---------------------- Класс Root ----------------------

import java.util.ArrayList;

import org.apache.commons.lang3.builder.EqualsBuilder;

import org.apache.commons.lang3.builder.HashCodeBuilder;

public class Root {

ArrayList<ConsDescription> consTemplate;

public Root (ArrayList<ConsDescription> template) {

this.consTemplate = template;

}

public Root () {

this.consTemplate = new ArrayList<>();

}

public static Root newInstance (Root root) {

ArrayList<ConsDescription> newConsTemplate = new ArrayList<>();

for (ConsDescription cd : root.consTemplate) {

newConsTemplate.add(ConsDescription.newInstance(cd));

}

return new Root(newConsTemplate);

}

public int size () {

return this.consTemplate.size();

}

@Override

public String toString () {

String output = "";

for (ConsDescription radical : this.consTemplate) {

String toAppend = "";

toAppend += radical.consonant.character;

if (radical.isGeminated) { toAppend += "(2)"; }

if (radical.followedByLongA) { toAppend += "(A)"; }

output += toAppend;

}

return output;

}

@Override

public int hashCode() {

return new HashCodeBuilder(109, 113).append(consTemplate).toHashCode();

}

@Override

public boolean equals(Object obj) {

if (!(obj instanceof Root))

return false;

if (obj == this)

return true;

Root rhs = (Root) obj;

return new EqualsBuilder()

.append(consTemplate, rhs.consTemplate)

.isEquals();

}

}

// ---------------------- Перечисляемый тип Gender ----------------------

public enum Gender {

FEMININE, MASCULINE, COMMON, UNKNOWN;

public static Gender parseGender (String s) throws IllegalArgumentException {

switch (s) {

case "M": return Gender.MASCULINE;

case "F": return Gender.FEMININE;

case "C": return Gender.COMMON;

default: throw new IllegalArgumentException("Couldn't parse gender.");

}

}

}

// ---------------------- Перечисляемый тип LetterType ----------------------

import org.apache.commons.lang3.ArrayUtils;

public enum LetterType {

CONSONANT, VOWEL;

private static char[] consonants = {'h', 'l', 'H', 'm', 'r', 's', 'x', 'q', 'b', 't', 'n', '>', 'k', 'w', '<', 'z', 'y', 'd', 'G', 'g', 'T', 'C', 'S', 'f', 'c', 'Z', 'p', 'P', 'X'};

private static char[] vowels = {'i', 'e', 'a', 'A', 'u', 'o'};

private static char[] laryngeals = {'<', '>', 'h', 'H', 'X'};

private static char[] semivowels = {'w', 'y'};

private static char longA = 'A';

// schwa symbol is used during preprocessing (i. e. generating geminated variants in Transliterator) to differentiate between two syllables which have identical consonants, and a geminated consonant (e. g. between [kə][ka] and kka)

// schwa is NOT treated as a (vowel) phoneme

private static char schwa = 'ə';

static boolean isConsonant (char c) {

return ArrayUtils.contains(consonants, c) ? true : false;

}

static boolean isVowel (char c) {

return ArrayUtils.contains(vowels, c) ? true : false;

}

static boolean isLongA (char c) {

return c == longA ? true : false;

}

static boolean isLaryngeal (char c) {

return ArrayUtils.contains(laryngeals, c) ? true : false;

}

static boolean isSemivowel (char c) {

return ArrayUtils.contains(semivowels, c) ? true : false;

}

static boolean isSchwa (char c) {

return c == schwa ? true : false;

}

}

// ---------------------- Перечисляемый тип Mood ----------------------

public enum Mood {

INDICATIVE, JUSSIVE, IMPERATIVE, UNKNOWN;

public static Mood parseMood (String s) throws IllegalArgumentException {

switch (s) {

case "INDIC": return Mood.INDICATIVE;

case "JUSS": return Mood.JUSSIVE;

case "IMP": return Mood.IMPERATIVE;

default: throw new IllegalArgumentException("Couldn't parse mood.");

}

}

}

// ---------------------- Перечисляемый тип Number ----------------------

public enum Number {

SINGULAR, PLURAL, UNKNOWN;

public static Number parseNumber (String s) throws IllegalArgumentException {

switch (s) {

case "SG": return Number.SINGULAR;

case "PL": return Number.PLURAL;

default: throw new IllegalArgumentException("Couldn't parse number.");

}

}

}

// ---------------------- Перечисляемый тип Person ----------------------

public enum Person {

P1, P2, P3, UNKNOWN;

public static Person parsePerson (String s) throws IllegalArgumentException {

switch (s) {

case "1": return Person.P1;

case "2": return Person.P2;

case "3": return Person.P3;

default: throw new IllegalArgumentException("Couldn't parse person.");

}

}

}

// ---------------------- Перечисляемый тип Tense ----------------------

public enum Tense {

PERFECT, IMPERFECT, UNKNOWN;

public static Tense parseTense (String s) throws IllegalArgumentException {

switch (s) {

case "IMPF": return Tense.IMPERFECT;

case "PRF": return Tense.PERFECT;

case "NA": return Tense.UNKNOWN;

default: throw new IllegalArgumentException("Couldn't parse tense.");

}

}

}

// ---------------------- Перечисляемый тип VerbPreformative ----------------

public enum VerbPreformative {

T, A, AT, ATTA, NO\_PREFORMATIVE, UNKNOWN;

public static VerbPreformative parseVerbPreformative (String s) throws IllegalArgumentException {

switch (s) {

case "T": return VerbPreformative.T;

case "A": return VerbPreformative.A;

case "AT": return VerbPreformative.AT;

case "ATTA": return VerbPreformative.ATTA;

case "0": return VerbPreformative.NO\_PREFORMATIVE;

default: throw new IllegalArgumentException("Couldn't parse derivational prefix.");

}

}

}

// ---------------------- Перечисляемый тип VerbType ----------------------

public enum VerbType {

A, B, C, D, UNKNOWN;

public static VerbType parseVerbType (String s) throws IllegalArgumentException {

switch (s) {

case "A": return VerbType.A;

case "B": return VerbType.B;

case "C": return VerbType.C;

case "D": return VerbType.D;

default: throw new IllegalArgumentException("Couldn't parse verb type.");

}

}

}

## Приложение 2. Файл описания глагольной парадигмы paradigm.txt

# MOOD+TENSE+PERSON+GENDER+NUMBER

### Biradicals ###

$radicals:3,type:A,prefix:0

INDIC+PRF+1+C+SG 0+aa\_111+ko 0+PRF+1.SG

INDIC+PRF+2+M+SG 0+aa\_111+ka 0+PRF+2.M.SG

INDIC+PRF+2+F+SG 0+aa\_111+ki 0+PRF+2.F.SG

INDIC+PRF+3+M+SG 0+a0\_111+a 0+PRF+3.M.SG

INDIC+PRF+3+F+SG 0+a0\_111+at 0+PRF+3.F.SG

INDIC+PRF+1+C+PL 0+aa\_111+na 0+PRF+1.PL

INDIC+PRF+2+M+PL 0+aa\_111+kum 0+PRF+2.M.PL

INDIC+PRF+2+F+PL 0+aa\_111+kn 0+PRF+2.F.PL

INDIC+PRF+3+M+PL 0+a0\_111+aw 0+PRF+3.M.PL

INDIC+PRF+3+F+PL 0+a0\_111+aya 0+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+a0\_121 1.SG+IMPF

INDIC+IMPF+2+M+SG t+a0\_121 2.M.SG+IMPF

INDIC+IMPF+2+F+SG t+a0\_111+i 2+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a0\_121 3.M.SG+IMPF

INDIC+IMPF+3+F+SG t+a0\_121 3.F.SG+IMPF

INDIC+IMPF+1+C+PL >n+a0\_121 1.PL+IMPF

INDIC+IMPF+2+M+PL t+a0\_111+o 2+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a0\_111+a 2+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a0\_111+o 3+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a0\_111+a 3+IMPF+F.PL

JUSS+NA+1+C+SG >+0a\_111 1.SG+JUSS

JUSS+NA+2+M+SG t+0a\_111 2.M.SG+JUSS

JUSS+NA+2+F+SG t+0a\_111+i 2+JUSS+F.SG

JUSS+NA+3+M+SG l+0a\_111 3.M.SG+JUSS

JUSS+NA+3+F+SG t+0a\_111 3.F.SG+JUSS

JUSS+NA+1+C+PL n+0a\_111 1.PL+JUSS

JUSS+NA+2+M+PL t+0a\_111+o 2+JUSS+M.PL

JUSS+NA+2+F+PL t+0a\_111+a 2+JUSS+F.PL

JUSS+NA+3+M+PL l+0a\_111+o 3+JUSS+M.PL

JUSS+NA+3+F+PL l+0a\_111+a 3+JUSS+F.PL

IMP+NA+2+M+SG 0+0a\_111 0+IMP.2.M.SG

IMP+NA+2+F+SG 0+0a\_111+i 0+IMP+2.F.SG

IMP+NA+2+M+PL 0+0a\_111+o 0+IMP+2.M.PL

IMP+NA+2+F+PL 0+0a\_111+a 0+IMP+2.F.PL

$radicals:3,type:A,prefix:T

INDIC+PRF+1+C+SG t+aa\_121+ko PASS+PRF+1.SG

INDIC+PRF+2+M+SG t+aa\_121+ka PASS+PRF+2.M.SG

INDIC+PRF+2+F+SG t+aa\_121+ki PASS+PRF+2.F.SG

INDIC+PRF+3+M+SG t+aa\_121+a PASS+PRF+3.M.SG

INDIC+PRF+3+F+SG t+aa\_121+at PASS+PRF+3.F.SG

INDIC+PRF+1+C+PL t+aa\_121+na PASS+PRF+1.PL

INDIC+PRF+2+M+PL t+aa\_121+kum PASS+PRF+2.M.PL

INDIC+PRF+2+F+PL t+aa\_121+kn PASS+PRF+2.F.PL

INDIC+PRF+3+M+PL t+aa\_121+aw PASS+PRF+3.M.PL

INDIC+PRF+3+F+PL t+aa\_121+aya PASS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+t+aa\_121 1.SG+PASS+IMPF

INDIC+IMPF+2+M+SG t+t+aa\_121 2.M.SG+PASS+IMPF

INDIC+IMPF+2+F+SG t+t+aa\_121+i 2+PASS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+t+aa\_121 3.M.SG+PASS+IMPF

INDIC+IMPF+3+F+SG t+t+aa\_121 3.F.SG+PASS+IMPF

INDIC+IMPF+1+C+PL n+t+aa\_121 1.PL+PASS+IMPF

INDIC+IMPF+2+M+PL t+t+aa\_121+o 2+PASS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+t+aa\_121+a 2+PASS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+t+aa\_121+o 3+PASS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+t+aa\_121+a 3+PASS+IMPF+F.PL

JUSS+NA+1+C+SG >+t+aa\_121 1.SG+PASS+JUSS

JUSS+NA+2+M+SG t+t+aa\_121 2.M.SG+PASS+JUSS

JUSS+NA+2+F+SG t+t+aa\_121+i 2+PASS+JUSS+F.SG

JUSS+NA+3+M+SG l+t+aa\_121 3.M.SG+PASS+JUSS

JUSS+NA+3+F+SG t+t+aa\_121 3.F.SG+PASS+JUSS

JUSS+NA+1+C+PL n+t+aa\_121 1.PL+PASS+JUSS

JUSS+NA+2+M+PL t+t+aa\_121+o 2+PASS+JUSS+M.PL

JUSS+NA+2+F+PL t+t+aa\_121+a 2+PASS+JUSS+F.PL

JUSS+NA+3+M+PL l+t+aa\_121+o 3+PASS+JUSS+M.PL

JUSS+NA+3+F+PL l+t+aa\_121+a 3+PASS+JUSS+F.PL

IMP+NA+2+M+SG t+aa\_121 PASS+IMP.2.M.SG

IMP+NA+2+F+SG t+aa\_121+i PASS+IMP+2.F.SG

IMP+NA+2+M+PL t+aa\_121+o PASS+IMP+2.M.PL

IMP+NA+2+F+PL t+aa\_121+a PASS+IMP+2.F.PL

$radicals:3,type:A,prefix:A

INDIC+PRF+1+C+SG >a+0a\_111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >a+0a\_111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >a+0a\_111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >a+0a\_111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >a+0a\_111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >a+0a\_111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >a+0a\_111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >a+0a\_111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >a+0a\_111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >a+0a\_111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+a+a0\_121 1.SG+CAUS+IMPF

INDIC+IMPF+2+M+SG t+a+a0\_121 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+a+a0\_111+i 2+CAUS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a+a0\_121 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+a+a0\_121 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL n+a+a0\_121 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+a+a0\_111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a+a0\_111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a+a0\_111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a+a0\_111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >a+00\_111 CAUS+JUSS.1.SG

JUSS+NA+2+M+SG t+a+00\_111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+a+00\_111+i 2+CAUS+JUSS+F.SG

JUSS+NA+3+M+SG l+a+00\_111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+a+00\_111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL n+a+00\_111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+a+00\_111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+a+00\_111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+a+00\_111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+a+00\_111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >a+00\_111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >a+00\_111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >a+00\_111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >a+00\_111+a CAUS+IMP+2.F.PL

$radicals:3,type:A,prefix:AT

INDIC+PRF+1+C+SG >at+aa\_111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >at+aa\_111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >at+aa\_111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >at+aa\_111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >at+aa\_111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >at+aa\_111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >at+aa\_111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >at+aa\_111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >at+aa\_111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >at+aa\_111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >at+a0\_111 CAUS+IMPF.1.SG

INDIC+IMPF+2+M+SG t+at+a0\_111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+at+a0\_111+i 2+IMPF+CAUS+F.SG

INDIC+IMPF+3+M+SG l+at+a0\_111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+at+a0\_111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL >n+at+a0\_111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+at+a0\_111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+at+a0\_111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+at+a0\_111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+at+a0\_111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >at+a0\_111 CAUS+JUSS.1.SG

JUSS+NA+2+M+SG t+at+a0\_111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+at+a0\_111+i 2+JUSS+CAUS+F.SG

JUSS+NA+3+M+SG l+at+a0\_111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+at+a0\_111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL n+at+a0\_111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+at+a0\_111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+at+a0\_111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+at+a0\_111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+at+a0\_111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >at+a0\_111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >at+a0\_111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >at+a0\_111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >at+a0\_111+a CAUS+IMP+2.F.PL

$radicals:3,type:A,prefix:ATTA

# FCT - factitive

INDIC+PRF+1+C+SG >atta+0a\_111+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >atta+0a\_111+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >atta+0a\_111+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >atta+0a\_111+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >atta+0a\_111+at FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >atta+0a\_111+na FCT+PRF+1.C.PL

INDIC+PRF+2+M+PL >atta+0a\_111+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >atta+0a\_111+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >atta+0a\_111+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >atta+0a\_111+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >atta+00\_111 FCT+IMPF.1.SG

INDIC+IMPF+2+M+SG t+atta+00\_111 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+atta+00\_111+i 2+FCT+IMPF+F.SG

INDIC+IMPF+3+M+SG l+atta+00\_111 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+atta+00\_111 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL >n+atta+00\_111 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+atta+00\_111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+atta+00\_111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+atta+00\_111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+atta+00\_111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >atta+00\_111 FCT+JUSS.1.SG

JUSS+NA+2+M+SG t+atta+00\_111 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+atta+00\_111+i 2+FCT+JUSS+F.SG

JUSS+NA+3+M+SG l+atta+00\_111 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+atta+00\_111 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL n+atta+00\_111 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+atta+00\_111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+atta+00\_111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+atta+00\_111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+atta+00\_111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >atta+00\_111 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >atta+00\_111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >atta+00\_111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >atta+00\_111+a FCT+IMP+2.F.PL

$radicals:3,type:B,prefix:0

INDIC+PRF+1+C+SG aa\_121+ko PRF+1.SG

INDIC+PRF+2+M+SG aa\_121+ka PRF+2.M.SG

INDIC+PRF+2+F+SG aa\_121+ki PRF+2.F.SG

INDIC+PRF+3+M+SG aa\_121+a PRF+3.M.SG

INDIC+PRF+3+F+SG aa\_121+at PRF+3.F.SG

INDIC+PRF+1+C+PL aa\_121+na PRF+1.PL

INDIC+PRF+2+M+PL aa\_121+kum PRF+2.M.PL

INDIC+PRF+2+F+PL aa\_121+kn PRF+2.F.PL

INDIC+PRF+3+M+PL aa\_121+aw PRF+3.M.PL

INDIC+PRF+3+F+PL aa\_121+aya PRF+3.F.PL

INDIC+IMPF+1+C+SG >+a0\_121 1.SG+IMPF

INDIC+IMPF+2+M+SG t+a0\_121 2.M.SG+IMPF

INDIC+IMPF+2+F+SG t+a0\_111+i 2+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a0\_121 3.M.SG+IMPF

INDIC+IMPF+3+F+SG t+a0\_121 3.F.SG+IMPF

INDIC+IMPF+1+C+PL >n+a0\_121 1.PL+IMPF

INDIC+IMPF+2+M+PL t+a0\_111+o 2+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a0\_111+a 2+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a0\_111+o 3+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a0\_111+a 3+IMPF+F.PL

JUSS+NA+1+C+SG >+a0\_121 1.SG+JUSS

JUSS+NA+2+M+SG t+a0\_121 2.M.SG+JUSS

JUSS+NA+2+F+SG t+a0\_111+i 2+JUSS+F.SG

JUSS+NA+3+M+SG l+a0\_121 3.M.SG+JUSS

JUSS+NA+3+F+SG t+a0\_121 3.F.SG+JUSS

JUSS+NA+1+C+PL n+a0\_121 1.PL+JUSS

JUSS+NA+2+M+PL t+a0\_111+o 2+JUSS+M.PL

JUSS+NA+2+F+PL t+a0\_111+a 2+JUSS+F.PL

JUSS+NA+3+M+PL l+a0\_111+o 3+JUSS+M.PL

JUSS+NA+3+F+PL l+a0\_111+a 3+JUSS+F.PL

IMP+NA+2+M+SG a0\_121 IMP.2.M.SG

IMP+NA+2+F+SG a0\_111+i IMP+2.F.SG

IMP+NA+2+M+PL a0\_111+o IMP+2.M.PL

IMP+NA+2+F+PL a0\_111+a IMP+2.F.PL

$radicals:3,type:B,prefix:T

INDIC+PRF+1+C+SG t+aa\_121+ko PASS+PRF+1.SG

INDIC+PRF+2+M+SG t+aa\_121+ka PASS+PRF+2.M.SG

INDIC+PRF+2+F+SG t+aa\_121+ki PASS+PRF+2.F.SG

INDIC+PRF+3+M+SG t+aa\_121+a PASS+PRF+3.M.SG

INDIC+PRF+3+F+SG t+aa\_121+at PASS+PRF+3.F.SG

INDIC+PRF+1+C+PL t+aa\_121+na PASS+PRF+1.PL

INDIC+PRF+2+M+PL t+aa\_121+kum PASS+PRF+2.M.PL

INDIC+PRF+2+F+PL t+aa\_121+kn PASS+PRF+2.F.PL

INDIC+PRF+3+M+PL t+aa\_121+aw PASS+PRF+3.M.PL

INDIC+PRF+3+F+PL t+aa\_121+aya PASS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+t+aa\_121 1.SG+PASS+IMPF

INDIC+IMPF+2+M+SG t+t+aa\_121 2.M.SG+PASS+IMPF

INDIC+IMPF+2+F+SG t+t+aa\_121+i 2+PASS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+t+aa\_121 3.M.SG+PASS+IMPF

INDIC+IMPF+3+F+SG t+t+aa\_121 3.F.SG+PASS+IMPF

INDIC+IMPF+1+C+PL n+t+aa\_121 1.PL+PASS+IMPF

INDIC+IMPF+2+M+PL t+t+aa\_121+o 2+PASS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+t+aa\_121+a 2+PASS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+t+aa\_121+o 3+PASS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+t+aa\_121+a 3+PASS+IMPF+F.PL

JUSS+NA+1+C+SG >+t+aa\_121 1.SG+PASS+JUSS

JUSS+NA+2+M+SG t+t+aa\_121 2.M.SG+PASS+JUSS

JUSS+NA+2+F+SG t+t+aa\_121+i 2+PASS+JUSS+F.SG

JUSS+NA+3+M+SG l+t+aa\_121 3.M.SG+PASS+JUSS

JUSS+NA+3+F+SG t+t+aa\_121 3.F.SG+PASS+JUSS

JUSS+NA+1+C+PL n+t+aa\_121 1.PL+PASS+JUSS

JUSS+NA+2+M+PL t+t+aa\_121+o 2+PASS+JUSS+M.PL

JUSS+NA+2+F+PL t+t+aa\_121+a 2+PASS+JUSS+F.PL

JUSS+NA+3+M+PL l+t+aa\_121+o 3+PASS+JUSS+M.PL

JUSS+NA+3+F+PL l+t+aa\_121+a 3+PASS+JUSS+F.PL

IMP+NA+2+M+SG t+aa\_121 PASS+IMP.2.M.SG

IMP+NA+2+F+SG t+aa\_121+i PASS+IMP+2.F.SG

IMP+NA+2+M+PL t+aa\_121+o PASS+IMP+2.M.PL

IMP+NA+2+F+PL t+aa\_121+a PASS+IMP+2.F.PL

$radicals:3,type:B,prefix:A

INDIC+PRF+1+C+SG >a+aa\_121+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >a+aa\_121+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >a+aa\_121+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >a+aa\_121+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >a+aa\_121+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >a+aa\_121+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >a+aa\_121+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >a+aa\_121+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >a+aa\_121+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >a+aa\_121+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+a+a0\_121 1.SG+CAUS+IMPF

INDIC+IMPF+2+M+SG t+a+a0\_121 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+a+a0\_111+i 2+CAUS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a+a0\_121 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+a+a0\_121 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL n+a+a0\_121 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+a+a0\_111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a+a0\_111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a+a0\_111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a+a0\_111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >+a+a0\_121 1.SG+CAUS+JUSS

JUSS+NA+2+M+SG t+a+a0\_121 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+a+a0\_111+i 2+CAUS+JUSS+F.SG

JUSS+NA+3+M+SG l+a+a0\_121 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+a+a0\_121 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL n+a+a0\_121 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+a+a0\_111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+a+a0\_111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+a+a0\_111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+a+a0\_111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >a+a0\_121 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >a+a0\_111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >a+a0\_111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >a+a0\_111+a CAUS+IMP+2.F.PL

$radicals:3,type:B,prefix:AT

INDIC+PRF+1+C+SG >at+aa\_121+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >at+aa\_121+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >at+aa\_121+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >at+aa\_121+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >at+aa\_121+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >at+aa\_121+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >at+aa\_121+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >at+aa\_121+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >at+aa\_121+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >at+aa\_121+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >at+a0\_121 CAUS+IMPF.1.SG

INDIC+IMPF+2+M+SG t+at+a0\_121 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+at+a0\_111+i 2+IMPF+CAUS+F.SG

INDIC+IMPF+3+M+SG l+at+a0\_121 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+at+a0\_121 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL n+at+a0\_121 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+at+a0\_111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+at+a0\_111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+at+a0\_111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+at+a0\_111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >at+a0\_121 CAUS+JUSS.1.SG

JUSS+NA+2+M+SG t+at+a0\_121 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+at+a0\_111+i 2+JUSS+CAUS+F.SG

JUSS+NA+3+M+SG l+at+a0\_121 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+at+a0\_121 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL n+at+a0\_121 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+at+a0\_111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+at+a0\_111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+at+a0\_111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+at+a0\_111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >at+a0\_121 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >at+a0\_111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >at+a0\_111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >at+a0\_111+a CAUS+IMP+2.F.PL

$radicals:3,type:B,prefix:ATTA

# FCT - factitive

INDIC+PRF+1+C+SG >atta+aa\_121+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >atta+aa\_121+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >atta+aa\_121+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >atta+aa\_121+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >atta+aa\_121+atta FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >atta+aa\_121+na FCT+PRF+1.PL

INDIC+PRF+2+M+PL >atta+aa\_121+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >atta+aa\_121+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >atta+aa\_121+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >atta+aa\_121+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >atta+a0\_121 FCT+IMPF.1.SG

INDIC+IMPF+2+M+SG t+atta+a0\_121 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+atta+a0\_111+i 2+IMPF+FCT+F.SG

INDIC+IMPF+3+M+SG l+atta+a0\_121 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+atta+a0\_121 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL n+atta+a0\_121 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+atta+a0\_111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+atta+a0\_111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+atta+a0\_111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+atta+a0\_111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >atta+a0\_121 FCT+JUSS.1.SG

JUSS+NA+2+M+SG t+atta+a0\_121 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+atta+a0\_111+i 2+JUSS+FCT+F.SG

JUSS+NA+3+M+SG l+atta+a0\_121 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+atta+a0\_121 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL n+atta+a0\_121 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+atta+a0\_111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+atta+a0\_111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+atta+a0\_111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+atta+a0\_111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >atta+a0\_121 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >atta+a0\_111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >atta+a0\_111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >atta+a0\_111+a FCT+IMP+2.F.PL

$radicals:3,type:C,prefix:0

INDIC+PRF+1+C+SG Aa\_111+ko PRF+1.SG

INDIC+PRF+2+M+SG Aa\_111+ka PRF+2.M.SG

INDIC+PRF+2+F+SG Aa\_111+ki PRF+2.F.SG

INDIC+PRF+3+M+SG Aa\_111+a PRF+3.M.SG

INDIC+PRF+3+F+SG Aa\_111+at PRF+3.F.SG

INDIC+PRF+1+C+PL Aa\_111+na PRF+1.PL

INDIC+PRF+2+M+PL Aa\_111+kum PRF+2.M.PL

INDIC+PRF+2+F+PL Aa\_111+kn PRF+2.F.PL

INDIC+PRF+3+M+PL Aa\_111+aw PRF+3.M.PL

INDIC+PRF+3+F+PL Aa\_111+aya PRF+3.F.PL

INDIC+IMPF+1+C+SG >+A0\_111 1.SG+IMPF

INDIC+IMPF+2+M+SG t+A0\_111 2.M.SG+IMPF

INDIC+IMPF+2+F+SG t+A0\_111+i 2+IMPF+F.SG

INDIC+IMPF+3+M+SG l+A0\_111 3.M.SG+IMPF

INDIC+IMPF+3+F+SG t+A0\_111 3.F.SG+IMPF

INDIC+IMPF+1+C+PL >n+A0\_111 1.PL+IMPF

INDIC+IMPF+2+M+PL t+A0\_111+o 2+IMPF+M.PL

INDIC+IMPF+2+F+PL t+A0\_111+a 2+IMPF+F.PL

INDIC+IMPF+3+M+PL l+A0\_111+o 3+IMPF+M.PL

INDIC+IMPF+3+F+PL l+A0\_111+a 3+IMPF+F.PL

JUSS+NA+1+C+SG >+A0\_111 1.SG+JUSS

JUSS+NA+2+M+SG t+A0\_111 2.M.SG+JUSS

JUSS+NA+2+F+SG t+A0\_111+i 2+JUSS+F.SG

JUSS+NA+3+M+SG l+A0\_111 3.M.SG+JUSS

JUSS+NA+3+F+SG t+A0\_111 3.F.SG+JUSS

JUSS+NA+1+C+PL n+A0\_111 1.PL+JUSS

JUSS+NA+2+M+PL t+A0\_111+o 2+JUSS+M.PL

JUSS+NA+2+F+PL t+A0\_111+a 2+JUSS+F.PL

JUSS+NA+3+M+PL l+A0\_111+o 3+JUSS+M.PL

JUSS+NA+3+F+PL l+A0\_111+a 3+JUSS+F.PL

IMP+NA+2+M+SG A0\_111 IMP.2.M.SG

IMP+NA+2+F+SG A0\_111+i IMP+2.F.SG

IMP+NA+2+M+PL A0\_111+o IMP+2.M.PL

IMP+NA+2+F+PL A0\_111+a IMP+2.F.PL

$radicals:3,type:C,prefix:T

INDIC+PRF+1+C+SG t+Aa\_111+ko PASS+PRF+1.SG

INDIC+PRF+2+M+SG t+Aa\_111+ka PASS+PRF+2.M.SG

INDIC+PRF+2+F+SG t+Aa\_111+ki PASS+PRF+2.F.SG

INDIC+PRF+3+M+SG t+Aa\_111+a PASS+PRF+3.M.SG

INDIC+PRF+3+F+SG t+Aa\_111+at PASS+PRF+3.F.SG

INDIC+PRF+1+C+PL t+Aa\_111+na PASS+PRF+1.PL

INDIC+PRF+2+M+PL t+Aa\_111+kum PASS+PRF+2.M.PL

INDIC+PRF+2+F+PL t+Aa\_111+kn PASS+PRF+2.F.PL

INDIC+PRF+3+M+PL t+Aa\_111+aw PASS+PRF+3.M.PL

INDIC+PRF+3+F+PL t+Aa\_111+aya PASS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+t+Aa\_111 1.SG+PASS+IMPF

INDIC+IMPF+2+M+SG t+t+Aa\_111 2.M.SG+PASS+IMPF

INDIC+IMPF+2+F+SG t+t+Aa\_111+i 2+PASS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+t+Aa\_111 3.M.SG+PASS+IMPF

INDIC+IMPF+3+F+SG t+t+Aa\_111 3.F.SG+PASS+IMPF

INDIC+IMPF+1+C+PL n+t+Aa\_111 1.PL+PASS+IMPF

INDIC+IMPF+2+M+PL t+t+Aa\_111+o 2+PASS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+t+Aa\_111+a 2+PASS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+t+Aa\_111+o 3+PASS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+t+Aa\_111+a 3+PASS+IMPF+F.PL

JUSS+NA+1+C+SG >+t+Aa\_111 1.SG+PASS+JUSS

JUSS+NA+2+M+SG t+t+Aa\_111 2.M.SG+PASS+JUSS

JUSS+NA+2+F+SG t+t+Aa\_111+i 2+PASS+JUSS+F.SG

JUSS+NA+3+M+SG l+t+Aa\_111 3.M.SG+PASS+JUSS

JUSS+NA+3+F+SG t+t+Aa\_111 3.F.SG+PASS+JUSS

JUSS+NA+1+C+PL n+t+Aa\_111 1.PL+PASS+JUSS

JUSS+NA+2+M+PL t+t+Aa\_111+o 2+PASS+JUSS+M.PL

JUSS+NA+2+F+PL t+t+Aa\_111+a 2+PASS+JUSS+F.PL

JUSS+NA+3+M+PL l+t+Aa\_111+o 3+PASS+JUSS+M.PL

JUSS+NA+3+F+PL l+t+Aa\_111+a 3+PASS+JUSS+F.PL

IMP+NA+2+M+SG t+Aa\_111 PASS+IMP.2.M.SG

IMP+NA+2+F+SG t+Aa\_111+i PASS+IMP+2.F.SG

IMP+NA+2+M+PL t+Aa\_111+o PASS+IMP+2.M.PL

IMP+NA+2+F+PL t+Aa\_111+a PASS+IMP+2.F.PL

$radicals:3,type:C,prefix:A

INDIC+PRF+1+C+SG >a+Aa\_111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >a+Aa\_111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >a+Aa\_111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >a+Aa\_111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >a+Aa\_111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >a+Aa\_111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >a+Aa\_111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >a+Aa\_111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >a+Aa\_111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >a+Aa\_111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+a+A0\_111 1.SG+CAUS+IMPF

INDIC+IMPF+2+M+SG t+a+A0\_111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+a+A0\_111+i 2+CAUS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a+A0\_111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+a+A0\_111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL n+a+A0\_111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+a+A0\_111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a+A0\_111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a+A0\_111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a+A0\_111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >+a+A0\_111 1.SG+CAUS+JUSS

JUSS+NA+2+M+SG t+a+A0\_111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+a+A0\_111+i 2+CAUS+JUSS+F.SG

JUSS+NA+3+M+SG l+a+A0\_111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+a+A0\_111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL n+a+A0\_111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+a+A0\_111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+a+A0\_111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+a+A0\_111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+a+A0\_111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >a+A0\_111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >a+A0\_111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >a+A0\_111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >a+A0\_111+a CAUS+IMP+2.F.PL

$radicals:3,type:C,prefix:AT

INDIC+PRF+1+C+SG >at+Aa\_111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >at+Aa\_111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >at+Aa\_111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >at+Aa\_111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >at+Aa\_111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >at+Aa\_111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >at+Aa\_111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >at+Aa\_111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >at+Aa\_111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >at+Aa\_111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >at+A0\_111 CAUS+IMPF.1.SG

INDIC+IMPF+2+M+SG t+at+A0\_111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+at+A0\_111+i 2+IMPF+CAUS+F.SG

INDIC+IMPF+3+M+SG l+at+A0\_111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+at+A0\_111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL n+at+A0\_111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+at+A0\_111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+at+A0\_111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+at+A0\_111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+at+A0\_111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >at+A0\_111 CAUS+JUSS.1.SG

JUSS+NA+2+M+SG t+at+A0\_111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+at+A0\_111+i 2+JUSS+CAUS+F.SG

JUSS+NA+3+M+SG l+at+A0\_111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+at+A0\_111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL n+at+A0\_111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+at+A0\_111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+at+A0\_111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+at+A0\_111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+at+A0\_111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >at+A0\_111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >at+A0\_111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >at+A0\_111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >at+A0\_111+a CAUS+IMP+2.F.PL

$radicals:3,type:C,prefix:ATTA

# FCT - factitive

INDIC+PRF+1+C+SG >atta+Aa\_111+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >atta+Aa\_111+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >atta+Aa\_111+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >atta+Aa\_111+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >atta+Aa\_111+atta FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >atta+Aa\_111+na FCT+PRF+1.PL

INDIC+PRF+2+M+PL >atta+Aa\_111+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >atta+Aa\_111+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >atta+Aa\_111+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >atta+Aa\_111+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >atta+A0\_111 FCT+IMPF.1.SG

INDIC+IMPF+2+M+SG t+atta+A0\_111 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+atta+A0\_111+i 2+IMPF+FCT+F.SG

INDIC+IMPF+3+M+SG l+atta+A0\_111 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+atta+A0\_111 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL n+atta+A0\_111 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+atta+A0\_111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+atta+A0\_111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+atta+A0\_111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+atta+A0\_111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >atta+A0\_111 FCT+JUSS.1.SG

JUSS+NA+2+M+SG t+atta+A0\_111 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+atta+A0\_111+i 2+JUSS+FCT+F.SG

JUSS+NA+3+M+SG l+atta+A0\_111 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+atta+A0\_111 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL n+atta+A0\_111 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+atta+A0\_111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+atta+A0\_111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+atta+A0\_111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+atta+A0\_111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >atta+A0\_111 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >atta+A0\_111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >atta+A0\_111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >atta+A0\_111+a FCT+IMP+2.F.PL

$radicals:4,type:D,prefix:0

INDIC+PRF+1+C+SG aAa\_1111+ko PRF+1.SG

INDIC+PRF+2+M+SG aAa\_1111+ka PRF+2.M.SG

INDIC+PRF+2+F+SG aAa\_1111+ki PRF+2.F.SG

INDIC+PRF+3+M+SG aAa\_1111+a PRF+3.M.SG

INDIC+PRF+3+F+SG aAa\_1111+at PRF+3.F.SG

INDIC+PRF+1+C+PL aAa\_1111+na PRF+1.PL

INDIC+PRF+2+M+PL aAa\_1111+kum PRF+2.M.PL

INDIC+PRF+2+F+PL aAa\_1111+kn PRF+2.F.PL

INDIC+PRF+3+M+PL aAa\_1111+aw PRF+3.M.PL

INDIC+PRF+3+F+PL aAa\_1111+aya PRF+3.F.PL

INDIC+IMPF+1+C+SG >+aA0\_1111 1.SG+IMPF

INDIC+IMPF+2+M+SG t+aA0\_1111 2.M.SG+IMPF

INDIC+IMPF+2+F+SG t+aA0\_1111+i 2+IMPF+F.SG

INDIC+IMPF+3+M+SG l+aA0\_1111 3.M.SG+IMPF

INDIC+IMPF+3+F+SG t+aA0\_1111 3.F.SG+IMPF

INDIC+IMPF+1+C+PL >n+aA0\_1111 1.PL+IMPF

INDIC+IMPF+2+M+PL t+aA0\_1111+o 2+IMPF+M.PL

INDIC+IMPF+2+F+PL t+aA0\_1111+a 2+IMPF+F.PL

INDIC+IMPF+3+M+PL l+aA0\_1111+o 3+IMPF+M.PL

INDIC+IMPF+3+F+PL l+aA0\_1111+a 3+IMPF+F.PL

JUSS+NA+1+C+SG >+aA0\_1111 1.SG+JUSS

JUSS+NA+2+M+SG t+aA0\_1111 2.M.SG+JUSS

JUSS+NA+2+F+SG t+aA0\_1111+i 2+JUSS+F.SG

JUSS+NA+3+M+SG l+aA0\_1111 3.M.SG+JUSS

JUSS+NA+3+F+SG t+aA0\_1111 3.F.SG+JUSS

JUSS+NA+1+C+PL n+aA0\_1111 1.PL+JUSS

JUSS+NA+2+M+PL t+aA0\_1111+o 2+JUSS+M.PL

JUSS+NA+2+F+PL t+aA0\_1111+a 2+JUSS+F.PL

JUSS+NA+3+M+PL l+aA0\_1111+o 3+JUSS+M.PL

JUSS+NA+3+F+PL l+aA0\_1111+a 3+JUSS+F.PL

IMP+NA+2+M+SG aA0\_1111 IMP.2.M.SG

IMP+NA+2+F+SG aA0\_1111+i IMP+2.F.SG

IMP+NA+2+M+PL aA0\_1111+o IMP+2.M.PL

IMP+NA+2+F+PL aA0\_1111+a IMP+2.F.PL

$radicals:4,type:D,prefix:T

INDIC+PRF+1+C+SG t+aAa\_1111+ko PASS+PRF+1.SG

INDIC+PRF+2+M+SG t+aAa\_1111+ka PASS+PRF+2.M.SG

INDIC+PRF+2+F+SG t+aAa\_1111+ki PASS+PRF+2.F.SG

INDIC+PRF+3+M+SG t+aAa\_1111+a PASS+PRF+3.M.SG

INDIC+PRF+3+F+SG t+aAa\_1111+at PASS+PRF+3.F.SG

INDIC+PRF+1+C+PL t+aAa\_1111+na PASS+PRF+1.PL

INDIC+PRF+2+M+PL t+aAa\_1111+kum PASS+PRF+2.M.PL

INDIC+PRF+2+F+PL t+aAa\_1111+kn PASS+PRF+2.F.PL

INDIC+PRF+3+M+PL t+aAa\_1111+aw PASS+PRF+3.M.PL

INDIC+PRF+3+F+PL t+aAa\_1111+aya PASS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+t+aAa\_1111 1.SG+PASS+IMPF

INDIC+IMPF+2+M+SG t+t+aAa\_1111 2.M.SG+PASS+IMPF

INDIC+IMPF+2+F+SG t+t+aAa\_1111+i 2+PASS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+t+aAa\_1111 3.M.SG+PASS+IMPF

INDIC+IMPF+3+F+SG t+t+aAa\_1111 3.F.SG+PASS+IMPF

INDIC+IMPF+1+C+PL n+t+aAa\_1111 1.PL+PASS+IMPF

INDIC+IMPF+2+M+PL t+t+aAa\_1111+o 2+PASS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+t+aAa\_1111+a 2+PASS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+t+aAa\_1111+o 3+PASS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+t+aAa\_1111+a 3+PASS+IMPF+F.PL

JUSS+NA+1+C+SG >+t+aAa\_1111 1.SG+PASS+JUSS

JUSS+NA+2+M+SG t+t+aAa\_1111 2.M.SG+PASS+JUSS

JUSS+NA+2+F+SG t+t+aAa\_1111+i 2+PASS+JUSS+F.SG

JUSS+NA+3+M+SG l+t+aAa\_1111 3.M.SG+PASS+JUSS

JUSS+NA+3+F+SG t+t+aAa\_1111 3.F.SG+PASS+JUSS

JUSS+NA+1+C+PL n+t+aAa\_1111 1.PL+PASS+JUSS

JUSS+NA+2+M+PL t+t+aAa\_1111+o 2+PASS+JUSS+M.PL

JUSS+NA+2+F+PL t+t+aAa\_1111+a 2+PASS+JUSS+F.PL

JUSS+NA+3+M+PL l+t+aAa\_1111+o 3+PASS+JUSS+M.PL

JUSS+NA+3+F+PL l+t+aAa\_1111+a 3+PASS+JUSS+F.PL

IMP+NA+2+M+SG t+aAa\_1111 PASS+IMP.2.M.SG

IMP+NA+2+F+SG t+aAa\_1111+i PASS+IMP+2.F.SG

IMP+NA+2+M+PL t+aAa\_1111+o PASS+IMP+2.M.PL

IMP+NA+2+F+PL t+aAa\_1111+a PASS+IMP+2.F.PL

# no a-D derivatives

$radicals:4,type:D,prefix:AT

INDIC+PRF+1+C+SG >at+aAa\_1111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >at+aAa\_1111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >at+aAa\_1111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >at+aAa\_1111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >at+aAa\_1111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >at+aAa\_1111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >at+aAa\_1111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >at+aAa\_1111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >at+aAa\_1111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >at+aAa\_1111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >at+aA0\_1111 CAUS+IMPF.1.SG

INDIC+IMPF+2+M+SG t+at+aA0\_1111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+at+aA0\_1111+i 2+IMPF+CAUS+F.SG

INDIC+IMPF+3+M+SG l+at+aA0\_1111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+at+aA0\_1111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL n+at+aA0\_1111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+at+aA0\_1111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+at+aA0\_1111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+at+aA0\_1111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+at+aA0\_1111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >at+aA0\_1111 CAUS+JUSS.1.SG

JUSS+NA+2+M+SG t+at+aA0\_1111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+at+aA0\_1111+i 2+JUSS+CAUS+F.SG

JUSS+NA+3+M+SG l+at+aA0\_1111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+at+aA0\_1111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL n+at+aA0\_1111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+at+aA0\_1111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+at+aA0\_1111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+at+aA0\_1111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+at+aA0\_1111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >at+aA0\_1111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >at+aA0\_1111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >at+aA0\_1111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >at+aA0\_1111+a CAUS+IMP+2.F.PL

$radicals:4,type:D,prefix:ATTA

# FCT - factitive

INDIC+PRF+1+C+SG >atta+aAa\_1111+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >atta+aAa\_1111+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >atta+aAa\_1111+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >atta+aAa\_1111+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >atta+aAa\_1111+atta FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >atta+aAa\_1111+na FCT+PRF+1.PL

INDIC+PRF+2+M+PL >atta+aAa\_1111+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >atta+aAa\_1111+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >atta+aAa\_1111+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >atta+aAa\_1111+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >atta+aA0\_1111 FCT+IMPF.1.SG

INDIC+IMPF+2+M+SG t+atta+aA0\_1111 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+atta+aA0\_1111+i 2+IMPF+FCT+F.SG

INDIC+IMPF+3+M+SG l+atta+aA0\_1111 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+atta+aA0\_1111 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL n+atta+aA0\_1111 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+atta+aA0\_1111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+atta+aA0\_1111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+atta+aA0\_1111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+atta+aA0\_1111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >atta+aA0\_1111 FCT+JUSS.1.SG

JUSS+NA+2+M+SG t+atta+aA0\_1111 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+atta+aA0\_1111+i 2+JUSS+FCT+F.SG

JUSS+NA+3+M+SG l+atta+aA0\_1111 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+atta+aA0\_1111 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL n+atta+aA0\_1111 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+atta+aA0\_1111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+atta+aA0\_1111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+atta+aA0\_1111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+atta+aA0\_1111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >atta+aA0\_1111 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >atta+aA0\_1111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >atta+aA0\_1111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >atta+aA0\_1111+a FCT+IMP+2.F.PL

### Quadriradicals ###

$radicals:4,type:A,prefix:0

INDIC+PRF+1+C+SG 0+a0a\_1111+ko 0+PRF+1.SG

INDIC+PRF+2+M+SG 0+a0a\_1111+ka 0+PRF+2.M.SG

INDIC+PRF+2+F+SG 0+a0a\_1111+ki 0+PRF+2.F.SG

INDIC+PRF+3+M+SG 0+a0a\_1111+a 0+PRF+3.M.SG

INDIC+PRF+3+F+SG 0+a0a\_1111+at 0+PRF+3.F.SG

INDIC+PRF+1+C+PL 0+a0a\_1111+na 0+PRF+1.PL

INDIC+PRF+2+M+PL 0+a0a\_1111+kum 0+PRF+2.M.PL

INDIC+PRF+2+F+PL 0+a0a\_1111+kn 0+PRF+2.F.PL

INDIC+PRF+3+M+PL 0+a0a\_1111+aw 0+PRF+3.M.PL

INDIC+PRF+3+F+PL 0+a0a\_1111+aya 0+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+a00\_1111 1.SG+IMPF

INDIC+IMPF+2+M+SG t+a00\_1111 2.M.SG+IMPF

INDIC+IMPF+2+F+SG t+a00\_1111+i 2+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a00\_1111 3.M.SG+IMPF

INDIC+IMPF+3+F+SG t+a00\_1111 3.F.SG+IMPF

INDIC+IMPF+1+C+PL >n+a00\_1111 1.PL+IMPF

INDIC+IMPF+2+M+PL t+a00\_1111+o 2+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a00\_1111+a 2+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a00\_1111+o 3+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a00\_1111+a 3+IMPF+F.PL

JUSS+NA+1+C+SG >+a00\_1111 1.SG+JUSS

JUSS+NA+2+M+SG t+a00\_1111 2.M.SG+JUSS

JUSS+NA+2+F+SG t+a00\_1111+i 2+JUSS+F.SG

JUSS+NA+3+M+SG l+a00\_1111 3.M.SG+JUSS

JUSS+NA+3+F+SG t+a00\_1111 3.F.SG+JUSS

JUSS+NA+1+C+PL n+a00\_1111 1.PL+JUSS

JUSS+NA+2+M+PL t+a00\_1111+o 2+JUSS+M.PL

JUSS+NA+2+F+PL t+a00\_1111+a 2+JUSS+F.PL

JUSS+NA+3+M+PL l+a00\_1111+o 3+JUSS+M.PL

JUSS+NA+3+F+PL l+a00\_1111+a 3+JUSS+F.PL

IMP+NA+2+M+SG 0+a00\_1111 0+IMP.2.M.SG

IMP+NA+2+F+SG 0+a00\_1111+i 0+IMP+2.F.SG

IMP+NA+2+M+PL 0+a00\_1111+o 0+IMP+2.M.PL

IMP+NA+2+F+PL 0+a00\_1111+a 0+IMP+2.F.PL

$radicals:4,type:A,prefix:T

INDIC+PRF+1+C+SG t+a0a\_1111+ko PASS+PRF+1.SG

INDIC+PRF+2+M+SG t+a0a\_1111+ka PASS+PRF+2.M.SG

INDIC+PRF+2+F+SG t+a0a\_1111+ki PASS+PRF+2.F.SG

INDIC+PRF+3+M+SG t+a0a\_1111+a PASS+PRF+3.M.SG

INDIC+PRF+3+F+SG t+a0a\_1111+at PASS+PRF+3.F.SG

INDIC+PRF+1+C+PL t+a0a\_1111+na PASS+PRF+1.PL

INDIC+PRF+2+M+PL t+a0a\_1111+kum PASS+PRF+2.M.PL

INDIC+PRF+2+F+PL t+a0a\_1111+kn PASS+PRF+2.F.PL

INDIC+PRF+3+M+PL t+a0a\_1111+aw PASS+PRF+3.M.PL

INDIC+PRF+3+F+PL t+a0a\_1111+aya PASS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+t+a0a\_1111 1.SG+PASS+IMPF

INDIC+IMPF+2+M+SG t+t+a0a\_1111 2.M.SG+PASS+IMPF

INDIC+IMPF+2+F+SG t+t+a0a\_1111+i 2+PASS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+t+a0a\_1111 3.M.SG+PASS+IMPF

INDIC+IMPF+3+F+SG t+t+a0a\_1111 3.F.SG+PASS+IMPF

INDIC+IMPF+1+C+PL >n+t+a0a\_1111 1.PL+PASS+IMPF

INDIC+IMPF+2+M+PL t+t+a0a\_1111+o 2+PASS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+t+a0a\_1111+a 2+PASS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+t+a0a\_1111+o 3+PASS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+t+a0a\_1111+a 3+PASS+IMPF+F.PL

JUSS+NA+1+C+SG >+t+a0a\_1111 1.SG+PASS+JUSS

JUSS+NA+2+M+SG t+t+a0a\_1111 2.M.SG+PASS+JUSS

JUSS+NA+2+F+SG t+t+a0a\_1111+i 2+PASS+JUSS+F.SG

JUSS+NA+3+M+SG l+t+a0a\_1111 3.M.SG+PASS+JUSS

JUSS+NA+3+F+SG t+t+a0a\_1111 3.F.SG+PASS+JUSS

JUSS+NA+1+C+PL >n+t+a0a\_1111 1.PL+PASS+JUSS

JUSS+NA+2+M+PL t+t+a0a\_1111+o 2+PASS+JUSS+M.PL

JUSS+NA+2+F+PL t+t+a0a\_1111+a 2+PASS+JUSS+F.PL

JUSS+NA+3+M+PL l+t+a0a\_1111+o 3+PASS+JUSS+M.PL

JUSS+NA+3+F+PL l+t+a0a\_1111+a 3+PASS+JUSS+F.PL

IMP+NA+2+M+SG t+a0a\_1111 PASS+IMP.2.M.SG

IMP+NA+2+F+SG t+a0a\_1111+i PASS+IMP+2.F.SG

IMP+NA+2+M+PL t+a0a\_1111+o PASS+IMP+2.M.PL

IMP+NA+2+F+PL t+a0a\_1111+a PASS+IMP+2.F.PL

$radicals:4,type:A,prefix:A

INDIC+PRF+1+C+SG >a+a0a\_1111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >a+a0a\_1111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >a+a0a\_1111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >a+a0a\_1111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >a+a0a\_1111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >a+a0a\_1111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >a+a0a\_1111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >a+a0a\_1111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >a+a0a\_1111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >a+a0a\_1111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >a+a00\_1111 CAUS+1.SG+IMPF

INDIC+IMPF+2+M+SG t+a+a00\_1111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+a+a00\_1111+i 2+CAUS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a+a00\_1111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+a+a00\_1111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL >n+a+a00\_1111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+a+a00\_1111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a+a00\_1111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a+a00\_1111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a+a00\_1111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >a+a00\_1111 CAUS+1.SG+JUSS

JUSS+NA+2+M+SG t+a+a00\_1111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+a+a00\_1111+i 2+CAUS+JUSS+F.SG

JUSS+NA+3+M+SG l+a+a00\_1111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+a+a00\_1111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL >n+a+a00\_1111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+a+a00\_1111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+a+a00\_1111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+a+a00\_1111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+a+a00\_1111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >a+a00\_1111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >a+a00\_1111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >a+a00\_1111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >a+a00\_1111+a CAUS+IMP+2.F.PL

$radicals:4,type:A,prefix:AT

INDIC+PRF+1+C+SG >at+a0a\_1111+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >at+a0a\_1111+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >at+a0a\_1111+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >at+a0a\_1111+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >at+a0a\_1111+at FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >at+a0a\_1111+na FCT+PRF+1.PL

INDIC+PRF+2+M+PL >at+a0a\_1111+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >at+a0a\_1111+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >at+a0a\_1111+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >at+a0a\_1111+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >at+a00\_1111 FCT+1.SG+IMPF

INDIC+IMPF+2+M+SG t+at+a00\_1111 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+at+a00\_1111+i 2+FCT+IMPF+F.SG

INDIC+IMPF+3+M+SG l+at+a00\_1111 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+at+a00\_1111 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL >n+at+a00\_1111 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+at+a00\_1111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+at+a00\_1111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+at+a00\_1111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+at+a00\_1111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >at+a00\_1111 FCT+1.SG+JUSS

JUSS+NA+2+M+SG t+at+a00\_1111 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+at+a00\_1111+i 2+FCT+JUSS+F.SG

JUSS+NA+3+M+SG l+at+a00\_1111 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+at+a00\_1111 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL >n+at+a00\_1111 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+at+a00\_1111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+at+a00\_1111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+at+a00\_1111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+at+a00\_1111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >at+a00\_1111 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >at+a00\_1111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >at+a00\_1111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >at+a00\_1111+a FCT+IMP+2.F.PL

$radicals:4,type:A,prefix:ATTA

INDIC+PRF+1+C+SG >atta+a0a\_1111+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >atta+a0a\_1111+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >atta+a0a\_1111+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >atta+a0a\_1111+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >atta+a0a\_1111+at FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >atta+a0a\_1111+na FCT+PRF+1.PL

INDIC+PRF+2+M+PL >atta+a0a\_1111+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >atta+a0a\_1111+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >atta+a0a\_1111+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >atta+a0a\_1111+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >atta+a00\_1111 FCT+1.SG+IMPF

INDIC+IMPF+2+M+SG t+atta+a00\_1111 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+atta+a00\_1111+i 2+FCT+IMPF+F.SG

INDIC+IMPF+3+M+SG l+atta+a00\_1111 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+atta+a00\_1111 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL >n+atta+a00\_1111 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+atta+a00\_1111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+atta+a00\_1111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+atta+a00\_1111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+atta+a00\_1111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >atta+a00\_1111 FCT+1.SG+JUSS

JUSS+NA+2+M+SG t+atta+a00\_1111 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+atta+a00\_1111+i 2+FCT+JUSS+F.SG

JUSS+NA+3+M+SG l+atta+a00\_1111 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+atta+a00\_1111 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL >n+atta+a00\_1111 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+atta+a00\_1111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+atta+a00\_1111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+atta+a00\_1111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+atta+a00\_1111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >atta+a00\_1111 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >atta+a00\_1111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >atta+a00\_1111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >atta+a00\_1111+a FCT+IMP+2.F.PL

$radicals:4,type:C,prefix:0

INDIC+PRF+1+C+SG 0+aAa\_1111+ko 0+PRF+1.SG

INDIC+PRF+2+M+SG 0+aAa\_1111+ka 0+PRF+2.M.SG

INDIC+PRF+2+F+SG 0+aAa\_1111+ki 0+PRF+2.F.SG

INDIC+PRF+3+M+SG 0+aAa\_1111+a 0+PRF+3.M.SG

INDIC+PRF+3+F+SG 0+aAa\_1111+at 0+PRF+3.F.SG

INDIC+PRF+1+C+PL 0+aAa\_1111+na 0+PRF+1.PL

INDIC+PRF+2+M+PL 0+aAa\_1111+kum 0+PRF+2.M.PL

INDIC+PRF+2+F+PL 0+aAa\_1111+kn 0+PRF+2.F.PL

INDIC+PRF+3+M+PL 0+aAa\_1111+aw 0+PRF+3.M.PL

INDIC+PRF+3+F+PL 0+aAa\_1111+aya 0+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+aA0\_1111 1.SG+IMPF

INDIC+IMPF+2+M+SG t+aA0\_1111 2.M.SG+IMPF

INDIC+IMPF+2+F+SG t+aA0\_1111+i 2+IMPF+F.SG

INDIC+IMPF+3+M+SG l+aA0\_1111 3.M.SG+IMPF

INDIC+IMPF+3+F+SG t+aA0\_1111 3.F.SG+IMPF

INDIC+IMPF+1+C+PL >n+aA0\_1111 1.PL+IMPF

INDIC+IMPF+2+M+PL t+aA0\_1111+o 2+IMPF+M.PL

INDIC+IMPF+2+F+PL t+aA0\_1111+a 2+IMPF+F.PL

INDIC+IMPF+3+M+PL l+aA0\_1111+o 3+IMPF+M.PL

INDIC+IMPF+3+F+PL l+aA0\_1111+a 3+IMPF+F.PL

JUSS+NA+1+C+SG >+aA0\_1111 1.SG+JUSS

JUSS+NA+2+M+SG t+aA0\_1111 2.M.SG+JUSS

JUSS+NA+2+F+SG t+aA0\_1111+i 2+JUSS+F.SG

JUSS+NA+3+M+SG l+aA0\_1111 3.M.SG+JUSS

JUSS+NA+3+F+SG t+aA0\_1111 3.F.SG+JUSS

JUSS+NA+1+C+PL n+aA0\_1111 1.PL+JUSS

JUSS+NA+2+M+PL t+aA0\_1111+o 2+JUSS+M.PL

JUSS+NA+2+F+PL t+aA0\_1111+a 2+JUSS+F.PL

JUSS+NA+3+M+PL l+aA0\_1111+o 3+JUSS+M.PL

JUSS+NA+3+F+PL l+aA0\_1111+a 3+JUSS+F.PL

IMP+NA+2+M+SG 0+aA0\_1111 0+IMP.2.M.SG

IMP+NA+2+F+SG 0+aA0\_1111+i 0+IMP+2.F.SG

IMP+NA+2+M+PL 0+aA0\_1111+o 0+IMP+2.M.PL

IMP+NA+2+F+PL 0+aA0\_1111+a 0+IMP+2.F.PL

$radicals:4,type:C,prefix:T

INDIC+PRF+1+C+SG t+aAa\_1111+ko PASS+PRF+1.SG

INDIC+PRF+2+M+SG t+aAa\_1111+ka PASS+PRF+2.M.SG

INDIC+PRF+2+F+SG t+aAa\_1111+ki PASS+PRF+2.F.SG

INDIC+PRF+3+M+SG t+aAa\_1111+a PASS+PRF+3.M.SG

INDIC+PRF+3+F+SG t+aAa\_1111+at PASS+PRF+3.F.SG

INDIC+PRF+1+C+PL t+aAa\_1111+na PASS+PRF+1.PL

INDIC+PRF+2+M+PL t+aAa\_1111+kum PASS+PRF+2.M.PL

INDIC+PRF+2+F+PL t+aAa\_1111+kn PASS+PRF+2.F.PL

INDIC+PRF+3+M+PL t+aAa\_1111+aw PASS+PRF+3.M.PL

INDIC+PRF+3+F+PL t+aAa\_1111+aya PASS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+t+aAa\_1111 1.SG+PASS+IMPF

INDIC+IMPF+2+M+SG t+t+aAa\_1111 2.M.SG+PASS+IMPF

INDIC+IMPF+2+F+SG t+t+aAa\_1111+i 2+PASS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+t+aAa\_1111 3.M.SG+PASS+IMPF

INDIC+IMPF+3+F+SG t+t+aAa\_1111 3.F.SG+PASS+IMPF

INDIC+IMPF+1+C+PL >n+t+aAa\_1111 1.PL+PASS+IMPF

INDIC+IMPF+2+M+PL t+t+aAa\_1111+o 2+PASS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+t+aAa\_1111+a 2+PASS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+t+aAa\_1111+o 3+PASS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+t+aAa\_1111+a 3+PASS+IMPF+F.PL

JUSS+NA+1+C+SG >+t+aAa\_1111 1.SG+PASS+JUSS

JUSS+NA+2+M+SG t+t+aAa\_1111 2.M.SG+PASS+JUSS

JUSS+NA+2+F+SG t+t+aAa\_1111+i 2+PASS+JUSS+F.SG

JUSS+NA+3+M+SG l+t+aAa\_1111 3.M.SG+PASS+JUSS

JUSS+NA+3+F+SG t+t+aAa\_1111 3.F.SG+PASS+JUSS

JUSS+NA+1+C+PL >n+t+aAa\_1111 1.PL+PASS+JUSS

JUSS+NA+2+M+PL t+t+aAa\_1111+o 2+PASS+JUSS+M.PL

JUSS+NA+2+F+PL t+t+aAa\_1111+a 2+PASS+JUSS+F.PL

JUSS+NA+3+M+PL l+t+aAa\_1111+o 3+PASS+JUSS+M.PL

JUSS+NA+3+F+PL l+t+aAa\_1111+a 3+PASS+JUSS+F.PL

IMP+NA+2+M+SG t+aAa\_1111 PASS+IMP.2.M.SG

IMP+NA+2+F+SG t+aAa\_1111+i PASS+IMP+2.F.SG

IMP+NA+2+M+PL t+aAa\_1111+o PASS+IMP+2.M.PL

IMP+NA+2+F+PL t+aAa\_1111+a PASS+IMP+2.F.PL

$radicals:4,type:C,prefix:A

INDIC+PRF+1+C+SG >a+aAa\_1111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >a+aAa\_1111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >a+aAa\_1111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >a+aAa\_1111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >a+aAa\_1111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >a+aAa\_1111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >a+aAa\_1111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >a+aAa\_1111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >a+aAa\_1111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >a+aAa\_1111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >a+aA0\_1111 CAUS+1.SG+IMPF

INDIC+IMPF+2+M+SG t+a+aA0\_1111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+a+aA0\_1111+i 2+CAUS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a+aA0\_1111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+a+aA0\_1111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL >n+a+aA0\_1111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+a+aA0\_1111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a+aA0\_1111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a+aA0\_1111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a+aA0\_1111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >a+aA0\_1111 CAUS+1.SG+JUSS

JUSS+NA+2+M+SG t+a+aA0\_1111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+a+aA0\_1111+i 2+CAUS+JUSS+F.SG

JUSS+NA+3+M+SG l+a+aA0\_1111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+a+aA0\_1111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL >n+a+aA0\_1111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+a+aA0\_1111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+a+aA0\_1111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+a+aA0\_1111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+a+aA0\_1111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >a+aA0\_1111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >a+aA0\_1111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >a+aA0\_1111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >a+aA0\_1111+a CAUS+IMP+2.F.PL

$radicals:4,type:C,prefix:AT

INDIC+PRF+1+C+SG >at+aAa\_1111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >at+aAa\_1111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >at+aAa\_1111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >at+aAa\_1111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >at+aAa\_1111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >at+aAa\_1111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >at+aAa\_1111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >at+aAa\_1111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >at+aAa\_1111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >at+aAa\_1111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >at+aA0\_1111 CAUS+1.SG+IMPF

INDIC+IMPF+2+M+SG t+at+aA0\_1111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+at+aA0\_1111+i 2+CAUS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+at+aA0\_1111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+at+aA0\_1111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL >n+at+aA0\_1111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+at+aA0\_1111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+at+aA0\_1111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+at+aA0\_1111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+at+aA0\_1111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >at+aA0\_1111 CAUS+1.SG+JUSS

JUSS+NA+2+M+SG t+at+aA0\_1111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+at+aA0\_1111+i 2+CAUS+JUSS+F.SG

JUSS+NA+3+M+SG l+at+aA0\_1111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+at+aA0\_1111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL >n+at+aA0\_1111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+at+aA0\_1111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+at+aA0\_1111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+at+aA0\_1111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+at+aA0\_1111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >at+aA0\_1111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >at+aA0\_1111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >at+aA0\_1111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >at+aA0\_1111+a CAUS+IMP+2.F.PL

$radicals:4,type:C,prefix:ATTA

INDIC+PRF+1+C+SG >atta+aAa\_1111+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >atta+aAa\_1111+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >atta+aAa\_1111+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >atta+aAa\_1111+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >atta+aAa\_1111+at FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >atta+aAa\_1111+na FCT+PRF+1.PL

INDIC+PRF+2+M+PL >atta+aAa\_1111+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >atta+aAa\_1111+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >atta+aAa\_1111+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >atta+aAa\_1111+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >atta+aA0\_1111 FCT+1.SG+IMPF

INDIC+IMPF+2+M+SG t+atta+aA0\_1111 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+atta+aA0\_1111+i 2+FCT+IMPF+F.SG

INDIC+IMPF+3+M+SG l+atta+aA0\_1111 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+atta+aA0\_1111 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL >n+atta+aA0\_1111 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+atta+aA0\_1111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+atta+aA0\_1111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+atta+aA0\_1111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+atta+aA0\_1111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >atta+aA0\_1111 FCT+1.SG+JUSS

JUSS+NA+2+M+SG t+atta+aA0\_1111 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+atta+aA0\_1111+i 2+FCT+JUSS+F.SG

JUSS+NA+3+M+SG l+atta+aA0\_1111 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+atta+aA0\_1111 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL >n+atta+aA0\_1111 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+atta+aA0\_1111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+atta+aA0\_1111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+atta+aA0\_1111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+atta+aA0\_1111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >atta+aA0\_1111 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >atta+aA0\_1111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >atta+aA0\_1111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >atta+aA0\_1111+a FCT+IMP+2.F.PL

### Quinqueradicals ###

$radicals:5,type:A,prefix:0

INDIC+PRF+1+C+SG 0+aa0a\_11111+ko 0+PRF+1.SG

INDIC+PRF+2+M+SG 0+aa0a\_11111+ka 0+PRF+2.M.SG

INDIC+PRF+2+F+SG 0+aa0a\_11111+ki 0+PRF+2.F.SG

INDIC+PRF+3+M+SG 0+aa0a\_11111+a 0+PRF+3.M.SG

INDIC+PRF+3+F+SG 0+aa0a\_11111+at 0+PRF+3.F.SG

INDIC+PRF+1+C+PL 0+aa0a\_11111+na 0+PRF+1.PL

INDIC+PRF+2+M+PL 0+aa0a\_11111+kum 0+PRF+2.M.PL

INDIC+PRF+2+F+PL 0+aa0a\_11111+kn 0+PRF+2.F.PL

INDIC+PRF+3+M+PL 0+aa0a\_11111+aw 0+PRF+3.M.PL

INDIC+PRF+3+F+PL 0+aa0a\_11111+aya 0+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+aa00\_11111 1.SG+IMPF

INDIC+IMPF+2+M+SG t+aa00\_11111 2.M.SG+IMPF

INDIC+IMPF+2+F+SG t+aa00\_11111+i 2+IMPF+F.SG

INDIC+IMPF+3+M+SG l+aa00\_11111 3.M.SG+IMPF

INDIC+IMPF+3+F+SG t+aa00\_11111 3.F.SG+IMPF

INDIC+IMPF+1+C+PL >n+aa00\_11111 1.PL+IMPF

INDIC+IMPF+2+M+PL t+aa00\_11111+o 2+IMPF+M.PL

INDIC+IMPF+2+F+PL t+aa00\_11111+a 2+IMPF+F.PL

INDIC+IMPF+3+M+PL l+aa00\_11111+o 3+IMPF+M.PL

INDIC+IMPF+3+F+PL l+aa00\_11111+a 3+IMPF+F.PL

JUSS+NA+1+C+SG >+aa00\_11111 1.SG+JUSS

JUSS+NA+2+M+SG t+aa00\_11111 2.M.SG+JUSS

JUSS+NA+2+F+SG t+aa00\_11111+i 2+JUSS+F.SG

JUSS+NA+3+M+SG l+aa00\_11111 3.M.SG+JUSS

JUSS+NA+3+F+SG t+aa00\_11111 3.F.SG+JUSS

JUSS+NA+1+C+PL n+aa00\_11111 1.PL+JUSS

JUSS+NA+2+M+PL t+aa00\_11111+o 2+JUSS+M.PL

JUSS+NA+2+F+PL t+aa00\_11111+a 2+JUSS+F.PL

JUSS+NA+3+M+PL l+aa00\_11111+o 3+JUSS+M.PL

JUSS+NA+3+F+PL l+aa00\_11111+a 3+JUSS+F.PL

IMP+NA+2+M+SG 0+aa00\_11111 0+IMP.2.M.SG

IMP+NA+2+F+SG 0+aa00\_11111+i 0+IMP+2.F.SG

IMP+NA+2+M+PL 0+aa00\_11111+o 0+IMP+2.M.PL

IMP+NA+2+F+PL 0+aa00\_11111+a 0+IMP+2.F.PL

$radicals:5,type:A,prefix:T

INDIC+PRF+1+C+SG t+aa0a\_11111+ko PASS+PRF+1.SG

INDIC+PRF+2+M+SG t+aa0a\_11111+ka PASS+PRF+2.M.SG

INDIC+PRF+2+F+SG t+aa0a\_11111+ki PASS+PRF+2.F.SG

INDIC+PRF+3+M+SG t+aa0a\_11111+a PASS+PRF+3.M.SG

INDIC+PRF+3+F+SG t+aa0a\_11111+at PASS+PRF+3.F.SG

INDIC+PRF+1+C+PL t+aa0a\_11111+na PASS+PRF+1.PL

INDIC+PRF+2+M+PL t+aa0a\_11111+kum PASS+PRF+2.M.PL

INDIC+PRF+2+F+PL t+aa0a\_11111+kn PASS+PRF+2.F.PL

INDIC+PRF+3+M+PL t+aa0a\_11111+aw PASS+PRF+3.M.PL

INDIC+PRF+3+F+PL t+aa0a\_11111+aya PASS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+t+aa0a\_11111 1.SG+PASS+IMPF

INDIC+IMPF+2+M+SG t+t+aa0a\_11111 2.M.SG+PASS+IMPF

INDIC+IMPF+2+F+SG t+t+aa0a\_11111+i 2+PASS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+t+aa0a\_11111 3.M.SG+PASS+IMPF

INDIC+IMPF+3+F+SG t+t+aa0a\_11111 3.F.SG+PASS+IMPF

INDIC+IMPF+1+C+PL >n+t+aa0a\_11111 1.PL+PASS+IMPF

INDIC+IMPF+2+M+PL t+t+aa0a\_11111+o 2+PASS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+t+aa0a\_11111+a 2+PASS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+t+aa0a\_11111+o 3+PASS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+t+aa0a\_11111+a 3+PASS+IMPF+F.PL

JUSS+NA+1+C+SG >+t+aa0a\_11111 1.SG+PASS+JUSS

JUSS+NA+2+M+SG t+t+aa0a\_11111 2.M.SG+PASS+JUSS

JUSS+NA+2+F+SG t+t+aa0a\_11111+i 2+PASS+JUSS+F.SG

JUSS+NA+3+M+SG l+t+aa0a\_11111 3.M.SG+PASS+JUSS

JUSS+NA+3+F+SG t+t+aa0a\_11111 3.F.SG+PASS+JUSS

JUSS+NA+1+C+PL >n+t+aa0a\_11111 1.PL+PASS+JUSS

JUSS+NA+2+M+PL t+t+aa0a\_11111+o 2+PASS+JUSS+M.PL

JUSS+NA+2+F+PL t+t+aa0a\_11111+a 2+PASS+JUSS+F.PL

JUSS+NA+3+M+PL l+t+aa0a\_11111+o 3+PASS+JUSS+M.PL

JUSS+NA+3+F+PL l+t+aa0a\_11111+a 3+PASS+JUSS+F.PL

IMP+NA+2+M+SG t+aa0a\_11111 PASS+IMP.2.M.SG

IMP+NA+2+F+SG t+aa0a\_11111+i PASS+IMP+2.F.SG

IMP+NA+2+M+PL t+aa0a\_11111+o PASS+IMP+2.M.PL

IMP+NA+2+F+PL t+aa0a\_11111+a PASS+IMP+2.F.PL

$radicals:5,type:A,prefix:A

INDIC+PRF+1+C+SG >a+aa0a\_11111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >a+aa0a\_11111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >a+aa0a\_11111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >a+aa0a\_11111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >a+aa0a\_11111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >a+aa0a\_11111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >a+aa0a\_11111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >a+aa0a\_11111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >a+aa0a\_11111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >a+aa0a\_11111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >a+aa00\_11111 CAUS+1.SG+IMPF

INDIC+IMPF+2+M+SG t+a+aa00\_11111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+a+aa00\_11111+i 2+CAUS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a+aa00\_11111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+a+aa00\_11111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL >n+a+aa00\_11111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+a+aa00\_11111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a+aa00\_11111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a+aa00\_11111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a+aa00\_11111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >a+aa00\_11111 CAUS+1.SG+JUSS

JUSS+NA+2+M+SG t+a+aa00\_11111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+a+aa00\_11111+i 2+CAUS+JUSS+F.SG

JUSS+NA+3+M+SG l+a+aa00\_11111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+a+aa00\_11111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL >n+a+aa00\_11111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+a+aa00\_11111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+a+aa00\_11111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+a+aa00\_11111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+a+aa00\_11111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >a+aa00\_11111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >a+aa00\_11111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >a+aa00\_11111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >a+aa00\_11111+a CAUS+IMP+2.F.PL

$radicals:5,type:A,prefix:AT

INDIC+PRF+1+C+SG >at+aa0a\_11111+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >at+aa0a\_11111+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >at+aa0a\_11111+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >at+aa0a\_11111+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >at+aa0a\_11111+at FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >at+aa0a\_11111+na FCT+PRF+1.PL

INDIC+PRF+2+M+PL >at+aa0a\_11111+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >at+aa0a\_11111+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >at+aa0a\_11111+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >at+aa0a\_11111+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >at+aa00\_11111 FCT+1.SG+IMPF

INDIC+IMPF+2+M+SG t+at+aa00\_11111 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+at+aa00\_11111+i 2+FCT+IMPF+F.SG

INDIC+IMPF+3+M+SG l+at+aa00\_11111 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+at+aa00\_11111 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL >n+at+aa00\_11111 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+at+aa00\_11111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+at+aa00\_11111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+at+aa00\_11111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+at+aa00\_11111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >at+aa00\_11111 FCT+1.SG+JUSS

JUSS+NA+2+M+SG t+at+aa00\_11111 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+at+aa00\_11111+i 2+FCT+JUSS+F.SG

JUSS+NA+3+M+SG l+at+aa00\_11111 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+at+aa00\_11111 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL >n+at+aa00\_11111 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+at+aa00\_11111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+at+aa00\_11111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+at+aa00\_11111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+at+aa00\_11111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >at+aa00\_11111 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >at+aa00\_11111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >at+aa00\_11111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >at+aa00\_11111+a FCT+IMP+2.F.PL

$radicals:5,type:A,prefix:ATTA

INDIC+PRF+1+C+SG >atta+aa0a\_11111+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >atta+aa0a\_11111+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >atta+aa0a\_11111+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >atta+aa0a\_11111+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >atta+aa0a\_11111+at FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >atta+aa0a\_11111+na FCT+PRF+1.PL

INDIC+PRF+2+M+PL >atta+aa0a\_11111+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >atta+aa0a\_11111+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >atta+aa0a\_11111+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >atta+aa0a\_11111+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >atta+aa00\_11111 FCT+1.SG+IMPF

INDIC+IMPF+2+M+SG t+atta+aa00\_11111 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+atta+aa00\_11111+i 2+FCT+IMPF+F.SG

INDIC+IMPF+3+M+SG l+atta+aa00\_11111 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+atta+aa00\_11111 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL >n+atta+aa00\_11111 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+atta+aa00\_11111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+atta+aa00\_11111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+atta+aa00\_11111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+atta+aa00\_11111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >atta+aa00\_11111 FCT+1.SG+JUSS

JUSS+NA+2+M+SG t+atta+aa00\_11111 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+atta+aa00\_11111+i 2+FCT+JUSS+F.SG

JUSS+NA+3+M+SG l+atta+aa00\_11111 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+atta+aa00\_11111 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL >n+atta+aa00\_11111 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+atta+aa00\_11111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+atta+aa00\_11111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+atta+aa00\_11111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+atta+aa00\_11111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >atta+aa00\_11111 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >atta+aa00\_11111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >atta+aa00\_11111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >atta+aa00\_11111+a FCT+IMP+2.F.PL

$radicals:5,type:C,prefix:0

INDIC+PRF+1+C+SG 0+aaAa\_11111+ko 0+PRF+1.SG

INDIC+PRF+2+M+SG 0+aaAa\_11111+ka 0+PRF+2.M.SG

INDIC+PRF+2+F+SG 0+aaAa\_11111+ki 0+PRF+2.F.SG

INDIC+PRF+3+M+SG 0+aaAa\_11111+a 0+PRF+3.M.SG

INDIC+PRF+3+F+SG 0+aaAa\_11111+at 0+PRF+3.F.SG

INDIC+PRF+1+C+PL 0+aaAa\_11111+na 0+PRF+1.PL

INDIC+PRF+2+M+PL 0+aaAa\_11111+kum 0+PRF+2.M.PL

INDIC+PRF+2+F+PL 0+aaAa\_11111+kn 0+PRF+2.F.PL

INDIC+PRF+3+M+PL 0+aaAa\_11111+aw 0+PRF+3.M.PL

INDIC+PRF+3+F+PL 0+aaAa\_11111+aya 0+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+aaA0\_11111 1.SG+IMPF

INDIC+IMPF+2+M+SG t+aaA0\_11111 2.M.SG+IMPF

INDIC+IMPF+2+F+SG t+aaA0\_11111+i 2+IMPF+F.SG

INDIC+IMPF+3+M+SG l+aaA0\_11111 3.M.SG+IMPF

INDIC+IMPF+3+F+SG t+aaA0\_11111 3.F.SG+IMPF

INDIC+IMPF+1+C+PL >n+aaA0\_11111 1.PL+IMPF

INDIC+IMPF+2+M+PL t+aaA0\_11111+o 2+IMPF+M.PL

INDIC+IMPF+2+F+PL t+aaA0\_11111+a 2+IMPF+F.PL

INDIC+IMPF+3+M+PL l+aaA0\_11111+o 3+IMPF+M.PL

INDIC+IMPF+3+F+PL l+aaA0\_11111+a 3+IMPF+F.PL

JUSS+NA+1+C+SG >+aaA0\_11111 1.SG+JUSS

JUSS+NA+2+M+SG t+aaA0\_11111 2.M.SG+JUSS

JUSS+NA+2+F+SG t+aaA0\_11111+i 2+JUSS+F.SG

JUSS+NA+3+M+SG l+aaA0\_11111 3.M.SG+JUSS

JUSS+NA+3+F+SG t+aaA0\_11111 3.F.SG+JUSS

JUSS+NA+1+C+PL n+aaA0\_11111 1.PL+JUSS

JUSS+NA+2+M+PL t+aaA0\_11111+o 2+JUSS+M.PL

JUSS+NA+2+F+PL t+aaA0\_11111+a 2+JUSS+F.PL

JUSS+NA+3+M+PL l+aaA0\_11111+o 3+JUSS+M.PL

JUSS+NA+3+F+PL l+aaA0\_11111+a 3+JUSS+F.PL

IMP+NA+2+M+SG 0+aaA0\_11111 0+IMP.2.M.SG

IMP+NA+2+F+SG 0+aaA0\_11111+i 0+IMP+2.F.SG

IMP+NA+2+M+PL 0+aaA0\_11111+o 0+IMP+2.M.PL

IMP+NA+2+F+PL 0+aaA0\_11111+a 0+IMP+2.F.PL

$radicals:5,type:C,prefix:T

INDIC+PRF+1+C+SG t+aaAa\_11111+ko PASS+PRF+1.SG

INDIC+PRF+2+M+SG t+aaAa\_11111+ka PASS+PRF+2.M.SG

INDIC+PRF+2+F+SG t+aaAa\_11111+ki PASS+PRF+2.F.SG

INDIC+PRF+3+M+SG t+aaAa\_11111+a PASS+PRF+3.M.SG

INDIC+PRF+3+F+SG t+aaAa\_11111+at PASS+PRF+3.F.SG

INDIC+PRF+1+C+PL t+aaAa\_11111+na PASS+PRF+1.PL

INDIC+PRF+2+M+PL t+aaAa\_11111+kum PASS+PRF+2.M.PL

INDIC+PRF+2+F+PL t+aaAa\_11111+kn PASS+PRF+2.F.PL

INDIC+PRF+3+M+PL t+aaAa\_11111+aw PASS+PRF+3.M.PL

INDIC+PRF+3+F+PL t+aaAa\_11111+aya PASS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >+t+aaAa\_11111 1.SG+PASS+IMPF

INDIC+IMPF+2+M+SG t+t+aaAa\_11111 2.M.SG+PASS+IMPF

INDIC+IMPF+2+F+SG t+t+aaAa\_11111+i 2+PASS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+t+aaAa\_11111 3.M.SG+PASS+IMPF

INDIC+IMPF+3+F+SG t+t+aaAa\_11111 3.F.SG+PASS+IMPF

INDIC+IMPF+1+C+PL >n+t+aaAa\_11111 1.PL+PASS+IMPF

INDIC+IMPF+2+M+PL t+t+aaAa\_11111+o 2+PASS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+t+aaAa\_11111+a 2+PASS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+t+aaAa\_11111+o 3+PASS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+t+aaAa\_11111+a 3+PASS+IMPF+F.PL

JUSS+NA+1+C+SG >+t+aaAa\_11111 1.SG+PASS+JUSS

JUSS+NA+2+M+SG t+t+aaAa\_11111 2.M.SG+PASS+JUSS

JUSS+NA+2+F+SG t+t+aaAa\_11111+i 2+PASS+JUSS+F.SG

JUSS+NA+3+M+SG l+t+aaAa\_11111 3.M.SG+PASS+JUSS

JUSS+NA+3+F+SG t+t+aaAa\_11111 3.F.SG+PASS+JUSS

JUSS+NA+1+C+PL >n+t+aaAa\_11111 1.PL+PASS+JUSS

JUSS+NA+2+M+PL t+t+aaAa\_11111+o 2+PASS+JUSS+M.PL

JUSS+NA+2+F+PL t+t+aaAa\_11111+a 2+PASS+JUSS+F.PL

JUSS+NA+3+M+PL l+t+aaAa\_11111+o 3+PASS+JUSS+M.PL

JUSS+NA+3+F+PL l+t+aaAa\_11111+a 3+PASS+JUSS+F.PL

IMP+NA+2+M+SG t+aaAa\_11111 PASS+IMP.2.M.SG

IMP+NA+2+F+SG t+aaAa\_11111+i PASS+IMP+2.F.SG

IMP+NA+2+M+PL t+aaAa\_11111+o PASS+IMP+2.M.PL

IMP+NA+2+F+PL t+aaAa\_11111+a PASS+IMP+2.F.PL

$radicals:5,type:C,prefix:A

INDIC+PRF+1+C+SG >a+aaAa\_11111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >a+aaAa\_11111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >a+aaAa\_11111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >a+aaAa\_11111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >a+aaAa\_11111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >a+aaAa\_11111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >a+aaAa\_11111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >a+aaAa\_11111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >a+aaAa\_11111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >a+aaAa\_11111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >a+aaA0\_11111 CAUS+1.SG+IMPF

INDIC+IMPF+2+M+SG t+a+aaA0\_11111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+a+aaA0\_11111+i 2+CAUS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+a+aaA0\_11111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+a+aaA0\_11111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL >n+a+aaA0\_11111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+a+aaA0\_11111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+a+aaA0\_11111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+a+aaA0\_11111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+a+aaA0\_11111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >a+aaA0\_11111 CAUS+1.SG+JUSS

JUSS+NA+2+M+SG t+a+aaA0\_11111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+a+aaA0\_11111+i 2+CAUS+JUSS+F.SG

JUSS+NA+3+M+SG l+a+aaA0\_11111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+a+aaA0\_11111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL >n+a+aaA0\_11111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+a+aaA0\_11111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+a+aaA0\_11111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+a+aaA0\_11111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+a+aaA0\_11111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >a+aaA0\_11111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >a+aaA0\_11111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >a+aaA0\_11111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >a+aaA0\_11111+a CAUS+IMP+2.F.PL

$radicals:5,type:C,prefix:AT

INDIC+PRF+1+C+SG >at+aaAa\_11111+ko CAUS+PRF+1.SG

INDIC+PRF+2+M+SG >at+aaAa\_11111+ka CAUS+PRF+2.M.SG

INDIC+PRF+2+F+SG >at+aaAa\_11111+ki CAUS+PRF+2.F.SG

INDIC+PRF+3+M+SG >at+aaAa\_11111+a CAUS+PRF+3.M.SG

INDIC+PRF+3+F+SG >at+aaAa\_11111+at CAUS+PRF+3.F.SG

INDIC+PRF+1+C+PL >at+aaAa\_11111+na CAUS+PRF+1.PL

INDIC+PRF+2+M+PL >at+aaAa\_11111+kum CAUS+PRF+2.M.PL

INDIC+PRF+2+F+PL >at+aaAa\_11111+kn CAUS+PRF+2.F.PL

INDIC+PRF+3+M+PL >at+aaAa\_11111+aw CAUS+PRF+3.M.PL

INDIC+PRF+3+F+PL >at+aaAa\_11111+aya CAUS+PRF+3.F.PL

INDIC+IMPF+1+C+SG >at+aaA0\_11111 CAUS+1.SG+IMPF

INDIC+IMPF+2+M+SG t+at+aaA0\_11111 2.M.SG+CAUS+IMPF

INDIC+IMPF+2+F+SG t+at+aaA0\_11111+i 2+CAUS+IMPF+F.SG

INDIC+IMPF+3+M+SG l+at+aaA0\_11111 3.M.SG+CAUS+IMPF

INDIC+IMPF+3+F+SG t+at+aaA0\_11111 3.F.SG+CAUS+IMPF

INDIC+IMPF+1+C+PL >n+at+aaA0\_11111 1.PL+CAUS+IMPF

INDIC+IMPF+2+M+PL t+at+aaA0\_11111+o 2+CAUS+IMPF+M.PL

INDIC+IMPF+2+F+PL t+at+aaA0\_11111+a 2+CAUS+IMPF+F.PL

INDIC+IMPF+3+M+PL l+at+aaA0\_11111+o 3+CAUS+IMPF+M.PL

INDIC+IMPF+3+F+PL l+at+aaA0\_11111+a 3+CAUS+IMPF+F.PL

JUSS+NA+1+C+SG >at+aaA0\_11111 CAUS+1.SG+JUSS

JUSS+NA+2+M+SG t+at+aaA0\_11111 2.M.SG+CAUS+JUSS

JUSS+NA+2+F+SG t+at+aaA0\_11111+i 2+CAUS+JUSS+F.SG

JUSS+NA+3+M+SG l+at+aaA0\_11111 3.M.SG+CAUS+JUSS

JUSS+NA+3+F+SG t+at+aaA0\_11111 3.F.SG+CAUS+JUSS

JUSS+NA+1+C+PL >n+at+aaA0\_11111 1.PL+CAUS+JUSS

JUSS+NA+2+M+PL t+at+aaA0\_11111+o 2+CAUS+JUSS+M.PL

JUSS+NA+2+F+PL t+at+aaA0\_11111+a 2+CAUS+JUSS+F.PL

JUSS+NA+3+M+PL l+at+aaA0\_11111+o 3+CAUS+JUSS+M.PL

JUSS+NA+3+F+PL l+at+aaA0\_11111+a 3+CAUS+JUSS+F.PL

IMP+NA+2+M+SG >at+aaA0\_11111 CAUS+IMP.2.M.SG

IMP+NA+2+F+SG >at+aaA0\_11111+i CAUS+IMP+2.F.SG

IMP+NA+2+M+PL >at+aaA0\_11111+o CAUS+IMP+2.M.PL

IMP+NA+2+F+PL >at+aaA0\_11111+a CAUS+IMP+2.F.PL

$radicals:5,type:C,prefix:ATTA

INDIC+PRF+1+C+SG >atta+aaAa\_11111+ko FCT+PRF+1.SG

INDIC+PRF+2+M+SG >atta+aaAa\_11111+ka FCT+PRF+2.M.SG

INDIC+PRF+2+F+SG >atta+aaAa\_11111+ki FCT+PRF+2.F.SG

INDIC+PRF+3+M+SG >atta+aaAa\_11111+a FCT+PRF+3.M.SG

INDIC+PRF+3+F+SG >atta+aaAa\_11111+at FCT+PRF+3.F.SG

INDIC+PRF+1+C+PL >atta+aaAa\_11111+na FCT+PRF+1.PL

INDIC+PRF+2+M+PL >atta+aaAa\_11111+kum FCT+PRF+2.M.PL

INDIC+PRF+2+F+PL >atta+aaAa\_11111+kn FCT+PRF+2.F.PL

INDIC+PRF+3+M+PL >atta+aaAa\_11111+aw FCT+PRF+3.M.PL

INDIC+PRF+3+F+PL >atta+aaAa\_11111+aya FCT+PRF+3.F.PL

INDIC+IMPF+1+C+SG >atta+aaA0\_11111 FCT+1.SG+IMPF

INDIC+IMPF+2+M+SG t+atta+aaA0\_11111 2.M.SG+FCT+IMPF

INDIC+IMPF+2+F+SG t+atta+aaA0\_11111+i 2+FCT+IMPF+F.SG

INDIC+IMPF+3+M+SG l+atta+aaA0\_11111 3.M.SG+FCT+IMPF

INDIC+IMPF+3+F+SG t+atta+aaA0\_11111 3.F.SG+FCT+IMPF

INDIC+IMPF+1+C+PL >n+atta+aaA0\_11111 1.PL+FCT+IMPF

INDIC+IMPF+2+M+PL t+atta+aaA0\_11111+o 2+FCT+IMPF+M.PL

INDIC+IMPF+2+F+PL t+atta+aaA0\_11111+a 2+FCT+IMPF+F.PL

INDIC+IMPF+3+M+PL l+atta+aaA0\_11111+o 3+FCT+IMPF+M.PL

INDIC+IMPF+3+F+PL l+atta+aaA0\_11111+a 3+FCT+IMPF+F.PL

JUSS+NA+1+C+SG >atta+aaA0\_11111 FCT+1.SG+JUSS

JUSS+NA+2+M+SG t+atta+aaA0\_11111 2.M.SG+FCT+JUSS

JUSS+NA+2+F+SG t+atta+aaA0\_11111+i 2+FCT+JUSS+F.SG

JUSS+NA+3+M+SG l+atta+aaA0\_11111 3.M.SG+FCT+JUSS

JUSS+NA+3+F+SG t+atta+aaA0\_11111 3.F.SG+FCT+JUSS

JUSS+NA+1+C+PL >n+atta+aaA0\_11111 1.PL+FCT+JUSS

JUSS+NA+2+M+PL t+atta+aaA0\_11111+o 2+FCT+JUSS+M.PL

JUSS+NA+2+F+PL t+atta+aaA0\_11111+a 2+FCT+JUSS+F.PL

JUSS+NA+3+M+PL l+atta+aaA0\_11111+o 3+FCT+JUSS+M.PL

JUSS+NA+3+F+PL l+atta+aaA0\_11111+a 3+FCT+JUSS+F.PL

IMP+NA+2+M+SG >atta+aaA0\_11111 FCT+IMP.2.M.SG

IMP+NA+2+F+SG >atta+aaA0\_11111+i FCT+IMP+2.F.SG

IMP+NA+2+M+PL >atta+aaA0\_11111+o FCT+IMP+2.M.PL

IMP+NA+2+F+PL >atta+aaA0\_11111+a FCT+IMP+2.F.PL

## Приложение 3. Регулярные выражения первого компонента анализатора

================================= nominal-stem.json =================================

[

{

"comment": "broken plural: balas -> >aballs, naggal -> >anaggl",

"regex": "^(?<pref>>a)(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PL-${root}:\\(${C1}${C2cons}${C3}\\).PL"

},

{

"comment": "broken plural: bggu< -> >abAg<",

"regex": "^(?<pref>>a)(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PL-${root}:\\(${C1}${C2}${C3}\\).PL"

},

{

"comment": "broken plural, final laryngeal: kal< -> >akall<t, >akall<at",

"regex": "^(?<pref>>a)(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[hHX><]))(?<suf>a?t)$",

"replace": "${pref}:PL-${root}:\\(${C1}${C2cons}${C3}\\).PL-${suf}:PL"

},

{

"comment": "broken plural: CaCaC{1,2}C",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>(?<C3cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(\\k<C3cons>)?)(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${root}:\\(${C1}${C2}${C3cons}${C4}\\).PL"

},

{

"comment": "broken plural: CaCAC[iu]?C: qaSir -> qaSayr",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])([iu]?)(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${root}:\\(${C1}${C2}${C3}${C4}\\).PL"

},

{

"comment": "broken plural: CawaC{2}C",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])awa(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${root}:\\(${C1}${C2cons}${C3}\\).PL"

},

{

"comment": "broken plural: CawACC",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])awA(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${root}:\\(${C1}${C2}${C3}\\).PL"

},

{

"comment": "broken plural: CaCAyC",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${root}:\\(${C1}${C2}${C3}\\).PL"

},

{

"comment": "broken plural: CaCaC{2}it?; rora -> rawarri(t), manfat -> manAfit",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>(?<C3cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C3cons>))(?<suf>it?)$",

"replace": "${root}:\\(${C1}${C2}${C3}\\).PL-${suf}:PL"

},

{

"comment": "broken plural: CawaC{2}it? <- (CC).PL-PL",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])awa(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>))(?<suf>it?)$",

"replace": "${root}:\\(${C1}${C2}\\).PL-${suf}:PL"

},

{

"comment": "broken plural: CawACit? <- (CC).PL-PL",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])awA(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>it?)$",

"replace": "${root}:\\(${C1}${C2}\\).PL-${suf}:PL"

},

{

"comment": "broken plural: >aCCAC; qor -> >aqwAr, kis -> >akyAs",

"regex": "^(?<pref>>a)(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PL-${root}:\\(${C1}${C2}${C3}\\).PL"

},

{

"comment": "broken plural: >aCC[uA]?C (2nd consonant is not a laryngeal or a semivowel); dabr -> >adbr, daqal -> adqul, kalb -> >aklAb",

"regex": "^(?<pref>>a)(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpP])([uA]?)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PL-${root}:\\(${C1}${C2}${C3}\\).PL"

},

{

"comment": "broken plural: L[aA]C[uA]?C, L = laryngeal; Hlm -> HAlAm, >adg -> >adug",

"regex": "^(?<root>(?<C1>[hHX><])([aA])(?<C2>[lmrsxqbtnkzdGgTCSfcZpP])([uA]?)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${root}:\\(${C1}${C2}${C3}\\).PL"

},

{

"comment": "broken plural: >aCCACAt; mdr -> >amdArAt",

"regex": "^(?<pref>>a)(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>At)$",

"replace": "${pref}:PL-${root}:\\(${C1}${C2}${C3}\\).PL-${suf}:PL"

},

{

"comment": "broken plural: >aCCCat; luH -> >alwHAt, >alwaHAt",

"regex": "^(?<pref>>a)(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PL-${root}:\\(${C1}${C2}${C3}\\).PL-${suf}:PL"

},

{

"comment": "broken plural: CCaC; kuk -> kwak, Hilat -> Hyal",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${root}:\\(${C1}${C2}${C3}\\).PL"

},

{

"comment": "broken plural: CCAC, 2nd cons not a semivowel",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${root}:\\(${C1}${C2}${C3}\\).PL"

},

{

"comment": "broken plural: CaC[aA]C, 2nd cons not a semivowel",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])([aA]?)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${root}:\\(${C1}${C2}${C3}\\).PL"

},

{

"comment": "suffixed plural: -at (lomin -> lominat)",

"regex": "^(?<root>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>at)$",

"replace": "\\[${root}\\]:#-${suf}:SG.F"

},

{

"comment": "suffixed singulative: -Ay",

"regex": "^(?<root>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>Ay)$",

"replace": "\\[${root}\\]:#-${suf}:SG.M"

},

{

"comment": "suffixed singulative: -Ayt",

"regex": "^(?<root>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>Ayt)$",

"replace": "\\[${root}\\]:#-${suf}:SG.F"

},

{

"comment": "suffixed singulative: a-deletion (qaTaf -> qaTfat)",

"regex": "^(?<root>(?<g1>.+)(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(at))$",

"replace": "${root}:${g1}a${C}-${suf}:SG.F"

},

{

"comment": "suffixed singulative: a-deletion",

"regex": "^(?<root>(?<g1>.+)(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ay))$",

"replace": "${root}:${g1}a${C}-${suf}:SG.M"

},

{

"comment": "suffixed singulative: a-deletion",

"regex": "^(?<root>(?<g1>.+)(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ayt))$",

"replace": "${root}:${g1}a${C}-${suf}:SG.F"

},

{

"comment": "suffixed singulative: A-deletion (GlAb -> Glbat)",

"regex": "^(?<root>(?<g1>.+)(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(at))$",

"replace": "${root}:${g1}A${C}-${suf}:SG.F"

},

{

"comment": "suffixed singulative: A-deletion",

"regex": "^(?<root>(?<g1>.+)(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ay))$",

"replace": "${root}:${g1}A${C}-${suf}:SG.M"

},

{

"comment": "suffixed singulative: A-deletion",

"regex": "^(?<root>(?<g1>.+)(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ayt))$",

"replace": "${root}:${g1}A${C}-${suf}:SG.F"

},

{

"comment": "suffixed singulative: t-insertion, final vowel (wagre -> wagretat)",

"regex": "^(?<root>.+[ieAuo])(?<suf>t(at))$",

"replace": "\\[${root}\\]:#-${suf}:SG.F"

},

{

"comment": "suffixed singulative: t-insertion",

"regex": "^(?<root>.+[ieAuo])(?<suf>t(Ay))$",

"replace": "\\[${root}\\]:#-${suf}:SG.M"

},

{

"comment": "suffixed singulative: t-insertion",

"regex": "^(?<root>.+[ieAuo])(?<suf>t(Ayt))$",

"replace": "\\[${root}\\]:#-${suf}:SG.F"

},

{

"comment": "suffixed singulative: final a deletion (Cewa -> Cewat)",

"regex": "^(?<root>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>(at))$",

"replace": "\\[${root}\\]:#a-${suf}:SG.F"

},

{

"comment": "suffixed singulative: final a deletion",

"regex": "^(?<root>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>(Ay))$",

"replace": "\\[${root}\\]:#a-${suf}:SG.M"

},

{

"comment": "suffixed singulative: final a deletion",

"regex": "^(?<root>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>(Ay))$",

"replace": "\\[${root}\\]:#a-${suf}:SG.F"

},

{

"comment": "suffixed singulative: -Ay 0 -> e (kstAn -> kstenAy, kstenAyt)",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ay))$",

"replace": "${root}:${g1}${C}-${suf}:SG.M"

},

{

"comment": "suffixed singulative: -Ay a -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ay))$",

"replace": "${root}:${g1}a${C}-${suf}:SG.M"

},

{

"comment": "suffixed singulative: -Ay A -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ay))$",

"replace": "${root}:${g1}A${C}-${suf}:SG.M"

},

{

"comment": "suffixed singulative: -Ayt 0 -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ayt))$",

"replace": "${root}:${g1}${C}-${suf}:SG.F"

},

{

"comment": "suffixed singulative: -Ayt a -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ayt))$",

"replace": "${root}:${g1}a${C}-${suf}:SG.F"

},

{

"comment": "suffixed singulative: -Ayt A -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>(Ayt))$",

"replace": "${root}:${g1}A${C}-${suf}:SG.F"

},

{

"comment": "-At plural: ...CAC+At // dAr -> dArAt, >akAn -> >akAnAt",

"regex": "^(?<root>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>At)$",

"replace": "\\[${root}\\]:#-${suf}:PL"

},

{

"comment": "-At plural: t-insertion after final vowel// masanqo -> masanqotAt",

"regex": "^(?<root>.+[ieaAuo])(?<suf>tAt)$",

"replace": "\\[${root}\\]:#-${suf}:PL"

},

{

"comment": "-At plural: CVCet -> CaCyAt // xawet -> xawyAt",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])y)(?<suf>At)$",

"replace": "${root}:${C1}\\(V\\)${C2}et-${suf}:PL"

},

{

"comment": "-At plural: CVCot -> CaCyAt // rkot -> rakwAt",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])w)(?<suf>At)$",

"replace": "${root}:${C1}\\(V\\)${C2}ot-${suf}:PL"

},

{

"comment": "-At plural: ..at -> ..At // xAkat -> xAkAt",

"regex": "^(?<root>.+)(?<suf>At)$",

"replace": "\\[${root}\\]:#-${suf}:PL"

},

{

"comment": "-otAt plural: ..at -> ..otAt // sadAyat -> sadAyotAt",

"regex": "^(?<root>.+)(?<suf>otAt)$",

"replace": "\\[${root}\\]:#-${suf}:PL"

},

{

"comment": "-otAt plural: CACC+otAt // >Anf -> >AnfotAt",

"regex": "^(?<root>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><][lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>otAt)$",

"replace": "\\[${root}\\]:#-${suf}:PL"

},

{

"comment": "-otAt plural: CVC -> CVC{2}+otAt // >ad -> >addotAt",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<V>[ieaAuo])(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<suf>otAt)$",

"replace": "${root}:${C1}${V}${C2cons}-${suf}:PL"

},

{

"comment": "-otAt plural: semivowel metathesis: ..Ce -> ..yC+otat // zamAte -> zamAytotAt",

"regex": "^(?<root>(?<g1>.+)y(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>otAt)$",

"replace": "${root}:${g1}${C}e-${suf}:PL"

},

{

"comment": "-otAt plural: semivowel metathesis: ..Ci -> ..yC+otat",

"regex": "^(?<root>(?<g1>.+)y(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>otAt)$",

"replace": "${root}:${g1}${C}i-${suf}:PL"

},

{

"comment": "-otAt plural: semivowel metathesis: ..Co -> ..wC+otat",

"regex": "^(?<root>(?<g1>.+)w(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>otAt)$",

"replace": "${root}:${g1}${C}o-${suf}:PL"

},

{

"comment": "-otAt plural: semivowel metathesis: ..Cu -> ..wC+otat",

"regex": "^(?<root>(?<g1>.+)w(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>otAt)$",

"replace": "${root}:${g1}${C}u-${suf}:PL"

},

{

"comment": "diminutive: -Ay (MASC): .+[iuo]CAy; ..eCAy handled below; ..[Cons,a,A]CAy do not occur (e insertion)",

"regex": "^(?<root>.+[iuo][lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>Ay)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.M"

},

{

"comment": "diminutive: -at (FEM): .{2,}[iuo]Cat; ..eCat handled below; ..[Cons,a,A]Cat do not occur (e insertion); NB: \*C[iuo]C-at (formed with -atit, see below)",

"regex": "^(?<root>.{2,}[iuo][lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>at)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.F"

},

{

"comment": "diminutive: -Ay (MASC): .+[iuo]tAy, t-insertion after vowel",

"regex": "^(?<root>.+[iuo])(?<suf>tAy)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.M"

},

{

"comment": "diminutive: -at (FEM): .+[iuo]tat, t-insertion after vowel",

"regex": "^(?<root>.+[iuo])(?<suf>tat)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.F"

},

{

"comment": "diminutive: -Ay: ..eCAy, 0 -> e; NB: \*CACeCAy <- CACC (formed with -etAy)",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<![lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]e[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>Ay)$",

"replace": "${root}:${g1}${C}-${suf}:DIM.M"

},

{

"comment": "diminutive: -at: ..eCat, 0 -> e; NB: \*CACeCat <- CACC (formed with -atit)",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<![lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]e[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>at)$",

"replace": "${root}:${g1}${C}-${suf}:DIM.F"

},

{

"comment": "diminutive: -Ay: ..etAy, 0 -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tAy)$",

"replace": "${root}:${g1}-${suf}:DIM.M"

},

{

"comment": "diminutive: -at: ..etat, 0 -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tat)$",

"replace": "${root}:${g1}-${suf}:DIM.F"

},

{

"comment": "diminutive: -Ay: ..eCAy, a -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${root}:${g1}a${C}-${suf}:DIM.M"

},

{

"comment": "diminutive: -at: ..eCat, a -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${root}:${g1}a${C}-${suf}:DIM.F"

},

{

"comment": "diminutive: -Ay: ..etAy, a -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tAy)$",

"replace": "${root}:${g1}a-${suf}:DIM.M"

},

{

"comment": "diminutive: -at: ..etat, a -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tat)$",

"replace": "${root}:${g1}a-${suf}:DIM.F"

},

{

"comment": "diminutive: -Ay: ..eCAy, A -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${root}:${g1}A${C}-${suf}:DIM.M"

},

{

"comment": "diminutive: -at: ..eCat, A -> e; NB: \*CeC-at <- CAC (formed with -atit)",

"regex": "^(?<root>(?<g1>.{2,})e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${root}:${g1}A${C}-${suf}:DIM.F"

},

{

"comment": "diminutive: -Ay: ..etAy, A -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tAy)$",

"replace": "${root}:${g1}A-${suf}:DIM.M"

},

{

"comment": "diminutive: -at: ..etat, A -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tat)$",

"replace": "${root}:${g1}A-${suf}:DIM.F"

},

{

"comment": "diminutive: -Ay: ..eCAy, e -> e",

"regex": "^(?<root>.+e[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>Ay)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.M"

},

{

"comment": "diminutive: -at: ..eCat, e -> e; NB: \*CeC-at <- CeC",

"regex": "^(?<root>.{2,}e[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>at)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.F"

},

{

"comment": "diminutive: -Ay: ..etAy, e -> e, t-insertion",

"regex": "^(?<root>.+e)(?<suf>tAy)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.M"

},

{

"comment": "diminutive: -at: ..etat, e -> e, t-insertion",

"regex": "^(?<root>.+e)(?<suf>tat)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.F"

},

{

"comment": "CCC -> CC{2}C + Ay (along with -> e) // flq -> flleqAy",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${root}:${C1}${C2cons}${C3}-${suf}:DIM.M"

},

{

"comment": "CCC -> CC{2}C + at (along with -> e)",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${root}:${C1}${C2cons}${C3}-${suf}:DIM.F"

},

{

"comment": "CaCaC -> CaC2aC + Ay (along with -> e) // zanab -> zannebAy",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${root}:${C1}a${C2cons}a${C3}-${suf}:DIM.M"

},

{

"comment": "CaCaC -> CaC2aC + at (along with -> e)",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${root}:${C1}a${C2cons}a${C3}-${suf}:DIM.F"

},

{

"comment": "CaCC -> CaC2C + Ay (along with -> e) // wakd -> wakkedat",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${root}:${C1}a${C2cons}${C3}-${suf}:DIM.M"

},

{

"comment": "CaCC -> CaC2C + at (along with -> e) // wakd -> wakkedat",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${root}:${C1}a${C2cons}${C3}-${suf}:DIM.F"

},

{

"comment": "-at:F-it:DIM.F // Galb-at-it",

"regex": "^(?<root>.+)(?<sufFem>at)(?<sufDim>it)$",

"replace": "\\[${root}\\]:#-${sufFem}:F-${sufDim}:DIM.F"

},

{

"comment": "-t:F-it:DIM.F // <adg-t-it",

"regex": "^(?<root>.+)(?<sufFem>t)(?<sufDim>it)$",

"replace": "\\[${root}\\]:#-${sufFem}:F-${sufDim}:DIM.F"

},

{

"comment": "-etAy diminutive // ktkt-etay <- (ktkt-tay)",

"regex": "^(?<root>.+)(?<suf>etAy)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.M"

},

{

"comment": "-etAy diminutive, Ca?C{2}etAy <- CVC // dss-etAy <- ds",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<V>a?)(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>))(?<suf>etAy)$",

"replace": "${root}:${C1}${V}${C2}-${suf}:DIM.M"

},

{

"comment": "-atit diminutive, Ca?C{2}atit <- CVC // >mm-atit <- >m",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<V>a?)(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>))(?<suf>atit)$",

"replace": "${root}:${C1}${V}${C2}-${suf}:DIM.F"

},

{

"comment": "-atit diminutive, C[Auieo]Catit <- CVC // bet-atit <- bet",

"regex": "^(?<root>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><][Auieo][lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>atit)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.F"

},

{

"comment": "-etAy diminutive, CACCetAy <- CACC",

"regex": "^(?<root>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>etAy)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.M"

},

{

"comment": "-atit diminutive, CACCatit <- CACC",

"regex": "^(?<root>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>atit)$",

"replace": "\\[${root}\\]:#-${suf}:DIM.F"

},

{

"comment": "paucative: -Am (MASC): .+[iuo]CAm; ..eCAm handled below; ..[Cons,a,A]CAm do not occur (e insertion)",

"regex": "^(?<root>.+[iuo][lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>Am)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.M"

},

{

"comment": "paucative: -At (FEM): .{2,}[iuo]CAt; ..eCAt handled below; ..[Cons,a,A]CAt do not occur (e insertion); NB: \*C[iuo]C-At (formed with -etAt, see below)",

"regex": "^(?<root>.{2,}[iuo][lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>At)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.F"

},

{

"comment": "paucative: -Am (MASC): .+[iuo]tAm, t-insertion after vowel",

"regex": "^(?<root>.+[iuo])(?<suf>tAm)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.M"

},

{

"comment": "paucative: -At (FEM): .+[iuo]tAt, t-insertion after vowel",

"regex": "^(?<root>.+[iuo])(?<suf>tAt)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.F"

},

{

"comment": "paucative: -Am: ..eCAm, 0 -> e; NB: \*CACeCAm <- CACC (formed with -etAm)",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<![lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]e[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>Am)$",

"replace": "${root}:${g1}${C}-${suf}:PAU.M"

},

{

"comment": "paucative: -At: ..eCAt, 0 -> e; NB: \*CACeCAt <- CACC (formed with -etAt)",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<![lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]e[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>At)$",

"replace": "${root}:${g1}${C}-${suf}:PAU.F"

},

{

"comment": "paucative: -Am: ..etAm, 0 -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tAm)$",

"replace": "${root}:${g1}-${suf}:PAU.M"

},

{

"comment": "paucative: -At: ..etAt, 0 -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tAt)$",

"replace": "${root}:${g1}-${suf}:PAU.F"

},

{

"comment": "paucative: -Am: ..eCAm, a -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Am)$",

"replace": "${root}:${g1}a${C}-${suf}:PAU.M"

},

{

"comment": "paucative: -At: ..eCAt, a -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>At)$",

"replace": "${root}:${g1}a${C}-${suf}:PAU.F"

},

{

"comment": "paucative: -Am: ..etAm, a -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tAm)$",

"replace": "${root}:${g1}a-${suf}:PAU.M"

},

{

"comment": "paucative: -At: ..etAt, a -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tAt)$",

"replace": "${root}:${g1}a-${suf}:PAU.F"

},

{

"comment": "paucative: -Am: ..eCAm, A -> e",

"regex": "^(?<root>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Am)$",

"replace": "${root}:${g1}A${C}-${suf}:PAU.M"

},

{

"comment": "paucative: -At: ..eCAt, A -> e; NB: \*CeC-At <- CAC (formed with -etAt)",

"regex": "^(?<root>(?<g1>.{2,})e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>At)$",

"replace": "${root}:${g1}A${C}-${suf}:PAU.F"

},

{

"comment": "paucative: -Am: ..etAm, A -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tAm)$",

"replace": "${root}:${g1}A-${suf}:PAU.M"

},

{

"comment": "paucative: -At: ..etAt, A -> e, t-insertion",

"regex": "^(?<root>(?<g1>.+)e)(?<suf>tAt)$",

"replace": "${root}:${g1}A-${suf}:PAU.F"

},

{

"comment": "paucative: -Am: ..eCAm, e -> e",

"regex": "^(?<root>.+e[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>Am)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.M"

},

{

"comment": "paucative: -At: ..eCAt, e -> e; NB: \*CeC-At <- CeC",

"regex": "^(?<root>.{2,}e[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>At)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.F"

},

{

"comment": "paucative: -Am: ..etAm, e -> e, t-insertion",

"regex": "^(?<root>.+e)(?<suf>tAm)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.M"

},

{

"comment": "paucative: -At: ..etAt, e -> e, t-insertion",

"regex": "^(?<root>.+e)(?<suf>tAt)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.F"

},

{

"comment": "CCC -> CC{2}C + Am (along with -> e)",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Am)$",

"replace": "${root}:${C1}${C2cons}${C3}-${suf}:PAU.M"

},

{

"comment": "CCC -> CC{2}C + At (along with -> e)",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>At)$",

"replace": "${root}:${C1}${C2cons}${C3}-${suf}:PAU.F"

},

{

"comment": "CaCaC -> CaC2aC + Am (along with -> e)",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Am)$",

"replace": "${root}:${C1}a${C2cons}a${C3}-${suf}:PAU.M"

},

{

"comment": "CaCaC -> CaC2aC + At (along with -> e)",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>At)$",

"replace": "${root}:${C1}a${C2cons}a${C3}-${suf}:PAU.F"

},

{

"comment": "CaCC -> CaC2C + Am (along with -> e)",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Am)$",

"replace": "${root}:${C1}a${C2cons}${C3}-${suf}:PAU.M"

},

{

"comment": "CaCC -> CaC2C + At (along with -> e)",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)e(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>At)$",

"replace": "${root}:${C1}a${C2cons}${C3}-${suf}:PAU.F"

},

{

"comment": "-At:F-it:PAU.F",

"regex": "^(?<root>.+)(?<sufFem>At)(?<sufDim>it)$",

"replace": "\\[${root}\\]:#-${sufFem}:F-${sufDim}:PAU.F"

},

{

"comment": "-t:F-it:PAU.F",

"regex": "^(?<root>.+)(?<sufFem>t)(?<sufDim>it)$",

"replace": "\\[${root}\\]:#-${sufFem}:F-${sufDim}:PAU.F"

},

{

"comment": "-etAm paucative",

"regex": "^(?<root>.+)(?<suf>etAm)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.M"

},

{

"comment": "-etAm paucative, Ca?C{2}etAm <- CVC",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<V>a?)(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>))(?<suf>etAm)$",

"replace": "${root}:${C1}${V}${C2}-${suf}:PAU.M"

},

{

"comment": "-etAt paucative, Ca?C{2}etAt <- CVC",

"regex": "^(?<root>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<V>a?)(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>))(?<suf>etAt)$",

"replace": "${root}:${C1}${V}${C2}-${suf}:PAU.F"

},

{

"comment": "-etAt paucative, C[Auieo]CetAt <- CVC",

"regex": "^(?<root>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><][Auieo][lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>etAt)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.F"

},

{

"comment": "-etAm paucative, CACCetAm <- CACC",

"regex": "^(?<root>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>etAm)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.M"

},

{

"comment": "-etAt paucative, CACCetAt <- CACC",

"regex": "^(?<root>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]A[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>etAt)$",

"replace": "\\[${root}\\]:#-${suf}:PAU.F"

},

{

"comment": "3-radical type A active participle, m. sg., CC{-L}C{-SV} (2nd not a laryngeal, 3rd not a semivowel) // qAtl",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwy])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.ACT.M.SG"

},

{

"comment": "3-radical type A active participle, f. sg., CC{-L}C{-SV} // qAtl-at",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwy])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.ACT-${suf}:M.SG"

},

{

"comment": "3-radical type A active participle, m. pl., CC{-L}C{-SV} // qAtl-Am",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwy])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.ACT-${suf}:M.PL"

},

{

"comment": "3-radical type A active participle, f. pl., CC{-L}C{-SV} // qAtl-At",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwy])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.ACT-${suf}:F.PL"

},

{

"comment": "3-radical type A active participle, m. sg., CC{+L}C{-SV}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.ACT.M.SG"

},

{

"comment": "3-radical type A active participle, f. sg., CC{+L}C{-SV}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.ACT-${suf}:F.SG"

},

{

"comment": "3-radical type A active participle, m. pl., CC{+L}C{-SV}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.ACT-${suf}:M.PL"

},

{

"comment": "3-radical type A active participle, f. pl., CC{+L}C{-SV}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.ACT-${suf}:F.PL"

},

{

"comment": "3-radical type A active participle, m. sg., CC{-L}y // qly -> qAli",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT.M.SG"

},

{

"comment": "3-radical type A active participle, f. sg., CC{-L}y // qly -> qAly-at",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT-${suf}:F.SG"

},

{

"comment": "3-radical type A active participle, f. sg., CC{-L}y; 2nd-3rd rad transposition // qly -> qAyl-at",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT-${suf}:F.SG"

},

{

"comment": "3-radical type A active participle, m. pl., CC{-L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT-${suf}:M.PL"

},

{

"comment": "3-radical type A active participle, m. pl., CC{-L}y; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT-${suf}:M.PL"

},

{

"comment": "3-radical type A active participle, f. pl., CC{-L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT-${suf}:F.PL"

},

{

"comment": "3-radical type A active participle, f. pl., CC{-L}y; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT-${suf}:F.PL"

},

{

"comment": "3-radical type A active participle, m. sg., CC{-L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT.M.SG"

},

{

"comment": "3-radical type A active participle, f. sg., CC{-L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT-${suf}:F.SG"

},

{

"comment": "3-radical type A active participle, f. sg., CC{-L}w; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT-${suf}:F.SG"

},

{

"comment": "3-radical type A active participle, m. pl., CC{-L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT-${suf}:M.PL"

},

{

"comment": "3-radical type A active participle, m. pl., CC{-L}w; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT-${suf}:M.PL"

},

{

"comment": "3-radical type A active participle, f. pl., CC{-L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT-${suf}:F.PL"

},

{

"comment": "3-radical type A active participle, f. pl., CC{-L}w; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT-${suf}:F.PL"

},

{

"comment": "3-radical type A active participle, m. sg., CC{+L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT.M.SG"

},

{

"comment": "3-radical type A active participle, f. sg., CC{+L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT-${suf}:F.SG"

},

{

"comment": "3-radical type A active participle, m. pl., CC{+L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT-${suf}:M.PL"

},

{

"comment": "3-radical type A active participle, m. pl., CC{+L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.ACT-${suf}:F.PL"

},

{

"comment": "3-radical type A active participle, m. sg., CC{+L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT.M.SG"

},

{

"comment": "3-radical type A active participle, f. sg., CC{+L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT-${suf}:F.SG"

},

{

"comment": "3-radical type A active participle, m. pl., CC{+L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT-${suf}:M.PL"

},

{

"comment": "3-radical type A active participle, m. pl., CC{+L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.ACT-${suf}:F.PL"

},

{

"comment": "3-radical type B active participle, m. sg. // >m(2)r -> ma->amr-Ay",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}\\(2\\)${C3}\\)-${suf}:M.SG"

},

{

"comment": "3-radical type B active participle, m. sg., no suffix // >m(2)r -> ma->ammr",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\).M.SG"

},

{

"comment": "3-radical type B active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}\\(2\\)${C3}\\)-${suf}:F.SG"

},

{

"comment": "3-radical type B active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}\\(2\\)${C3}\\)-${suf}:PL"

},

{

"comment": "3-radical type C active participle, m. sg. // l(A)Sy -> ma-lASy-Ay",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}\\(A\\)${C2}${C3}\\)-${suf}:M.SG"

},

{

"comment": "3-radical type C active participle, m. sg., no suffix // l(A)Sy -> ma-lASy",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}\\(A\\)${C2}${C3}\\).M.SG"

},

{

"comment": "3-radical type C active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}\\(A\\)${C2}${C3}\\)-${suf}:F.SG"

},

{

"comment": "3-radical type C active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}\\(A\\)${C2}${C3}\\)-${suf}:PL"

},

{

"comment": "3-radical type A/B (from A) passive (t-) participle, m. sg. // ma-t-kabbt-Ay",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2cons}${C3}\\)-${suf}:M.SG"

},

{

"comment": "3-radical type A/B (from A) passive (t-) participle, m. sg., no suffix // ma-t-kabbt",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2cons}${C3}\\).M.SG"

},

{

"comment": "3-radical type A/B (from A) passive (t-) participle, f. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2cons}${C3}\\)-${suf}:F.SG"

},

{

"comment": "3-radical type A/B (from A) passive (t-) participle, f. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2cons}${C3}\\)-${suf}:PL"

},

{

"comment": "3-radical type A/B (from B) passive (t-) participle, m. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\)-${suf}:M.SG"

},

{

"comment": "3-radical type A/B (from B) passive (t-) participle, m. sg., no suffix",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\).M.SG"

},

{

"comment": "3-radical type A/B (from B) passive (t-) participle, f. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\)-${suf}:F.SG"

},

{

"comment": "3-radical type A/B (from B) passive (t-) participle, pl.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\)-${suf}:PL"

},

{

"comment": "3-radical type C passive (t-) participle, m. sg. // ma-t-gAmr-Ay",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}\\(A\\)${C2cons}${C3}\\)-${suf}:M.SG"

},

{

"comment": "3-radical type C passive (t-) participle, m. sg., no suffix // ma-t-gAmr",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}\\(A\\)${C2cons}${C3}\\).M.SG"

},

{

"comment": "3-radical type C passive (t-) participle, f. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}\\(A\\)${C2cons}${C3}\\)-${suf}:F.SG"

},

{

"comment": "3-radical type C passive (t-) participle, pl.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}\\(A\\)${C2cons}${C3}\\)-${suf}:PL"

},

{

"comment": "3-radical type >a-A active participle, m. sg. // ma-wld-Ay",

"regex": "^(?<pref>ma)(?<stem>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]{3})(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${stem}\\)-${suf}:M.SG"

},

{

"comment": "3-radical type >a-A active participle, m. sg., no suffix // ma-wld",

"regex": "^(?<pref>ma)(?<stem>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]{3})$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${stem}\\).M.SG"

},

{

"comment": "3-radical type >a-A active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]{3})(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${stem}\\)-${suf}:F.SG"

},

{

"comment": "3-radical type >a-A active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]{3})(?<suf>at)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${stem}\\)-${suf}:PL"

},

{

"comment": "3-radical type >a-B active participle, m. sg.; identical to B active ptcp",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}\\(2\\)${C3}\\)-${suf}:M.SG"

},

{

"comment": "3-radical type >a-B active participle, m. sg., no suffix",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}\\(2\\)${C3}\\).M.SG"

},

{

"comment": "3-radical type >a-B active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}\\(2\\)${C3}\\)-${suf}:F.SG"

},

{

"comment": "3-radical type >a-B active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}\\(2\\)${C3}\\)-${suf}:PL"

},

{

"comment": "3-radical type >a-C active participle, m. sg.; identical to C active ptcp",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}\\(A\\)${C2}${C3}\\)-${suf}:M.SG"

},

{

"comment": "3-radical type >a-C active participle, m. sg., no suffix",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}\\(A\\)${C2}${C3}\\).M.SG"

},

{

"comment": "3-radical type >a-C active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}\\(A\\)${C2}${C3}\\)-${suf}:F.SG"

},

{

"comment": "3-radical type >a-C active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}\\(A\\)${C2}${C3}\\)-${suf}:PL"

},

{

"comment": "3-radical type >at-C active participle, m. sg.; identical to C passive (t-) ptcp",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${prefPtcp}:PTCP.ACT-${prefCaus}:CAUS-${stem}:\\(${C1}\\(A\\)${C2cons}${C3}\\)-${suf}:M.SG"

},

{

"comment": "3-radical type >at-C active participle, m. sg., no suffix",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefPtcp}:PTCP.ACT-${prefCaus}:CAUS-${stem}:\\(${C1}\\(A\\)${C2cons}${C3}\\).M.SG"

},

{

"comment": "3-radical type >at-C active participle, f. sg.",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${prefPtcp}:PTCP.ACT-${prefCaus}:CAUS-${stem}:\\(${C1}\\(A\\)${C2cons}${C3}\\)-${suf}:F.SG"

},

{

"comment": "3-radical type >at-C active participle, pl.",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${prefPtcp}:PTCP.ACT-${prefCaus}:CAUS-${stem}:\\(${C1}\\(A\\)${C2cons}${C3}\\)-${suf}:PL"

},

{

"comment": "3-radical type A passive participle, m. sg. // qtul. NB: \*CCuw (CCw -> CCuy), etc. for all other forms",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.PASS.M.SG"

},

{

"comment": "3-radical type A passive participle, f. sg., 3rd not y, no suffix // qtl",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${stem}\\).PTCP.PASS.F.SG"

},

{

"comment": "3-radical type A passive participle, f. sg., 3rd not y, with suffix // qtl-t",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>t)$",

"replace": "${stem}:\\(${stem}\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "3-radical type A passive participle, m. pl., CCC{-L} // qtul-Am",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "3-radical type A passive participle, f. pl., CCC{-L} // qtul-At",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "3-radical type A passive participle, m. sg., CCuy <- CCw // qtul. NB: \*CCuw (CCw -> CCuy), etc. for all other forms",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.PASS.M.SG"

},

{

"comment": "3-radical type A passive participle, f. sg., CCi <- CCy, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.PASS.F.SG"

},

{

"comment": "3-radical type A passive participle, f. sg., CCi-t <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}y\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "3-radical type A passive participle, f. sg., CCi <- CCw, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.PASS.F.SG"

},

{

"comment": "3-radical type A passive participle, f. sg., CCi-t <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "3-radical type A passive participle, m. pl., CCuy-Am <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "3-radical type A passive participle, f. pl., CCuy-At <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}w\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "3-radical type A passive participle, m. pl., CCC{+L} // bzH-Am",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[hHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "3-radical type A passive participle, f. pl., CCC{+L} // bzH-At",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[hHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "3-radical type B passive participle, m. sg.",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\).PTCP.PASS.M.SG"

},

{

"comment": "3-radical type B passive participle, f. sg., 3rd not y, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\).PTCP.PASS.F.SG"

},

{

"comment": "3-radical type B passive participle, f. sg., 3rd not y, with suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "3-radical type B passive participle, m. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "3-radical type B passive participle, f. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "3-radical type B passive participle, m. sg., CCuy <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)uy)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)w\\).PTCP.PASS.M.SG"

},

{

"comment": "3-radical type B passive participle, f. sg., CCi <- CCy, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)i)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)y\\).PTCP.PASS.F.SG"

},

{

"comment": "3-radical type B passive participle, f. sg., CCi-t <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)y\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "3-radical type B passive participle, f. sg., CCi <- CCw, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)i)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)w\\).PTCP.PASS.F.SG"

},

{

"comment": "3-radical type B passive participle, f. sg., CCi-t <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)w\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "3-radical type B passive participle, m. pl., CCuy-Am <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)uy)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)w\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "3-radical type B passive participle, f. pl., CCuy-At <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)uy)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)w\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "3-radical type B passive participle, m. pl., CCC{+L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)(?<C3>[hHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "3-radical type B passive participle, f. pl., CCC{+L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>(?<C2cons>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2cons>)(?<C3>[hHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2cons}\\(2\\)${C3}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "3-radical type C passive participle, m. sg.",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}${C3}\\).PTCP.PASS.M.SG"

},

{

"comment": "3-radical type C passive participle, f. sg., 3rd not y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>t)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}${C3}\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "3-radical type C passive participle, m. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}${C3}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "3-radical type C passive participle, f. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}${C3}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "3-radical type C passive participle, m. sg., CuCuy <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}w\\).PTCP.PASS.M.SG"

},

{

"comment": "3-radical type C passive participle, f. sg., CuCi-t <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}y\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "3-radical type C passive participle, f. sg., CuCi-t <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}w\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "3-radical type C passive participle, m. pl., CuCuy-Am <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}w\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "3-radical type C passive participle, f. pl., CuCuy-At <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>At)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}w\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "3-radical type C passive participle, m. pl., CCC{+L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[hHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}${C3}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "3-radical type C passive participle, f. pl., CCC{+L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[hHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}\\(A\\)${C2}${C3}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "4-radical type A active participle, m. sg. // xnkl -> ma-xankl-Ay",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:M.SG"

},

{

"comment": "4-radical type A active participle, m. sg., no suffix // ma-xankl",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}${C4}\\).M.SG"

},

{

"comment": "4-radical type A active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:F.SG"

},

{

"comment": "4-radical type A active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:PL"

},

{

"comment": "4-radical type C active participle, m. sg. // l(A)Sy -> ma-lASy-Ay",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:M.SG"

},

{

"comment": "4-radical type C active participle, m. sg., no suffix // l(A)Sy -> ma-lASy",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\).M.SG"

},

{

"comment": "4-radical type C active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:F.SG"

},

{

"comment": "4-radical type C active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:PL"

},

{

"comment": "4-radical type A passive (t-) participle, m. sg. // ma-t-kabbt-Ay",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:M.SG"

},

{

"comment": "4-radical type A passive (t-) participle, m. sg., no suffix // ma-t-kabbt",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C3}${C4}\\).M.SG"

},

{

"comment": "4-radical type A passive (t-) participle, f. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:F.SG"

},

{

"comment": "4-radical type A passive (t-) participle, f. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:PL"

},

{

"comment": "4-radical type C passive (t-) participle, m. sg. // ma-t-gAmr-Ay",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:M.SG"

},

{

"comment": "4-radical type C passive (t-) participle, m. sg., no suffix // ma-t-gAmr",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\).M.SG"

},

{

"comment": "4-radical type C passive (t-) participle, f. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:F.SG"

},

{

"comment": "4-radical type C passive (t-) participle, pl.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:PL"

},

{

"comment": "4-radical type >a-A active participle, m. sg. // ma-wld-Ay",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:M.SG"

},

{

"comment": "4-radical type >a-A active participle, m. sg., no suffix // ma-wld",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}${C3}${C4}\\).M.SG"

},

{

"comment": "4-radical type >a-A active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:F.SG"

},

{

"comment": "4-radical type >a-A active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:PL"

},

{

"comment": "4-radical type >a-C active participle, m. sg.; identical to C active ptcp",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}\\(A\\)${C3}${C4}\\)-${suf}:M.SG"

},

{

"comment": "4-radical type >a-C active participle, m. sg., no suffix",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}\\(A\\)${C3}${C4}\\).M.SG"

},

{

"comment": "4-radical type >a-C active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:F.SG"

},

{

"comment": "4-radical type >a-C active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT.CAUS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:PL"

},

{

"comment": "4-radical type >at-C active participle, m. sg.; identical to C passive (t-) ptcp",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${prefPtcp}:PTCP.ACT-${prefCaus}:CAUS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:M.SG"

},

{

"comment": "4-radical type >at-C active participle, m. sg., no suffix",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefPtcp}:PTCP.ACT-${prefCaus}:CAUS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\).M.SG"

},

{

"comment": "4-radical type >at-C active participle, f. sg.",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${prefPtcp}:PTCP.ACT-${prefCaus}:CAUS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:F.SG"

},

{

"comment": "4-radical type >at-C active participle, pl.",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${prefPtcp}:PTCP.ACT-${prefCaus}:CAUS-${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\)-${suf}:PL"

},

{

"comment": "4-radical type D active participle, m. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C4}\\).FREQ-${suf}:M.SG"

},

{

"comment": "4-radical type D active participle, m. sg., no suffix",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C4}\\).FREQ.M.SG"

},

{

"comment": "4-radical type D active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C4}\\).FREQ-${suf}:F.SG"

},

{

"comment": "4-radical type D active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C4}\\).FREQ-${suf}:PL"

},

{

"comment": "4-radical type t-D passive participle, m. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C4}\\).FREQ-${suf}:M.SG"

},

{

"comment": "4-radical type t-D passive participle, m. sg., no suffix",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C4}\\).FREQ.M.SG"

},

{

"comment": "4-radical type t-D passive participle, f. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C4}\\).FREQ-${suf}:F.SG"

},

{

"comment": "4-radical type t-D passive participle, pl.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C4}\\).FREQ-${suf}:PL"

},

{

"comment": "4-radical type t-D passive participle, m. sg.",

"regex": "^(?<prefPtcp>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${prefPtcp}:PTCP-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C4}\\).FREQ-${suf}:M.SG"

},

{

"comment": "4-radical type >at-D active participle, m. sg., no suffix",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefPtcp}:PTCP.ACT-${stem}:\\(${C1}${C2}${C4}\\).FREQ.M.SG"

},

{

"comment": "4-radical type >at-D active participle, f. sg.",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${prefPtcp}:PTCP.ACT-${stem}:\\(${C1}${C2}${C4}\\).FREQ-${suf}:F.SG"

},

{

"comment": "4-radical type >at-D active participle, pl.",

"regex": "^(?<prefPtcp>m)(?<prefCaus>at)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${prefPtcp}:PTCP.ACT-${stem}:\\(${C1}${C2}${C4}\\).FREQ-${suf}:PL"

},

{

"comment": "4-radical type A passive participle, m. sg.",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}\\).PTCP.PASS.M.SG"

},

{

"comment": "4-radical type A passive participle, f. sg., 3rd not y, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${stem}\\).PTCP.PASS.F.SG"

},

{

"comment": "4-radical type A passive participle, f. sg., 3rd not y, with suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>t)$",

"replace": "${stem}:\\(${stem}\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "4-radical type A passive participle, m. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "4-radical type A passive participle, f. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "4-radical type A passive participle, m. sg., CCuy <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)$",

"replace": "${stem}:\\(${C1}${C2}${C3}w\\).PTCP.PASS.M.SG"

},

{

"comment": "4-radical type A passive participle, f. sg., CCi <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}${C3}y\\).PTCP.PASS.F.SG"

},

{

"comment": "4-radical type A passive participle, f. sg., CCi-t <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}${C3}y\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "4-radical type A passive participle, f. sg., CCi <- CCw, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}${C3}w\\).PTCP.PASS.F.SG"

},

{

"comment": "4-radical type A passive participle, f. sg., CCi-t <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}${C3}w\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "4-radical type A passive participle, m. pl., CCuy-Am <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}w\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "4-radical type A passive participle, f. pl., CCuy-At <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}w\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "4-radical type A passive participle, m. pl., CCC{+L} // bzH-Am",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[hHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "4-radical type A passive participle, f. pl., CCC{+L} // bzH-At",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[hHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "4-radical type C passive participle, m. sg.",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\).PTCP.PASS.M.SG"

},

{

"comment": "4-radical type C passive participle, f. sg., 3rd not y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "4-radical type C passive participle, m. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "4-radical type C passive participle, f. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "4-radical type C passive participle, m. sg., CuCuy <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}w\\).PTCP.PASS.M.SG"

},

{

"comment": "4-radical type C passive participle, f. sg., CuCi-t <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}y\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "4-radical type C passive participle, f. sg., CuCi-t <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}w\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "4-radical type C passive participle, m. pl., CuCuy-Am <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}w\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "4-radical type C passive participle, f. pl., CuCuy-At <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}w\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "4-radical type C passive participle, m. pl., CCC{+L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[hHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "4-radical type C passive participle, f. pl., CCC{+L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[hHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}\\(A\\)${C3}${C4}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "4-radical type D passive participle, m. sg.",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}${C4}\\).FREQ.PTCP.PASS.M.SG"

},

{

"comment": "4-radical type D passive participle, f. sg., 3rd not y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>(?<C4>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}${C4}\\).FREQ.PTCP.PASS-${suf}:F.SG"

},

{

"comment": "4-radical type D passive participle, m. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C4}\\).FREQ.PTCP.PASS-${suf}:M.PL"

},

{

"comment": "4-radical type D passive participle, f. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C4}\\).FREQ.PTCP.PASS-${suf}:F.PL"

},

{

"comment": "4-radical type D passive participle, m. sg., CuCuy <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>uy)$",

"replace": "${stem}:\\(${C1}${C2}w\\).FREQ.PTCP.PASS.M.SG"

},

{

"comment": "4-radical type D passive participle, f. sg., CuCi-t <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}y\\).FREQ.PTCP.PASS-${suf}:F.SG"

},

{

"comment": "4-radical type D passive participle, f. sg., CuCi-t <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}w\\).FREQ.PTCP.PASS-${suf}:F.SG"

},

{

"comment": "4-radical type D passive participle, m. pl., CuCuy-Am <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>uy)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}w\\).FREQ.PTCP.PASS-${suf}:M.PL"

},

{

"comment": "4-radical type D passive participle, f. pl., CuCuy-At <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>uy)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}w\\).FREQ.PTCP.PASS-${suf}:F.PL"

},

{

"comment": "4-radical type D passive participle, m. pl., CCC{+L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>(?<C4>[hHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C4}\\).FREQ.PTCP.PASS-${suf}:M.PL"

},

{

"comment": "4-radical type D passive participle, f. pl., CCC{+L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u\\k<C2>(?<C4>[hHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C4}\\).FREQ.PTCP.PASS-${suf}:F.PL"

},

{

"comment": "5-radical type A active participle, m. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}${C4}${C5}\\)-${suf}:M.SG"

},

{

"comment": "5-radical type A active participle, m. sg., no suffix",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}${C4}${C5}\\).M.SG"

},

{

"comment": "5-radical type A active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}${C4}${C5}\\)-${suf}:F.SG"

},

{

"comment": "5-radical type A active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}${C4}${C5}\\)-${suf}:PL"

},

{

"comment": "5-radical type A passive participle, m. sg.",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C5>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${C2}${C3}${C4}${C5}\\).PTCP.PASS.M.SG"

},

{

"comment": "5-radical type A passive participle, f. sg., 3rd not y, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${stem}\\).PTCP.PASS.F.SG"

},

{

"comment": "5-radical type A passive participle, f. sg., 3rd not y, with suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>t)$",

"replace": "${stem}:\\(${stem}\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "5-radical type A passive participle, m. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C5>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}${C5}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "5-radical type A passive participle, f. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C5>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}${C5}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "5-radical type A passive participle, m. sg., CCuy <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}w\\).PTCP.PASS.M.SG"

},

{

"comment": "5-radical type A passive participle, f. sg., CCi <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}y\\).PTCP.PASS.F.SG"

},

{

"comment": "5-radical type A passive participle, f. sg., CCi-t <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}y\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "5-radical type A passive participle, f. sg., CCi <- CCw, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}w\\).PTCP.PASS.F.SG"

},

{

"comment": "5-radical type A passive participle, f. sg., CCi-t <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}w\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "5-radical type A passive participle, m. pl., CCuy-Am <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}w\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "5-radical type A passive participle, f. pl., CCuy-At <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}w\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "5-radical type A passive participle, m. pl., CCC{+L} // bzH-Am",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[hHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}${C5}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "5-radical type A passive participle, f. pl., CCC{+L} // bzH-At",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[hHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}${C5}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "5-radical type C active participle, m. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ay)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}${C5}\\)-${suf}:M.SG"

},

{

"comment": "5-radical type C active participle, m. sg., no suffix",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}${C5}\\).M.SG"

},

{

"comment": "5-radical type C active participle, f. sg.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Ayt)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}${C5}\\)-${suf}:F.SG"

},

{

"comment": "5-radical type C active participle, pl.",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${pref}:PTCP.ACT-${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}${C5}\\)-${suf}:PL"

},

{

"comment": "5-radical type C passive participle, m. sg.",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C5>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${C2}${C3}\\(A\\)${C4}${C5}\\).PTCP.PASS.M.SG"

},

{

"comment": "5-radical type C passive participle, f. sg., 3rd not y, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[lmrsxqbtnkzdGgTCSfcZpPyhHX><]))$",

"replace": "${stem}:\\(${stem}\\).PTCP.PASS.F.SG"

},

{

"comment": "5-radical type C passive participle, f. sg., 3rd not y, with suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>t)$",

"replace": "${stem}:\\(${stem}\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "5-radical type C passive participle, m. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C5>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}${C5}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "5-radical type C passive participle, f. pl., CCC{-L}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C5>[lmrsxqbtnkzdGgTCSfcZpPy]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}${C5}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "5-radical type C passive participle, m. sg., CCuy <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}w\\).PTCP.PASS.M.SG"

},

{

"comment": "5-radical type C passive participle, f. sg., CCi <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}y\\).PTCP.PASS.F.SG"

},

{

"comment": "5-radical type C passive participle, f. sg., CCi-t <- CCy",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}y\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "5-radical type C passive participle, f. sg., CCi <- CCw, no suffix",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}w\\).PTCP.PASS.F.SG"

},

{

"comment": "5-radical type C passive participle, f. sg., CCi-t <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)(?<suf>t)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}w\\).PTCP.PASS-${suf}:F.SG"

},

{

"comment": "5-radical type C passive participle, m. pl., CCuy-Am <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}w\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "5-radical type C passive participle, f. pl., CCuy-At <- CCw",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])uy)(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}w\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "5-radical type C passive participle, m. pl., CCC{+L} // bzH-Am",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[hHX><]))(?<suf>Am)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}${C5}\\).PTCP.PASS-${suf}:M.PL"

},

{

"comment": "5-radical type C passive participle, f. pl., CCC{+L} // bzH-At",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C5>[hHX><]))(?<suf>At)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}${C5}\\).PTCP.PASS-${suf}:F.PL"

},

{

"comment": "3-radical type A agentive noun, f. sg., CC{-L}C{-SV} // qAtl-Ayt",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwy])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Ayt)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, pl., CC{-L}C{-SV} // qAtl-at",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwy])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:AGNZ.PL"

},

{

"comment": "3-radical type A agentive noun, m. sg., CC{-L}C{-SV} // qAtl-Ay",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwy])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Ay)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, f. sg., CC{+L}C{-SV}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Ayt)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:AGNZ.F.SG"

},

{

"comment": "3-radical type A agentive noun, pl., CC{+L}C{-SV}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:AGNZ.PL"

},

{

"comment": "3-radical type A agentive noun, m. sg., CC{+L}C{-SV}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Ay)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, f. sg., CC{-L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>Ayt)$",

"replace": "${stem}:\\(${C1}${C2}y\\)-${suf}:AGNZ.F.SG"

},

{

"comment": "3-radical type A agentive noun, f. sg., CC{-L}y; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Ayt)$",

"replace": "${stem}:\\(${C1}${C2}y\\)-${suf}:AGNZ.F.SG"

},

{

"comment": "3-radical type A agentive noun, pl., CC{-L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}y\\)-${suf}:AGNZ.PL"

},

{

"comment": "3-radical type A agentive noun, pl., CC{-L}y; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}y\\)-${suf}:AGNZ.PL"

},

{

"comment": "3-radical type A agentive noun, m. sg., CC{-L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>Ay)$",

"replace": "${stem}:\\(${C1}${C2}y\\)-${suf}:AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, m. sg., CC{-L}y; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Ay)$",

"replace": "${stem}:\\(${C1}${C2}y\\)-${suf}:AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, f. sg., CC{-L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>Ayt)$",

"replace": "${stem}:\\(${C1}${C2}w\\)-${suf}:AGNZ.F.SG"

},

{

"comment": "3-radical type A agentive noun, f. sg., CC{-L}w; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Ayt)$",

"replace": "${stem}:\\(${C1}${C2}w\\)-${suf}:AGNZ.F.SG"

},

{

"comment": "3-radical type A agentive noun, pl., CC{-L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}w\\)-${suf}:AGNZ.PL"

},

{

"comment": "3-radical type A agentive noun, pl., CC{-L}w; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}w\\)-${suf}:AGNZ.PL"

},

{

"comment": "3-radical type A agentive noun, m. sg., CC{-L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><])y)(?<suf>Ay)$",

"replace": "${stem}:\\(${C1}${C2}w\\)-${suf}:AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, m. sg., CC{-L}w; 2nd-3rd rad transposition",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])Ay(?<C2>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>Ay)$",

"replace": "${stem}:\\(${C1}${C2}w\\)-${suf}:AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, f. sg., CC{+L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>Ayt)$",

"replace": "${stem}:\\(${C1}${C2}w\\)-${suf}:AGNZ.F.SG"

},

{

"comment": "3-radical type A agentive noun, pl., CC{+L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}w\\)-${suf}:AGNZ.PL"

},

{

"comment": "3-radical type A agentive noun, pl., CC{+L}w",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>Ay)$",

"replace": "${stem}:\\(${C1}${C2}w\\)-${suf}:AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, f. sg., CC{+L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>Ayt)$",

"replace": "${stem}:\\(${C1}${C2}y\\)-${suf}:AGNZ.F.SG"

},

{

"comment": "3-radical type A agentive noun, pl., CC{+L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}y\\)-${suf}:AGNZ.PL"

},

{

"comment": "3-radical type A agentive noun, pl., CC{+L}y",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])y)(?<suf>Ay)$",

"replace": "${stem}:\\(${C1}${C2}y\\)-${suf}:AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, m. sg. // qatAl",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}y\\).AGNZ.M.SG"

},

{

"comment": "3-radical type A agentive noun, m. sg. // qatAl-i",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>i)$",

"replace": "${stem}:\\(${C1}${C2}y\\).AGNZ-${suf}:M.SG"

},

{

"comment": "3-radical type A agentive noun, f. sg. // qatAl-it",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>it)$",

"replace": "${stem}:\\(${C1}${C2}y\\).AGNZ-${suf}:F.SG"

},

{

"comment": "3-radical type A agentive noun, m. pl. // qatAl-yAm",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>yAm)$",

"replace": "${stem}:\\(${C1}${C2}y\\).AGNZ-${suf}:M.PL"

},

{

"comment": "3-radical type A agentive noun, f. pl. // qatAl-yAt",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>yAt)$",

"replace": "${stem}:\\(${C1}${C2}y\\).AGNZ-${suf}:F.PL"

},

{

"comment": "3-radical type A infinitive: CaC{-L}i?C",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwy])i?(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).INF"

},

{

"comment": "3-radical type A infinitive: CC{+L}i?C{-SV}",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])i?(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).INF"

},

{

"comment": "3-radical type A infinitive: CC{+L}i (i <- y)",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[hHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}y\\).INF"

},

{

"comment": "3-radical type A infinitive: CCCat",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>at)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:INF"

},

{

"comment": "3-radical type A infinitive: CCCAn",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>An)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:INF"

},

{

"comment": "3-radical type A infinitive: CCCo",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>o)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:INF"

},

{

"comment": "3-radical type A infinitive: mCCCAl",

"regex": "^(?<pref>m)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Al)$",

"replace": "${pref}:INF-${stem}:\\(${C1}${C2}${C3}\\)-${suf}:INF"

},

{

"comment": "3-radical type A infinitive: CCCe",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>e)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\)-${suf}:INF"

},

{

"comment": "3-radical type A infinitive: CaCi (i <- y)",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])i)$",

"replace": "${stem}:\\(${C1}${C2}y\\).INF"

},

{

"comment": "3-radical type B -ot infinitive",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpP])\\k<C2>(?<C3>[lmrsxqbtnkzdGgTCSfcZpPhHX><]))(?<suf>ot)$",

"replace": "${stem}:\\(${C1}${C2}\\(2\\)${C3}\\)-${suf}:INF"

},

{

"comment": "3-radical type B -ot infinitive, C2 lar/SV",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[wyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpwyPhHX><]))(?<suf>ot)$",

"replace": "${stem}:\\(${C1}${C2}\\(2\\)${C3}\\)-${suf}:INF"

},

{

"comment": "3,4,5-radical type C -ot infinitive",

"regex": "^(?<stem>(?<syl1>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a)?(?<syl2>(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a)?(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>ot)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\(A\\)${C4}${C5}\\)-${suf}:INF"

},

{

"comment": "4-radical type A -ot infinitive",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>ot)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}\\)-${suf}:INF"

},

{

"comment": "4-radical type D -ot infinitive",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>ot)$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).FREQ-${suf}:INF"

},

{

"comment": "5-radical type A -ot infinitive",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2>a\\k<C3>)(?<suf>ot)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C2}${C3}\\)-${suf}:INF"

},

{

"comment": "3-radical t-A infinitive // ma-t-qallA<",

"regex": "^(?<prefInf>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2>A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefInf}:INF-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C3}\\).INF"

},

{

"comment": "3-radical t-B infinitive // ma-t-qallA<",

"regex": "^(?<prefInf>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2>A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefInf}:INF-${prefPass}:PASS-${stem}:\\(${C1}${C2}\\(2\\)${C3}\\).INF"

},

{

"comment": "3,4,5-radical t-C infinitive",

"regex": "^(?<prefInf>ma)(?<prefPass>t)(?<stem>(?<syl1>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a)?(?<syl2>(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a)?(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C5>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefInf}:INF-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C3}${C4}${C5}\\).INF"

},

{

"comment": "4-radical t-D infinitive",

"regex": "^(?<prefInf>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A\\k<C2>A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefInf}:INF-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C3}\\).FREQ.INF"

},

{

"comment": "4-radical t-A infinitive",

"regex": "^(?<prefInf>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${prefInf}:INF-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C3}${C4}\\).INF"

},

{

"comment": "5-radical t-A infinitive",

"regex": "^(?<prefInf>ma)(?<prefPass>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2>A\\k<C3>)$",

"replace": "${prefInf}:INF-${prefPass}:PASS-${stem}:\\(${C1}${C2}${C3}${C2}${C3}\\).INF"

},

{

"comment": "4-radical t-A infinitive: CCCACe",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])A(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>e)$",

"replace": "${stem}:\\(${C1}${C2}${C3}${C4}\\).INF-${suf}:INF"

},

{

"comment": "3-radical A instrument nominalizer // ma-Ca?Ca?C-i",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(\\k<C2>)?a?(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>i)$",

"replace": "${pref}:INSNZ-${stem}:\\(${C1}${C2}${C3}\\).INSNZ-${suf}:INSNZ"

},

{

"comment": "4-radical A instrument nominalizer // ma-Ca?CCa?C-i",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(\\k<C3>)?a?(?<C4>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>i)$",

"replace": "${pref}:INSNZ-${stem}:\\(${C1}${C2}${C3}${C4}\\).INSNZ-${suf}:INSNZ"

},

{

"comment": "5-radical A instrument nominalizer // ma-CCaCCaC-i",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2>a\\k<C3>)(?<suf>i)$",

"replace": "${pref}:INSNZ-${stem}:\\(${C1}${C2}${C3}${C2}${C3}\\).INSNZ-${suf}:INSNZ"

},

{

"comment": "3-radical B instrument nominalizer // ma-saddaq-i",

"regex": "^(?<pref>ma)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2>a(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>i)$",

"replace": "${pref}:INSNZ-${stem}:\\(${C1}${C2}\\(2\\)${C3}\\).INSNZ-${suf}:INSNZ"

},

{

"comment": "result nominalizer // CC{2}AC",

"regex": "^(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])\\k<C2>A(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))$",

"replace": "${stem}:\\(${C1}${C2}${C3}\\).RESNZ"

},

{

"comment": "abstractivizer // CCCC?-nnat?",

"regex": "^(?<stem>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]{3,4})(?<suf>nnat?)$",

"replace": "${stem}:\\(${stem}\\)-${suf}:ABSZ"

}

]

======================================= lexicon.json ===========================================

**Примечание: Текст ниже идет в три колонки на каждой странице до конца содержимого файла lexicon.json.**

[

{

"comment": "personal pronoun: 1c sg",

"regex": "^(?<stem>>ana)$",

"replace": "${stem}:PRON.1.SG"

},

{

"comment": "personal pronoun: 2m sg",

"regex": "^(?<stem>>nta)$",

"replace": "${stem}:PRON.2.M.SG"

},

{

"comment": "personal pronoun: 2f sg",

"regex": "^(?<stem>>nti)$",

"replace": "${stem}:PRON.2.F.SG"

},

{

"comment": "personal pronoun: 3m sg",

"regex": "^(?<stem>htu)$",

"replace": "${stem}:PRON.3.M.SG"

},

{

"comment": "personal pronoun: 3f sg",

"regex": "^(?<stem>hta)$",

"replace": "${stem}:PRON.3.F.SG"

},

{

"comment": "personal pronoun: 1c pl",

"regex": "^(?<stem>hna)$",

"replace": "${stem}:PRON.1.PL"

},

{

"comment": "personal pronoun: 2m pl",

"regex": "^(?<stem>>ntum)$",

"replace": "${stem}:PRON.2.M.PL"

},

{

"comment": "personal pronoun: 2f pl",

"regex": "^(?<stem>>ntn)$",

"replace": "${stem}:PRON.2.F.PL"

},

{

"comment": "personal pronoun: 3m pl",

"regex": "^(?<stem>htom)$",

"replace": "${stem}:PRON.3.M.PL"

},

{

"comment": "personal pronoun: 3f pl",

"regex": "^(?<stem>htan)$",

"replace": "${stem}:PRON.3.F.PL"

},

{

"comment": "reflexive nos",

"regex": "^(?<stem>nos)$",

"replace": "${stem}:REFL"

},

{

"comment": "reflexive nos",

"regex": "^(?<stem>nos)$",

"replace": "${stem}:REFL"

},

{

"comment": "reciprocal nosnos (pl)",

"regex": "^(?<stem>nosnos)$",

"replace": "${stem}:RECP"

},

{

"comment": "reflexive nafs // in New Testament",

"regex": "^(?<stem>nafs)$",

"replace": "${stem}:REFL"

},

{

"comment": "reflexive ra>as",

"regex": "^(?<stem>ra>as)$",

"replace": "${stem}:REFL"

},

{

"comment": "reciprocal Hd",

"regex": "^(?<stem>Hd)$",

"replace": "${stem}:RECP"

},

{

"comment": "possessive nAy",

"regex": "^(?<stem>nAy)$",

"replace": "${stem}:POSS"

},

{

"comment": "what",

"regex": "^(?<stem>mi)$",

"replace": "${stem}:what"

},

{

"comment": "who",

"regex": "^(?<stem>man)$",

"replace": "${stem}:who"

},

{

"comment": "which",

"regex": "^(?<stem>>ay)(?<suf>i)$",

"replace": "${stem}:which-${suf}:M.SG"

},

{

"comment": "which",

"regex": "^(?<stem>>ay)(?<suf>a)$",

"replace": "${stem}:which-${suf}:F.SG"

},

{

"comment": "which",

"regex": "^(?<stem>>ay)(?<suf>om)$",

"replace": "${stem}:which-${suf}:M.PL"

},

{

"comment": "which",

"regex": "^(?<stem>>ay)(?<suf>an)$",

"replace": "${stem}:which-${suf}:F.PL"

},

{

"comment": "someone",

"regex": "^(?<stem>worot?)$",

"replace": "${stem}:someone.M.SG"

},

{

"comment": "someone",

"regex": "^(?<stem>Hatte)$",

"replace": "${stem}:someone.F.SG"

},

{

"comment": "(a) certain",

"regex": "^(?<stem>>gale)$",

"replace": "${stem}:such and such.ANIM"

},

{

"comment": "(a) certain",

"regex": "^(?<stem>>gale)(?<suf>tAy)$",

"replace": "${stem}:such and such.ANIM-${suf}:M.SG"

},

{

"comment": "(a) certain",

"regex": "^(?<stem>>gale)(?<suf>tat)$",

"replace": "${stem}:such and such.ANIM-${suf}:F.SG"

},

{

"comment": "(a) certain",

"regex": "^(?<stem>flAn)$",

"replace": "${stem}:such and such.INANIM"

},

{

"comment": "some, something",

"regex": "^(?<stem>gale)$",

"replace": "${stem}:some"

},

{

"comment": "something",

"regex": "^(?<stem1>gale)(?<stem2>gAr)$",

"replace": "${stem1}:some-${stem2}:thing"

},

{

"comment": "that which happened... / in the expression of -what/whoever-",

"regex": "^(?<relz>la)(?<stem>ga?>)(?<suf>a)$",

"replace": "${relz}:REL-${stem}:happen.PERF-${suf}:3.M.SG"

},

{

"comment": "...shall happen / in the expression of -what/whoever-",

"regex": "^(?<suf>l)(?<stem>gba>)$",

"replace": "${suf}:3.M.SG-${stem}:happen.JUSS"

},

{

"comment": "whatever, whoever, any",

"regex": "^(?<stem>dla)$",

"replace": "${stem}:any"

},

{

"comment": "nothing",

"regex": "^(?<stem>sema)$",

"replace": "${stem}:nothing"

},

{

"comment": "this, m.",

"regex": "^(?<stem>>ll)(?<suf>i)$",

"replace": "${stem}:DEM.PROX-${suf}:M.SG"

},

{

"comment": "this, f.",

"regex": "^(?<stem>>ll)(?<suf>a)$",

"replace": "${stem}:DEM.PROX-${suf}:F.SG"

},

{

"comment": "these, m.",

"regex": "^(?<stem>>ll)(?<suf>om)$",

"replace": "${stem}:DEM.PROX-${suf}:M.PL"

},

{

"comment": "these, f.",

"regex": "^(?<stem>>ll)(?<suf>an)$",

"replace": "${stem}:DEM.PROX-${suf}:F.PL"

},

{

"comment": "that, m.",

"regex": "^(?<stem>l[aoe]h)(?<suf>ay)$",

"replace": "${stem}:DEM.DIST-${suf}:M.SG"

},

{

"comment": "that, f.",

"regex": "^(?<stem>l[aoe]h)(?<suf>a)$",

"replace": "${stem}:DEM.DIST-${suf}:F.SG"

},

{

"comment": "those, m.",

"regex": "^(?<stem>l[aoe]h)(?<suf>om)$",

"replace": "${stem}:DEM.DIST-${suf}:M.PL"

},

{

"comment": "those, f.",

"regex": "^(?<stem>l[aoe]h)(?<suf>an)$",

"replace": "${stem}:DEM.DIST-${suf}:F.PL"

},

{

"comment": "copula: 1c sg",

"regex": "^(?<stem>>ana)$",

"replace": "${stem}:COP.1.SG"

},

{

"comment": "copula: 2m sg",

"regex": "^(?<stem>>nta)$",

"replace": "${stem}:COP.2.M.SG"

},

{

"comment": "copula: 2f sg",

"regex": "^(?<stem>>nti)$",

"replace": "${stem}:COP.2.F.SG"

},

{

"comment": "copula: 3m sg",

"regex": "^(?<stem>tu)$",

"replace": "${stem}:COP.3.M.SG"

},

{

"comment": "copula: 3f sg",

"regex": "^(?<stem>ta)$",

"replace": "${stem}:COP.3.F.SG"

},

{

"comment": "copula: 1c pl",

"regex": "^(?<stem>hna)$",

"replace": "${stem}:COP.1.PL"

},

{

"comment": "copula: 2m pl",

"regex": "^(?<stem>>ntum)$",

"replace": "${stem}:COP.2.M.PL"

},

{

"comment": "copula: 2f pl",

"regex": "^(?<stem>>ntn)$",

"replace": "${stem}:COP.2.F.PL"

},

{

"comment": "copula: 3m pl",

"regex": "^(?<stem>tom)$",

"replace": "${stem}:COP.3.M.PL"

},

{

"comment": "copula: 3f pl",

"regex": "^(?<stem>tan)$",

"replace": "${stem}:COP.3.F.PL"

},

{

"comment": "negative copula 3 m sg (fossilized)",

"regex": "^(?<stem>>ikon)$",

"replace": "${stem}:COP.3.F.PL.NEG"

},

{

"comment": "<ala-copula (past)",

"regex": "^(?<root><al)(?<suf>ko)$",

"replace": "${root}:COP.PST-${suf}:1.SG"

},

{

"comment": "",

"regex": "^(?<root><al)(?<suf>ka)$",

"replace": "${root}:COP.PST-${suf}:2.M.SG"

},

{

"comment": "",

"regex": "^(?<root><al)(?<suf>ki)$",

"replace": "${root}:COP.PST-${suf}:2.F.SG"

},

{

"comment": "",

"regex": "^(?<root><al)(?<suf>a)$",

"replace": "${root}:COP.PST-${suf}:3.M.SG"

},

{

"comment": "",

"regex": "^(?<root><al)(?<suf>at)$",

"replace": "${root}:COP.PST-${suf}:3.F.SG"

},

{

"comment": "",

"regex": "^(?<root><al)(?<suf>na)$",

"replace": "${root}:COP.PST-${suf}:1.PL"

},

{

"comment": "",

"regex": "^(?<root><al)(?<suf>kum)$",

"replace": "${root}:COP.PST-${suf}:2.M.PL"

},

{

"comment": "",

"regex": "^(?<root><al)(?<suf>kn)$",

"replace": "${root}:COP.PST-${suf}:2.F.PL"

},

{

"comment": "",

"regex": "^(?<root><al)(?<suf>aw)$",

"replace": "${root}:COP.PST-${suf}:2.M.PL"

},

{

"comment": "",

"regex": "^(?<root><al)(?<suf>aya)$",

"replace": "${root}:COP.PST-${suf}:2.F.PL"

},

{

"comment": "gab>a copula (non-past)",

"regex": "^(?<pref>>)(?<root>gabb>?)$",

"replace": "${pref}:1.SG-${root}:COP.NPST"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gabb>?)$",

"replace": "${pref}:2.M.SG-${root}:COP.NPST"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gabbi>?)$",

"replace": "${pref}:2.F.SG-${root}:COP.NPST"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gabb>)(?<suf>i)$",

"replace": "${pref}:2-${root}:COP.NPST-${suf}:F.SG"

},

{

"comment": "",

"regex": "^(?<pref>l)(?<root>gabb>?)$",

"replace": "${pref}:3.M.SG-${root}:COP.NPST"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gabb>?)$",

"replace": "${pref}:3.F.SG-${root}:COP.NPST"

},

{

"comment": "",

"regex": "^(?<pref>>n)(?<root>gabb>?)$",

"replace": "${pref}:1.PL-${root}:COP.NPST"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gabbu>?)$",

"replace": "${pref}:2-${root}:COP.NPST.M.PL"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gabb>)(?<suf>u)$",

"replace": "${pref}:2-${root}:COP.NPST-${suf}:M.PL"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gabba>?)$",

"replace": "${pref}:2-${root}:COP.NPST.F.PL"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gabb>)(?<suf>a)$",

"replace": "${pref}:2-${root}:COP.NPST-${suf}:F.PL"

},

{

"comment": "",

"regex": "^(?<pref>l)(?<root>gabbu>?)$",

"replace": "${pref}:3-${root}:COP.NPST.M.PL"

},

{

"comment": "",

"regex": "^(?<pref>l)(?<root>gabb>)(?<suf>u)$",

"replace": "${pref}:3-${root}:COP.NPST-${suf}:M.PL"

},

{

"comment": "",

"regex": "^(?<pref>l)(?<root>gabba>?)$",

"replace": "${pref}:3-${root}:COP.NPST.F.PL"

},

{

"comment": "",

"regex": "^(?<pref>l)(?<root>gabb>)(?<suf>a)$",

"replace": "${pref}:3-${root}:COP.NPST-${suf}:F.PL"

},

{

"comment": "gab>a copula (non-past), jussive",

"regex": "^(?<pref>>)(?<root>gba>?)$",

"replace": "${pref}:1.SG-${root}:COP.JUSS"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gba>?)",

"replace": "${pref}:2.M.SG-${root}:COP.JUSS"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gbi?>?)",

"replace": "${pref}:2.F.SG-${root}:COP.JUSS"

},

{

"comment": "",

"regex": "^(?<pref>l)(?<root>gba>?)",

"replace": "${pref}:3.M.SG-${root}:COP.JUSS"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gba>?)",

"replace": "${pref}:3.F.SG-${root}:COP.JUSS"

},

{

"comment": "",

"regex": "^(?<pref>n)(?<root>gba>?)$",

"replace": "${pref}:1.PL-${root}:COP.JUSS"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gbu>?)",

"replace": "${pref}:2-${root}:COP.JUSS.M.PL"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gb>)(?<suf>u)$",

"replace": "${pref}:2-${root}:COP.JUSS-${suf}:M.PL"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gb>)(?<suf>a)$",

"replace": "${pref}:2-${root}:COP.JUSS-${suf}:F.PL"

},

{

"comment": "",

"regex": "^(?<pref>t)(?<root>gb>)(?<suf>u)$",

"replace": "${pref}:2-${root}:COP.JUSS-${suf}:F.PL"

},

{

"comment": "",

"regex": "^(?<pref>l)(?<root>gbu>?)$",

"replace": "${pref}:3-${root}:COP.JUSS.M.PL"

},

{

"comment": "",

"regex": "^(?<pref>l)(?<root>gb>)(?<suf>u)$",

"replace": "${pref}:3-${root}:COP.JUSS-${suf}:M.PL"

},

{

"comment": "",

"regex": "^(?<pref>l)(?<root>gb>)(?<suf>a)$",

"replace": "${pref}:3-${root}:COP.JUSS-${suf}:F.PL"

},

{

"comment": "gab>a copula (non-past), imperative",

"regex": "^(?<root>gba>)$",

"replace": "${root}:COP.IMP.M.SG"

},

{

"comment": "",

"regex": "^(?<root>gb>)(?<suf>i)$",

"replace": "${root}:COP.IMP-${suf}:F.SG"

},

{

"comment": "",

"regex": "^(?<root>gbi>)$",

"replace": "${root}:COP.IMP.F.SG"

},

{

"comment": "",

"regex": "^(?<root>gb>)(?<suf>u)$",

"replace": "${root}:COP.IMP-${suf}:M.PL"

},

{

"comment": "",

"regex": "^(?<root>gbu>)$",

"replace": "${root}:COP.IMP.M.PL"

},

{

"comment": "",

"regex": "^(?<root>gb>)(?<suf>a)$",

"replace": "${root}:COP.IMP-${suf}:F.PL"

},

{

"comment": "ttu (subordinating copula)",

"regex": "^(?<pref>t)(?<part>tu)$",

"replace": "${pref}:SUBORD-${part}:COP.3.SG"

},

{

"comment": "halla existential (prf forms, npst meaning)",

"regex": "^(?<root>halle)(?<suf>ko)$",

"replace": "${root}:EXIST-${suf}:1.SG"

},

{

"comment": "",

"regex": "^(?<root>halle)(?<suf>ka)$",

"replace": "${root}:EXIST-${suf}:2.M.SG"

},

{

"comment": "",

"regex": "^(?<root>halle)(?<suf>ki)$",

"replace": "${root}:EXIST-${suf}:2.F.SG"

},

{

"comment": "",

"regex": "^(?<root>hall)(?<suf>a)$",

"replace": "${root}:EXIST-${suf}:3.M.SG"

},

{

"comment": "",

"regex": "^(?<root>halle)(?<suf>t)$",

"replace": "${root}:EXIST-${suf}:3.F.SG"

},

{

"comment": "",

"regex": "^(?<root>halle)(?<suf>na)$",

"replace": "${root}:EXIST-${suf}:1.PL"

},

{

"comment": "",

"regex": "^(?<root>halle)(?<suf>kum)$",

"replace": "${root}:EXIST-${suf}:2.M.PL"

},

{

"comment": "",

"regex": "^(?<root>halle)(?<suf>kn)$",

"replace": "${root}:EXIST-${suf}:2.F.PL"

},

{

"comment": "",

"regex": "^(?<root>hall)(?<suf>aw)$",

"replace": "${root}:EXIST-${suf}:2.M.PL"

},

{

"comment": "",

"regex": "^(?<root>hall)(?<suf>aya)$",

"replace": "${root}:EXIST-${suf}:2.F.PL"

},

{

"comment": "negation of existential (there isn't), suppletive",

"regex": "^(?<stem>>alabu)$",

"replace": "${stem}:EXIST.3.M.SG.NEG"

},

{

"comment": "when",

"regex": "^(?<stem>>t)$",

"replace": "${stem}:when"

},

{

"comment": "when",

"regex": "^(?<stem>dib)$",

"replace": "${stem}:when"

},

{

"comment": "if",

"regex": "^(?<stem>mn)$",

"replace": "${stem}:if"

},

{

"comment": "have (b + possessive suffixes)",

"regex": "^(?<stem>b)$",

"replace": "${stem}:have"

},

{

"comment": "have (b + possessive suffixes)",

"regex": "^(?<stem>bdib)$",

"replace": "${stem}:have"

},

{

"comment": ">gl subordinator",

"regex": "^(?<stem>>gl)$",

"replace": "${stem}:SUBORD"

},

{

"comment": ">gl to",

"regex": "^(?<stem>>gl)$",

"replace": "${stem}:to"

},

{

"comment": "numerals",

"regex": "^(?<stem>worot?)$",

"replace": "${stem}:one.M"

},

{

"comment": "",

"regex": "^(?<stem>worworot)$",

"replace": "${stem}:one.M.DISTR"

},

{

"comment": "",

"regex": "^(?<stem>Hatte)$",

"replace": "${stem}:one.F"

},

{

"comment": "",

"regex": "^(?<stem>salas)$",

"replace": "${stem}:three"

},

{

"comment": "",

"regex": "^(?<stem>>arba<)$",

"replace": "${stem}:four"

},

{

"comment": "",

"regex": "^(?<stem>Hams)$",

"replace": "${stem}:five"

},

{

"comment": "",

"regex": "^(?<stem>ss)$",

"replace": "${stem}:six"

},

{

"comment": "",

"regex": "^(?<stem>sabu<)$",

"replace": "${stem}:seven"

},

{

"comment": "",

"regex": "^(?<stem>samAn)$",

"replace": "${stem}:eight"

},

{

"comment": "",

"regex": "^(?<stem>s<)$",

"replace": "${stem}:nine"

},

{

"comment": "",

"regex": "^(?<stem><asr)$",

"replace": "${stem}:ten"

},

{

"comment": "",

"regex": "^(?<stem><sra)$",

"replace": "${stem}:twenty"

},

{

"comment": "",

"regex": "^(?<stem>salAsa)$",

"replace": "${stem}:thirty"

},

{

"comment": "",

"regex": "^(?<stem>>arb<a)$",

"replace": "${stem}:forty"

},

{

"comment": "",

"regex": "^(?<stem>Hmsa)$",

"replace": "${stem}:fifty"

},

{

"comment": "",

"regex": "^(?<stem>ssa)$",

"replace": "${stem}:sixty"

},

{

"comment": "",

"regex": "^(?<stem>sab<a)$",

"replace": "${stem}:seventy"

},

{

"comment": "",

"regex": "^(?<stem>samAnya)$",

"replace": "${stem}:eighty"

},

{

"comment": "",

"regex": "^(?<stem>sa<a)$",

"replace": "${stem}:ninety"

},

{

"comment": "",

"regex": "^(?<stem>tas<a)$",

"replace": "${stem}:ninety"

},

{

"comment": "",

"regex": "^(?<stem>m>t)$",

"replace": "${stem}:hundred"

},

{

"comment": "",

"regex": "^(?<stem>>am>At)$",

"replace": "${stem}:hundred.PL"

},

{

"comment": "",

"regex": "^(?<stem>xH)$",

"replace": "${stem}:thousand"

},

{

"comment": "",

"regex": "^(?<stem>>axHat)$",

"replace": "${stem}:thousand.PL"

},

{

"comment": "",

"regex": "^(?<stem>>alf)$",

"replace": "${stem}:thousand"

},

{

"comment": "",

"regex": "^(?<stem>>AlAf)$",

"replace": "${stem}:thousand.PL"

},

{

"comment": "",

"regex": "^(?<stem>>lf)$",

"replace": "${stem}:ten thousand"

},

{

"comment": "",

"regex": "^(?<stem>>lf)$",

"replace": "${stem}:a great many"

},

{

"comment": "",

"regex": "^(?<stem>>AlAf)$",

"replace": "${stem}:tens of thousands"

},

{

"comment": "",

"regex": "^(?<stem>>AlAf)$",

"replace": "${stem}:a great many"

},

{

"comment": "Had (around, about)",

"regex": "^(?<stem>Had)$",

"replace": "${stem}:APPROX"

},

{

"comment": "<adad: number",

"regex": "^(?<stem><adad)$",

"replace": "${stem}:number"

},

{

"comment": "<adad: with aggregate numerals",

"regex": "^(?<stem><adad)$",

"replace": "${stem}:AGGR"

},

{

"comment": "nafar appellative (this -one-)",

"regex": "^(?<stem>nafar)$",

"replace": "${stem}:APPEL.ANIM"

},

{

"comment": "nafar appellative (this -one-)",

"regex": "^(?<stem>>anfAr)$",

"replace": "${stem}:APPEL.ANIM.PL"

},

{

"comment": "ordinals",

"regex": "^(?<stem>kAl>)$",

"replace": "${stem}:second.MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>kAl>)(?<suf>Ay)$",

"replace": "${stem}:second-${suf}:MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>kAl>)(?<suf>Ayt)$",

"replace": "${stem}:second-${suf}:FEM"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAls)$",

"replace": "${stem}:third.MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAls)(?<suf>Ay)$",

"replace": "${stem}:third-${suf}:MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAls)(?<suf>Ayt)$",

"replace": "${stem}:third-${suf}:FEM"

},

{

"comment": "ordinals",

"regex": "^(?<stem>>Arb)$",

"replace": "${stem}:fourth.MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>>Arb)(?<suf>Ay)$",

"replace": "${stem}:fourth-${suf}:MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>>Arb)(?<suf>Ayt)$",

"replace": "${stem}:fourth-${suf}:FEM"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAls)$",

"replace": "${stem}:fifth.MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAls)(?<suf>Ay)$",

"replace": "${stem}:fifth-${suf}:MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAls)(?<suf>Ayt)$",

"replace": "${stem}:fifth-${suf}:FEM"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAds)$",

"replace": "${stem}:sixth.MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAds)(?<suf>Ay)$",

"replace": "${stem}:sixth-${suf}:MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAds)(?<suf>Ayt)$",

"replace": "${stem}:sixth-${suf}:FEM"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAb>)$",

"replace": "${stem}:seventh.MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAb>)(?<suf>Ay)$",

"replace": "${stem}:seventh-${suf}:MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAb>)(?<suf>Ayt)$",

"replace": "${stem}:seventh-${suf}:FEM"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAmn)$",

"replace": "${stem}:eighth.MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAmn)(?<suf>Ay)$",

"replace": "${stem}:eighth-${suf}:MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>sAmn)(?<suf>Ayt)$",

"replace": "${stem}:eighth-${suf}:FEM"

},

{

"comment": "ordinals",

"regex": "^(?<stem>tAs<)$",

"replace": "${stem}:ninth.MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>tAs<)(?<suf>Ay)$",

"replace": "${stem}:ninth-${suf}:MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem>tAs<)(?<suf>Ayt)$",

"replace": "${stem}:ninth-${suf}:FEM"

},

{

"comment": "ordinals",

"regex": "^(?<stem><Asr)$",

"replace": "${stem}:tenth.MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem><Asr)(?<suf>Ay)$",

"replace": "${stem}:tenth-${suf}:MASC"

},

{

"comment": "ordinals",

"regex": "^(?<stem><Asr)(?<suf>Ayt)$",

"replace": "${stem}:tenth-${suf}:FEM"

},

{

"comment": "half",

"regex": "^(?<stem>sar)$",

"replace": "${stem}:half"

},

{

"comment": "one third",

"regex": "^(?<stem>masallas)$",

"replace": "${stem}:third part"

},

{

"comment": "one fourth",

"regex": "^(?<stem>rb<a?)$",

"replace": "${stem}:fourth part"

},

{

"comment": "after",

"regex": "^(?<stem>Haqo)$",

"replace": "${stem}:after"

},

{

"comment": "under",

"regex": "^(?<stem>Han(te)?)$",

"replace": "${stem}:after"

},

{

"comment": "with",

"regex": "^(?<stem>msl)$",

"replace": "${stem}:COM"

},

{

"comment": "above, over",

"regex": "^(?<stem>maxanqal)$",

"replace": "${stem}:above"

},

{

"comment": "near",

"regex": "^(?<stem>maTor)$",

"replace": "${stem}:near"

},

{

"comment": "for the sake of",

"regex": "^(?<stem>matAn)$",

"replace": "${stem}:for the sake of"

},

{

"comment": "than (in comparison)",

"regex": "^(?<stem>mn)$",

"replace": "${stem}:than"

},

{

"comment": "head",

"regex": "^(?<stem>ra>as)$",

"replace": "${stem}:head"

},

{

"comment": "at",

"regex": "^(?<stem>>t)$",

"replace": "${stem}:LOC"

},

{

"comment": "because of",

"regex": "^(?<stem>sabbat)$",

"replace": "${stem}:because of"

},

{

"comment": "towards",

"regex": "^(?<stem>xan(kat|nak))$",

"replace": "${stem}:towards"

},

{

"comment": "side",

"regex": "^(?<stem>smT)$",

"replace": "${stem}:side"

},

{

"comment": "back",

"regex": "^(?<stem>raHar)$",

"replace": "${stem}:back"

},

{

"comment": "midst",

"regex": "^(?<stem>mgb)$",

"replace": "${stem}:midst"

},

{

"comment": "front",

"regex": "^(?<stem>qAbl)$",

"replace": "${stem}:front"

},

{

"comment": "front",

"regex": "^(?<stem>qbl)(?<suf>At)$",

"replace": "${stem}:midst-${suf}F.SG"

},

{

"comment": "without, except",

"regex": "^(?<stem>>mbal)$",

"replace": "${stem}:without"

},

{

"comment": "near",

"regex": "^(?<stem>>raf)$",

"replace": "${stem}:near"

},

{

"comment": "after",

"regex": "^(?<stem>>sar)$",

"replace": "${stem}:after"

},

{

"comment": "towards",

"regex": "^(?<stem>>ask)$",

"replace": "${stem}:towards"

},

{

"comment": "in; about, with...",

"regex": "^(?<stem>>b)$",

"replace": "${stem}:in"

},

{

"comment": "have",

"regex": "^(?<stem>b>tt?)$",

"replace": "${stem}:have"

},

{

"comment": "in, etc.",

"regex": "^(?<stem>>?tt?)$",

"replace": "${stem}:in"

},

{

"comment": "as (in comparison)",

"regex": "^(?<stem>>akl)$",

"replace": "${stem}:as"

},

{

"comment": "place",

"regex": "^(?<stem>>akAn)$",

"replace": "${stem}:place"

},

{

"comment": "place",

"regex": "^(?<stem>>zAm)$",

"replace": "${stem}:place"

},

{

"comment": "mouth",

"regex": "^(?<stem>>af)$",

"replace": "${stem}:mouth"

},

{

"comment": "as",

"regex": "^(?<stem>km)$",

"replace": "${stem}:as"

},

{

"comment": "as",

"regex": "^(?<stem>kmsal)$",

"replace": "${stem}:as"

},

{

"comment": "such as",

"regex": "^(?<stem>kara)$",

"replace": "${stem}:such as"

},

{

"comment": "inside",

"regex": "^(?<stem>kabd)$",

"replace": "${stem}:inside"

},

{

"comment": "according to",

"regex": "^(?<stem><adad)$",

"replace": "${stem}:according to"

},

{

"comment": "",

"regex": "^(?<stem>darb)$",

"replace": "${stem}:behind"

},

{

"comment": "",

"regex": "^(?<stem>dib)$",

"replace": "${stem}:to"

},

{

"comment": "",

"regex": "^(?<stem>dwAr)$",

"replace": "${stem}:surroundings"

},

{

"comment": "",

"regex": "^(?<stem>GallAb)$",

"replace": "${stem}:for sake"

},

{

"comment": "",

"regex": "^(?<stem>fza)$",

"replace": "${stem}:for sake"

},

{

"comment": "",

"regex": "^(?<stem>grra)$",

"replace": "${stem}:back"

},

{

"comment": "",

"regex": "^(?<stem>gor?)$",

"replace": "${stem}:with"

},

{

"comment": "",

"regex": "^(?<stem>gdor)$",

"replace": "${stem}:with"

},

{

"comment": "",

"regex": "^(?<stem>gabay)$",

"replace": "${stem}:way"

},

{

"comment": "",

"regex": "^(?<stem>[fm]nge)$",

"replace": "${stem}:between"

},

{

"comment": "",

"regex": "^(?<stem>>ndo)$",

"replace": "${stem}:while"

},

{

"comment": "",

"regex": "^(?<stem>ha?ye)$",

"replace": "${stem}:also"

},

{

"comment": "",

"regex": "^(?<stem>lAma)$",

"replace": "${stem}:also"

},

{

"comment": "",

"regex": "^(?<stem>lAta)$",

"replace": "${stem}:but"

},

{

"comment": "",

"regex": "^(?<stem>leTa)$",

"replace": "${stem}:but"

},

{

"comment": "",

"regex": "^(?<stem>m?dol)$",

"replace": "${stem}:when"

},

{

"comment": "",

"regex": "^(?<stem>ma>aze)$",

"replace": "${stem}:when"

},

{

"comment": "",

"regex": "^(?<stem>>ttaya)$",

"replace": "${stem}:where"

},

{

"comment": "",

"regex": "^(?<stem>>aya)$",

"replace": "${stem}:where"

},

{

"comment": "",

"regex": "^(?<stem>>xw)$",

"replace": "${stem}:where"

},

{

"comment": "",

"regex": "^(?<stem>ka>afo)$",

"replace": "${stem}:how"

},

{

"comment": "",

"regex": "^(?<stem>kam)$",

"replace": "${stem}:how much"

},

{

"comment": "",

"regex": "^(?<stem>>afo)$",

"replace": "${stem}:yes"

},

{

"comment": "",

"regex": "^(?<stem>>Abe)$",

"replace": "${stem}:yes"

},

{

"comment": "",

"regex": "^(?<stem>>ifAlu)$",

"replace": "${stem}:no"

},

{

"comment": "",

"regex": "^(?<stem>ma)$",

"replace": "${stem}:or"

},

{

"comment": "",

"regex": "^(?<stem>wok)$",

"replace": "${stem}:or"

},

{

"comment": "",

"regex": "^(?<stem>da>am)$",

"replace": "${stem}:but"

},

{

"comment": "",

"regex": "^(?<stem>da?>ikon)$",

"replace": "${stem}:but"

},

{

"comment": "",

"regex": "^(?<stem>>bmi)$",

"replace": "${stem}:because"

},

{

"comment": "",

"regex": "^(?<stem>>glmi)$",

"replace": "${stem}:because"

},

{

"comment": "",

"regex": "^(?<stem>mn)$",

"replace": "${stem}:since"

},

{

"comment": "",

"regex": "^(?<stem>sabbat)$",

"replace": "${stem}:because"

},

{

"comment": "",

"regex": "^(?<stem>>ndo)$",

"replace": "${stem}:after"

},

{

"comment": "",

"regex": "^(?<stem>>nday)$",

"replace": "${stem}:before"

},

{

"comment": "",

"regex": "^(?<stem>>wAn)$",

"replace": "${stem}:when"

},

{

"comment": "",

"regex": "^(?<stem>km)$",

"replace": "${stem}:when"

},

{

"comment": "",

"regex": "^(?<stem>wakd)$",

"replace": "${stem}:when"

}

]

============================== pass-ptcp-deriv-pref.json ==================================

[

{

"comment": ">a-derivatives pass ptcp: detach prefix: >; all potential passive participles in stem",

"regex": "^(?<pref>>)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])?(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u?(?<C4cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(\\k<C4cons>)?u?(?<C5AndI>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><i])(?<suf>t|Am|At)?)$",

"replace": "${pref}:CAUS-\\[${stem}\\]:#"

},

{

"comment": ">at-derivatives pass ptcp: detach prefix: >t",

"regex": "^(?<pref>>t)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])?(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u?(?<C4cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(\\k<C4cons>)?u?(?<C5AndI>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><i])(?<suf>t|Am|At)?)$",

"replace": "${pref}:CAUS-\\[${stem}\\]:#"

},

{

"comment": ">atta-derivatives pass ptcp: detach prefix: >tt",

"regex": "^(?<pref>>tt)(?<stem>(?<C1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])?(?<C3>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])u?(?<C4cons>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(\\k<C4cons>)?u?(?<C5AndI>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><i])(?<suf>t|Am|At)?)$",

"replace": "${pref}:FCT-\\[${stem}\\]:#"

},

{

"comment": ">a-derivatives -ot inf: detach prefix: >a",

"regex": "^(?<pref>>a)(?<stem>(?:[lmrsxqbtnkzdGgTCSfcZpPwyhHX><][aA]?){2,5}(?<suf>ot))$",

"replace": "${pref}:CAUS-\\[${stem}\\]:#"

},

{

"comment": ">at-derivatives -ot inf: detach prefix: >at",

"regex": "^(?<pref>>at)(?<stem>(?:[lmrsxqbtnkzdGgTCSfcZpPwyhHX><][aA]?){2,5}(?<suf>ot))$",

"replace": "${pref}:CAUS-\\[${stem}\\]:#"

},

{

"comment": ">atta-derivatives -ot inf: detach prefix: >atta",

"regex": "^(?<pref>>atta)(?<stem>(?:[lmrsxqbtnkzdGgTCSfcZpPwyhHX><][aA]?){2,5}(?<suf>ot))$",

"replace": "${pref}:FCT-\\[${stem}\\]:#"

}

]

============================== pau\_2.json ==================================

[

{

"comment": "paucative (broken plural as base), ..[ieuo]?C + Am",

"regex": "^(?<stem>.+[ieuo]?[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>Am)$",

"replace": "\\[${stem}\\]:#-${suf}:PAU.M"

},

{

"comment": "paucative (broken plural as base), ..[ieuo]?C + At",

"regex": "^(?<stem>.+[ieuo]?[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>At)$",

"replace": "\\[${stem}\\]:#-${suf}:PAU.F"

},

{

"comment": "paucative (broken plural as base), ..aC -> ..eCAm",

"regex": "^(?<stem>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Am)$",

"replace": "\\[${g1}a${C}\\]:#-${suf}:PAU.M"

},

{

"comment": "paucative (broken plural as base), ..aC -> ..eCAt",

"regex": "^(?<stem>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>At)$",

"replace": "\\[${g1}a${C}\\]:#-${suf}:PAU.F"

},

{

"comment": "paucative (broken plural as base), ..AC -> ..eCAm",

"regex": "^(?<stem>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>Am)$",

"replace": "\\[${g1}A${C}\\]:#-${suf}:PAU.M"

},

{

"comment": "paucative (broken plural as base), ..AC -> ..eCAt",

"regex": "^(?<stem>(?<g1>.+)e(?<C>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))(?<suf>At)$",

"replace": "\\[${g1}A${C}\\]:#-${suf}:PAU.F"

}

]

============================== pref\_coord.json ==================================

[

{

"comment": "coord (and)",

"regex": "^(?<coord>wa)(?<stem>.+)$",

"replace": "${coord}:COORD-\\[${stem}\\]:#"

},

{

"comment": "coord (and, so, therefore, then)",

"regex": "^(?<coord>ka)(?<stem>.+)$",

"replace": "${coord}:COORD-\\[${stem}\\]:#"

},

{

"comment": "subord (that)",

"regex": "^(?<coord>km)(?<stem>.+)$",

"replace": "${coord}:SUBORD-\\[${stem}\\]:#"

}

]

============================== pref\_lobj.json ==================================

[

{

"comment": "to, for (indirect object)",

"regex": "^(?<art>>l)(?<stem>.+)$",

"replace": "${art}:IO-\\[${stem}\\]:#"

}

]

============================== pref\_neg.json ==================================

[

{

"comment": "negation",

"regex": "^(?<art>>i)(?<stem>.+)$",

"replace": "${art}:NEG-\\[${stem}\\]:#"

}

]

============================== pref\_relz.json ==================================

[

{

"comment": "definite article",

"regex": "^(?<art>la)(?<stem>.+)$",

"replace": "${art}:DEF-\\[${stem}\\]:#"

},

{

"comment": "relativizer",

"regex": "^(?<art>la)(?<stem>.+)$",

"replace": "${art}:REL-\\[${stem}\\]:#"

}

]

============================== suf\_expl.json ==================================

[

{

"comment": "-ma (even, also)",

"regex": "^(?<stem>.+)(?<suf>ma)$",

"replace": "\\[${stem}\\]:#-${suf}:also"

},

{

"comment": "-di (indeed)",

"regex": "^(?<stem>.+)(?<suf>di)$",

"replace": "\\[${stem}\\]:#-${suf}:indeed"

}

]

============================== suf\_pron.json ==================================

**Примечание: Текст ниже идет в две колонки на каждой странице до конца содержимого файла suf\_pron.json.**

[

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>.\*[^tdTsxzGCScZ])(?<suf>ye)$",

"replace": "\\[${stem}\\]:#-${suf}:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)cc)(?<suf>e)$",

"replace": "\\[${g1}c\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)cc)(?<suf>e)$",

"replace": "\\[${g1}t\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)GG)(?<suf>e)$",

"replace": "\\[${g1}d\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)GG)(?<suf>e)$",

"replace": "\\[${g1}g\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)CC)(?<suf>e)$",

"replace": "\\[${g1}T\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)CC)(?<suf>e)$",

"replace": "\\[${g1}S\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)CC)(?<suf>e)$",

"replace": "\\[${g1}C\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)xx)(?<suf>e)$",

"replace": "\\[${g1}s\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)xx)(?<suf>e)$",

"replace": "\\[${g1}x\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)ZZ)(?<suf>e)$",

"replace": "\\[${g1}z\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)ZZ)(?<suf>e)$",

"replace": "\\[${g1}Z\\]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 1 SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)(?<!a[Cy])t)(?<suf>e)$",

"replace": "\\[${g1}]:#-ye:POSS.1.SG"

},

{

"comment": "POSS 2 M SG for nouns, particles",

"regex": "^(?<stem>.+)(?<suf>ka)$",

"replace": "\\[${stem}]:#-${suf}:POSS.2.M.SG"

},

{

"comment": "POSS 2 F SG for nouns, particles",

"regex": "^(?<stem>.+)(?<suf>ki)$",

"replace": "\\[${stem}]:#-${suf}:POSS.2.M.SG"

},

{

"comment": "POSS 3 M SG for nouns, particles",

"regex": "^(?<stem>.\*[^ieaAuo])(?<suf>u)$",

"replace": "\\[${stem}]:#-${suf}:POSS.3.M.SG"

},

{

"comment": "POSS 3 M SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+[ieAuo])h)(?<suf>u)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.M.SG"

},

{

"comment": "POSS 3 M SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]h)(?<suf>u)$",

"replace": "\\[${g1}a]:#-${suf}:POSS.3.M.SG"

},

{

"comment": "POSS 3 M SG for nouns, particles (>aCCC-tu)",

"regex": "^(?<stem>(?<g1>>a[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]{3})t)(?<suf>u)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.M.SG"

},

{

"comment": "POSS 3 M SG for nouns, particles (Ca?C geminated)",

"regex": "^(?<stem>(?<g1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))\\k<C2>)(?<suf>u)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.M.SG"

},

{

"comment": "POSS 3 F SG for nouns, particles",

"regex": "^(?<stem>.\*[^ieaAuo])(?<suf>a)$",

"replace": "\\[${stem}]:#-${suf}:POSS.3.F.SG"

},

{

"comment": "POSS 3 F SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+[ieAuo])h)(?<suf>a)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.F.SG"

},

{

"comment": "POSS 3 F SG for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]h)(?<suf>a)$",

"replace": "\\[${g1}a]:#-${suf}:POSS.3.F.SG"

},

{

"comment": "POSS 3 F SG for nouns, particles (>aCCC-ta)",

"regex": "^(?<stem>(?<g1>>a[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]{3})t)(?<suf>a)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.F.SG"

},

{

"comment": "POSS 3 F SG for nouns, particles (Ca?C geminated)",

"regex": "^(?<stem>(?<g1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))\\k<C2>)(?<suf>a)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.F.SG"

},

{

"comment": "POSS 3 M PL for nouns, particles",

"regex": "^(?<stem>.\*[^ieaAuo])(?<suf>om)$",

"replace": "\\[${stem}]:#-${suf}:POSS.3.M.PL"

},

{

"comment": "POSS 3 M PL for nouns, particles",

"regex": "^(?<stem>(?<g1>.+[ieAuo])h)(?<suf>om)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.M.PL"

},

{

"comment": "POSS 3 M PL for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]h)(?<suf>om)$",

"replace": "\\[${g1}a]:#-${suf}:POSS.3.M.PL"

},

{

"comment": "POSS 3 M PL for nouns, particles (>aCCC-tom)",

"regex": "^(?<stem>(?<g1>>a[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]{3})t)(?<suf>om)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.M.PL"

},

{

"comment": "POSS 3 M PL for nouns, particles (Ca?C geminated)",

"regex": "^(?<stem>(?<g1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))\\k<C2>)(?<suf>om)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.M.PL"

},

{

"comment": "POSS 3 F PL for nouns, particles",

"regex": "^(?<stem>.\*[^ieaAuo])(?<suf>an)$",

"replace": "\\[${stem}]:#-${suf}:POSS.3.F.PL"

},

{

"comment": "POSS 3 F PL for nouns, particles",

"regex": "^(?<stem>(?<g1>.+[ieAuo])h)(?<suf>an)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.F.PL"

},

{

"comment": "POSS 3 F PL for nouns, particles",

"regex": "^(?<stem>(?<g1>.+)[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]h)(?<suf>an)$",

"replace": "\\[${g1}a]:#-${suf}:POSS.3.F.PL"

},

{

"comment": "POSS 3 F PL for nouns, particles (>aCCC-tan)",

"regex": "^(?<stem>(?<g1>>a[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]{3})t)(?<suf>an)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.F.PL"

},

{

"comment": "POSS 3 F PL for nouns, particles (Ca?C geminated)",

"regex": "^(?<stem>(?<g1>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]a?(?<C2>[lmrsxqbtnkzdGgTCSfcZpPwyhHX><]))\\k<C2>)(?<suf>an)$",

"replace": "\\[${g1}]:#-${suf}:POSS.3.F.PL"

},

{

"comment": "POSS 1 PL for nouns, particles",

"regex": "^(?<stem>.+)(?<suf>na)$",

"replace": "\\[${stem}]:#-${suf}:POSS.1.PL"

},

{

"comment": "POSS 2 M SG for nouns, particles",

"regex": "^(?<stem>.+)(?<suf>kum)$",

"replace": "\\[${stem}]:#-${suf}:POSS.2.M.SG"

},

{

"comment": "POSS 2 F SG for nouns, particles",

"regex": "^(?<stem>.+)(?<suf>kn)$",

"replace": "\\[${stem}]:#-${suf}:POSS.2.F.SG"

},

{

"comment": "OBJ 1 SG for verbs",

"regex": "^(?<stem>.+)(?<suf>n?ni)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.1.SG"

},

{

"comment": "OBJ 2 m sg for verbs",

"regex": "^(?<stem>.+)(?<suf>k?ka)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.2.M.SG"

},

{

"comment": "OBJ 2 f sg for verbs",

"regex": "^(?<stem>.+)(?<suf>k?ki)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.2.F.SG"

},

{

"comment": "OBJ 3 m sg for verbs",

"regex": "^(?<stem>.+)(?<suf>o|[wy][ou])$",

"replace": "\\[${stem}]:#-${suf}:OBJ.3.M.SG"

},

{

"comment": "OBJ 3 m sg for verbs, impf/juss/imp e -> 0/a",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<suf>yo)$",

"replace": "\\[${stem}]e:#-${suf}:OBJ.3.M.SG"

},

{

"comment": "OBJ 3 m sg for verbs, impf u -> 0",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>wo)$",

"replace": "\\[${stem}]u:#-${suf}:OBJ.3.M.SG"

},

{

"comment": "OBJ 3 m sg for verbs, a -> 0 || \_ h",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<suf>ho)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.3.M.SG"

},

{

"comment": "OBJ 3 f sg for verbs",

"regex": "^(?<stem>.+)(?<suf>[why]?a)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.3.F.SG"

},

{

"comment": "OBJ 3 f sg for verbs, impf/juss/imp e -> 0/a",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<suf>ya)$",

"replace": "\\[${stem}]e:#-${suf}:OBJ.3.F.SG"

},

{

"comment": "OBJ 3 f sg for verbs, impf u -> 0",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>wa)$",

"replace": "\\[${stem}]u:#-${suf}:OBJ.3.F.SG"

},

{

"comment": "OBJ 3 f sg for verbs, ah -> 0h ",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<suf>ha)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.3.F.SG"

},

{

"comment": "OBJ 1 pl for verbs",

"regex": "^(?<stem>.+)(?<suf>n?na)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.1.PL"

},

{

"comment": "OBJ 2 m pl for verbs",

"regex": "^(?<stem>.+)(?<suf>k?kum)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.2.M.PL"

},

{

"comment": "OBJ 2 f pl for verbs",

"regex": "^(?<stem>.+)(?<suf>k?kn)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.2.F.PL"

},

{

"comment": "OBJ 3 m pl for verbs",

"regex": "^(?<stem>.+)(?<suf>[wyh]?om)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.3.M.PL"

},

{

"comment": "OBJ 3 m pl for verbs, impf u -> 0",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>wom)$",

"replace": "\\[${stem}]u:#-${suf}:OBJ.3.M.PL"

},

{

"comment": "OBJ 3 m pl for verbs, ah -> 0h",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<suf>hom)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.3.M.PL"

},

{

"comment": "OBJ 3 m pl for verbs, impf/juss/imp e -> 0/a",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<suf>yom)$",

"replace": "\\[${stem}]e:#-${suf}:OBJ.3.M.PL"

},

{

"comment": "OBJ 3 f pl for verbs",

"regex": "^(?<stem>.+)(?<suf>[wyh]?an)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.3.F.PL"

},

{

"comment": "OBJ 3 f pl for verbs, impf/juss/imp e -> 0/a",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a?(?<suf>yan)$",

"replace": "\\[${stem}]e:#-${suf}:OBJ.3.F.PL"

},

{

"comment": "OBJ 3 f pl for verbs, impf u -> 0",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])(?<suf>wan)$",

"replace": "\\[${stem}]u:#-${suf}:OBJ.3.F.PL"

},

{

"comment": "OBJ 3 f pl for verbs, ah -> 0h",

"regex": "^(?<stem>.+[lmrsxqbtnkzdGgTCSfcZpPwyhHX><])a(?<suf>han)$",

"replace": "\\[${stem}]:#-${suf}:OBJ.3.F.PL"

}

]

## Приложение 4. Описание транслитерации, применяемой при препроцессинге.

Примечание: все регулярные выражения, описанные в приложении 3, применяются в программе после удаления знака ‘ə’ (шва). См. описание препроцессинга в (3.2).

ሀ ha ሁ hu ሂ hi ሃ hA ሄ he ህ hə ሆ ho

ለ la ሉ lu ሊ li ላ lA ሌ le ል lə ሎ lo

ሐ Ha ሑ Hu ሒ Hi ሓ HA ሔ He ሕ Hə ሖ Ho

መ ma ሙ mu ሚ mi ማ mA ሜ me ም mə ሞ mo

ሠ sa ሡ su ሢ si ሣ sA ሤ se ሥ sə ሦ so ሧ swA

ረ ra ሩ ru ሪ ri ራ rA ሬ re ር rə ሮ ro

ሰ sa ሱ su ሲ si ሳ sA ሴ se ስ sə ሶ so

ሸ xa ሹ xu ሺ xi ሻ xA ሼ xe ሽ xə ሾ xo

ቀ qa ቁ qu ቂ qi ቃ qa ቄ qe ቅ qə ቆ qo ቈ kwa ቊ kwi ቋ kwA ቌ kwe ቍ kwə

በ ba ቡ bu ቢ bi ባ bA ቤ be ብ bə ቦ bo

ተ ta ቱ tu ቲ ti ታ tA ቴ te ት tə ቶ to

ቸ ca ቹ cu ቺ ci ቻ cA ቼ ce ች cə ቾ co

ኀ Xa ኁ Xu ኂ Xi ኃ XA ኄ Xe ኅ Xə ኆ Xo ኈ Xwa ኊ Xwu ኋ XwA ኌ Xwe ኍ Xwə

ነ na ኑ nu ኒ ni ና nA ኔ ne ን nə ኖ no

አ >a ኡ >u ኢ >i ኣ >A ኤ >e እ >ə ኦ >o

ከ ka ኩ ku ኪ ki ካ kA ኬ ke ክ kə ኮ ko ኰ kwa ኲ kwu ኳ kwA ኴ kwe ኵ kwə

ወ wa ዉ wu ዊ wi ዋ wA ዌ we ው wə ዎ wo

ዐ <a ዑ <u ዒ <i ዓ <A ዔ <e ዕ <ə ዖ <o

ዘ za ዙ zu ዚ zi ዛ zA ዜ ze ዝ zə ዞ zo

ዠ Za ዡ Zu ዢ Zi ዣ ZA ዤ Ze ዥ Zə ዦ Zo

የ ya ዩ yu ዪ yi ያ yA ዬ ye ይ yə ዮ yo

ደ da ዱ du ዲ di ዳ dA ዴ de ድ də ዶ do

ጀ Ga ጁ Gu ጂ Gi ጃ GA ጄ Ge ጅ Gə ጆ Go

ገ ga ጉ gu ጊ gi ጋ gA ጌ ge ግ gə ጎ go ጐ gwa ጒ gwu ጓ gwA ጔ gwe ጕ gwə

ጠ Ta ጡ Tu ጢ Ti ጣ TA ጤ Te ጥ Tə ጦ To

ጨ Ca ጩ Cu ጪ Ci ጫ CA ጬ Ce ጭ Cə ጮ Co

ጰ Pa ጱ Pu ጲ Pi ጳ PA ጴ Pe ጵ Pə ጶ Po

ጸ Sa ጹ Su ጺ Si ጻ SA ጼ Se ጽ Sə ጾ So

ፈ fa ፉ fu ፊ fi ፋ fA ፌ fe ፍ fə ፎ fo

ፐ pa ፑ pu ፒ pi ፓ pA ፔ pe ፕ pə ፖ po

ቨ va ቩ vu ቪ vi ቫ vA ቬ ve ቭ və ቮ vo ቯ vwA

ኸ xa ኹ xu ኺ xi ኻ xA ኼ xe ኽ xə ኾ xo

፩ (1) ፪ (2) ፫ (3) ፬ (4) ፭ (5) ፮ (6) ፯ (7) ፰ (8) ፱ (9)

፲ (10) ፳ (20) ፴ (30) ፵ (40) ፶ (50) ፷ (60) ፸ (70) ፹ (80) ፺ (90) ፻ (100)

፼ (10000)

1. Так, в тигре нет графем, дублирующих слоги с одной и той же согласной фонемой, что отличает его, например, от варианта эфиопской письменности, используемого для записи амхарского; последний в силу диахронических причин содержит, в частности, два набора графем для записи слогов с образующей согласной */s/* (ሠ и ሰ), четыре – для слогов с */h/* (ሀ ሐ ኸ ኅ), а также предоставляет по два способа для записи сочетания большинства согласных с звонким билабиальным аппроксимантом */w/*. [↑](#footnote-ref-1)