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### Abstract

Classification is one of the most important algorithms in Machine Learning Applications. Similar to Decision Trees, Random Forests is also one of the supervised machine learning algorithms, where our data set is labeled. In Random Forests, we will construct multiple decision trees using the same training data [1]. The collection of these Decision Trees is known as Random Forest. The more decision trees we have in a Random Forest, the more accurate would be our classification result or regression result [2].

### 

### 1. Introduction

Random Forest is Ensemble technique, where we train an ensemble of learners or models. These ensemble of learners combined together would give better prediction results when compared to the individual learners. In Random Forests, these individual learners are Decision Trees. The individual decision trees would have high variance. The combination of these decision trees, the random forest would considerably reduce this variance [3].

### 2. Ensemble Learning

Ensemble Learning combines many learners because more predictors are always better than a single one [4]. All these individual learners could be of the same type or different types. The Ensemble Learning could use different techniques like Bagging, Boosting etc. We will discuss Bagging and Boosting in the following sections.

While determining the result of the combined learners, we could either use majority vote or weighted averages or we can use some kind of “predictor of predictors”, where we train another model on these predictors.

### 2.1 Bagging

Bagging stands for Bootstrap Aggregation. We would create subsets of data from the training data with replacement and train individual decision trees on these subsets. We will predict the outcome of a test example based on the majority voting for Classification problems and average for regression problems [5]. The individual learners would have high variance and when we use these together for prediction, the variance would be considerably reduced.

Since Bagging uses the sampling with replacement, it would create new data samples and some of the data elements will be repeated in sampled subsets. In Bagging any element would have same probability of getting sampled.

Bagging is very effective way to reduce the variance of a classifier. Decision trees grown fully would have a very high variance. The decision tree captures the characteristics specific to the training set D (a subset of P) and which is not common in P [3]. We will draw n different subsets of data from P with replacements. Now learn classifiers on the sampled subsets .

One of the popular instances of bagging is Random Forests - it is a set of bagged decision trees.

While building decision trees, we would use k dimensions at each split where k < d, where d is the dimensionality of D. The following expression would give us the value for k.

for classification and for regression.

#### 2.1.1 Bagged Decision Trees

As we discussed earlier, we will sample many different subsets from our training data and build Decision Trees on those subsets. These trees are called Bagged Decision Trees. The prediction is based on majority voting.

Let us say that our training data set is D with n different data elements and with d features. are drawn with replacement from D are trained on

The combination of these learners would be used for prediction

The larger the number of subsets that we sample, the better the classification result would be. So the number of subsets is completely independent of the size of the training data set n. The size of each subset is the same as the size of D.

Let us say that there are d features, we will use k < d features at every split of the decision tree.

#### 2.1.2 Out of Bag Error [3]

Random Forest uses the out of bag data for testing and there is no need for separate test data.

In other machine learning models, we split the data set into two parts e.g. 80% as training and 20% on the test data. We train our model on the 80% of the data and it is tested on the remaining 20% of the data. But in case of Random Forest, there is no such splitting is needed. It works on the out of bag error.

As we mentioned earlier, each of the sampled subset would have approximately 60% distinct elements and the rest would be duplicated. So for testing, we would use those left over samples from each subset to test the corresponding learner. While testing each learner, we would use those left over samples from that subset.

Loss Function is the sum of all losses over all the trees of the Random Forest.

The out of bag error is the average of all the errors of all our leaners on their out of bag samples.

Here is the logic for computing out of bag error for a random forest 3].

-Initialize Error = 0

-For each data point in our training set D

- For each learn trained on our subset that does not contain

- Error = Error + Compute the error of on $(xi,yi)

- end

-End

where

which is just the count of all of our subsets that does not contain the data point

### 3. Decision Trees Vs Random Forests Examples

Let us take a very simple example of Decision Tree using the R supplied iris flower data set, which is an in built data set of R.

library(rpart)  
library(rpart.plot)  
set.seed(111)  
s <- sample(length(iris$Species),100)  
iris\_train <- iris[s,]  
iris\_test <- iris[-s,]  
  
model\_tree <- rpart(data=iris\_train,Species~.,method="class")  
model\_tree

## n= 100   
##   
## node), split, n, loss, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 100 61 versicolor (0.30000000 0.39000000 0.31000000)   
## 2) Petal.Length< 2.45 30 0 setosa (1.00000000 0.00000000 0.00000000) \*  
## 3) Petal.Length>=2.45 70 31 versicolor (0.00000000 0.55714286 0.44285714)   
## 6) Petal.Width< 1.6 38 1 versicolor (0.00000000 0.97368421 0.02631579) \*  
## 7) Petal.Width>=1.6 32 2 virginica (0.00000000 0.06250000 0.93750000) \*

rpart.plot(model\_tree, type = 4, extra = 101)  
  
pred\_tree <- predict(model\_tree, iris\_test, type = "class")  
  
table(pred\_tree, iris\_test$Species)

##   
## pred\_tree setosa versicolor virginica  
## setosa 20 0 0  
## versicolor 0 8 2  
## virginica 0 3 17

library(caret)

## Loading required package: lattice

## Loading required package: ggplot2
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confusionMatrix(table(pred\_tree, iris\_test$Species))

## Confusion Matrix and Statistics  
##   
##   
## pred\_tree setosa versicolor virginica  
## setosa 20 0 0  
## versicolor 0 8 2  
## virginica 0 3 17  
##   
## Overall Statistics  
##   
## Accuracy : 0.9   
## 95% CI : (0.7819, 0.9667)  
## No Information Rate : 0.4   
## P-Value [Acc > NIR] : 2.196e-13   
##   
## Kappa : 0.8447   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: setosa Class: versicolor Class: virginica  
## Sensitivity 1.0 0.7273 0.8947  
## Specificity 1.0 0.9487 0.9032  
## Pos Pred Value 1.0 0.8000 0.8500  
## Neg Pred Value 1.0 0.9250 0.9333  
## Prevalence 0.4 0.2200 0.3800  
## Detection Rate 0.4 0.1600 0.3400  
## Detection Prevalence 0.4 0.2000 0.4000  
## Balanced Accuracy 1.0 0.8380 0.8990

library(randomForest)

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

model\_forest <- randomForest(Species ~ ., data = iris\_train)  
model\_forest

##   
## Call:  
## randomForest(formula = Species ~ ., data = iris\_train)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 2  
##   
## OOB estimate of error rate: 5%  
## Confusion matrix:  
## setosa versicolor virginica class.error  
## setosa 30 0 0 0.00000000  
## versicolor 0 37 2 0.05128205  
## virginica 0 3 28 0.09677419

pred\_forest <- predict(model\_forest, iris\_test, type = "class")  
  
table(pred\_forest, iris\_test$Species)

##   
## pred\_forest setosa versicolor virginica  
## setosa 20 0 0  
## versicolor 0 11 2  
## virginica 0 0 17

library(caret)  
  
confusionMatrix(table(pred\_forest, iris\_test$Species))

## Confusion Matrix and Statistics  
##   
##   
## pred\_forest setosa versicolor virginica  
## setosa 20 0 0  
## versicolor 0 11 2  
## virginica 0 0 17  
##   
## Overall Statistics  
##   
## Accuracy : 0.96   
## 95% CI : (0.8629, 0.9951)  
## No Information Rate : 0.4   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9388   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: setosa Class: versicolor Class: virginica  
## Sensitivity 1.0 1.0000 0.8947  
## Specificity 1.0 0.9487 1.0000  
## Pos Pred Value 1.0 0.8462 1.0000  
## Neg Pred Value 1.0 1.0000 0.9394  
## Prevalence 0.4 0.2200 0.3800  
## Detection Rate 0.4 0.2200 0.3400  
## Detection Prevalence 0.4 0.2600 0.3400  
## Balanced Accuracy 1.0 0.9744 0.9474

Here is a quick reference for the columns displayed in Confusion Matrix above [6]

![Decision Tree for Tennis Game Data Set](data:image/png;base64,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)

Decision Tree for Tennis Game Data Set

Accuracy is the ratio of the total correct predictions to the overall total. The total correct predictions is TP+TN and total is TP+TN+FP+FN.

As we can see that the classification percentage is much higher for Random Forest when compared to its corresponding Decision Tree.

Let us take another example and show how Random Forest performs better when compared to Decision Trees. Here we use the Red Wind Quality data set that is available on UCLA web site.[9]

setwd("C:/Coursera/R/MachineLearning")  
wine <- read.csv('winequality-red.csv')  
dim(wine)

## [1] 1599 12

wine$quality <- as.factor(wine$quality)  
str(wine$quality)

## Factor w/ 6 levels "3","4","5","6",..: 3 3 3 4 3 3 3 5 5 3 ...

set.seed(111)  
s <- sample(length(wine$quality), 1200)  
wine\_train <- wine[s, ]  
wine\_test <- wine[-s, ]  
dim(wine\_train)

## [1] 1200 12

dim(wine\_test)

## [1] 399 12

library(rpart)  
  
tm <- rpart(quality~., wine\_train, method = "class")  
  
library(rpart.plot)  
  
tm

## n= 1200   
##   
## node), split, n, loss, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 1200 693 5 (0.0067 0.032 0.42 0.4 0.13 0.01)   
## 2) alcohol< 10.525 746 316 5 (0.008 0.029 0.58 0.34 0.043 0.0013)   
## 4) sulphates< 0.535 173 39 5 (0.012 0.069 0.77 0.14 0.0058 0) \*  
## 5) sulphates>=0.535 573 277 5 (0.007 0.017 0.52 0.4 0.054 0.0017)   
## 10) total.sulfur.dioxide>=82.5 105 22 5 (0 0.019 0.79 0.19 0 0) \*  
## 11) total.sulfur.dioxide< 82.5 468 255 5 (0.0085 0.017 0.46 0.45 0.066 0.0021)   
## 22) alcohol< 9.85 275 123 5 (0.011 0.015 0.55 0.4 0.022 0)   
## 44) fixed.acidity< 10.85 252 102 5 (0.0079 0.012 0.6 0.37 0.016 0)   
## 88) total.sulfur.dioxide>=28.5 161 53 5 (0.0062 0.012 0.67 0.29 0.019 0)   
## 176) volatile.acidity>=0.405 133 35 5 (0.0075 0.015 0.74 0.23 0.015 0) \*  
## 177) volatile.acidity< 0.405 28 11 6 (0 0 0.36 0.61 0.036 0) \*  
## 89) total.sulfur.dioxide< 28.5 91 45 6 (0.011 0.011 0.46 0.51 0.011 0)   
## 178) density< 0.99716 44 16 5 (0 0.023 0.64 0.32 0.023 0) \*  
## 179) density>=0.99716 47 15 6 (0.021 0 0.3 0.68 0 0) \*  
## 45) fixed.acidity>=10.85 23 6 6 (0.043 0.043 0.087 0.74 0.087 0) \*  
## 23) alcohol>=9.85 193 92 6 (0.0052 0.021 0.32 0.52 0.13 0.0052)   
## 46) pH>=3.445 35 15 5 (0 0.057 0.57 0.34 0.029 0) \*  
## 47) pH< 3.445 158 69 6 (0.0063 0.013 0.26 0.56 0.15 0.0063) \*  
## 3) alcohol>=10.525 454 232 6 (0.0044 0.037 0.17 0.49 0.28 0.024)   
## 6) volatile.acidity>=0.425 256 117 6 (0.0078 0.055 0.23 0.54 0.16 0.012) \*  
## 7) volatile.acidity< 0.425 198 113 7 (0 0.015 0.096 0.42 0.43 0.04)   
## 14) total.sulfur.dioxide>=47.5 49 21 6 (0 0.02 0.18 0.57 0.22 0) \*  
## 15) total.sulfur.dioxide< 47.5 149 75 7 (0 0.013 0.067 0.37 0.5 0.054)   
## 30) sulphates< 0.695 73 39 6 (0 0.027 0.14 0.47 0.32 0.055)   
## 60) residual.sugar< 2.95 60 27 6 (0 0.017 0.13 0.55 0.23 0.067) \*  
## 61) residual.sugar>=2.95 13 4 7 (0 0.077 0.15 0.077 0.69 0) \*  
## 31) sulphates>=0.695 76 25 7 (0 0 0 0.28 0.67 0.053) \*

rpart.plot(tm, type = 4, extra = 101)
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pred\_tree <- predict(tm, wine\_test, type = "class")  
  
table(pred\_tree, wine\_test$quality)

##   
## pred\_tree 3 4 5 6 7 8  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 1 8 112 33 1 0  
## 6 1 6 58 111 23 5  
## 7 0 0 4 17 18 1  
## 8 0 0 0 0 0 0

library(caret)  
  
confusionMatrix(table(pred\_tree, wine\_test$quality))

## Confusion Matrix and Statistics  
##   
##   
## pred\_tree 3 4 5 6 7 8  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 1 8 112 33 1 0  
## 6 1 6 58 111 23 5  
## 7 0 0 4 17 18 1  
## 8 0 0 0 0 0 0  
##   
## Overall Statistics  
##   
## Accuracy : 0.604   
## 95% CI : (0.5541, 0.6523)  
## No Information Rate : 0.4361   
## P-Value [Acc > NIR] : 1.188e-11   
##   
## Kappa : 0.3548   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 3 Class: 4 Class: 5 Class: 6 Class: 7 Class: 8  
## Sensitivity 0.000000 0.00000 0.6437 0.6894 0.42857 0.00000  
## Specificity 1.000000 1.00000 0.8089 0.6092 0.93838 1.00000  
## Pos Pred Value NaN NaN 0.7226 0.5441 0.45000 NaN  
## Neg Pred Value 0.994987 0.96491 0.7459 0.7436 0.93315 0.98496  
## Prevalence 0.005013 0.03509 0.4361 0.4035 0.10526 0.01504  
## Detection Rate 0.000000 0.00000 0.2807 0.2782 0.04511 0.00000  
## Detection Prevalence 0.000000 0.00000 0.3885 0.5113 0.10025 0.00000  
## Balanced Accuracy 0.500000 0.50000 0.7263 0.6493 0.68347 0.50000

library(randomForest)  
model\_forest\_wine <- randomForest(quality ~ ., data = wine\_train)  
  
pred\_forest\_wine <- predict(model\_forest\_wine, newdata = wine\_test,type="class")  
  
table(pred\_forest\_wine,wine\_test$quality)

##   
## pred\_forest\_wine 3 4 5 6 7 8  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 2 13 135 35 2 0  
## 6 0 1 37 118 15 4  
## 7 0 0 2 8 25 2  
## 8 0 0 0 0 0 0

confusionMatrix(table(pred\_forest\_wine,wine\_test$quality))

## Confusion Matrix and Statistics  
##   
##   
## pred\_forest\_wine 3 4 5 6 7 8  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 2 13 135 35 2 0  
## 6 0 1 37 118 15 4  
## 7 0 0 2 8 25 2  
## 8 0 0 0 0 0 0  
##   
## Overall Statistics  
##   
## Accuracy : 0.6967   
## 95% CI : (0.649, 0.7415)  
## No Information Rate : 0.4361   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.5019   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 3 Class: 4 Class: 5 Class: 6 Class: 7 Class: 8  
## Sensitivity 0.000000 0.00000 0.7759 0.7329 0.59524 0.00000  
## Specificity 1.000000 1.00000 0.7689 0.7605 0.96639 1.00000  
## Pos Pred Value NaN NaN 0.7219 0.6743 0.67568 NaN  
## Neg Pred Value 0.994987 0.96491 0.8160 0.8080 0.95304 0.98496  
## Prevalence 0.005013 0.03509 0.4361 0.4035 0.10526 0.01504  
## Detection Rate 0.000000 0.00000 0.3383 0.2957 0.06266 0.00000  
## Detection Prevalence 0.000000 0.00000 0.4687 0.4386 0.09273 0.00000  
## Balanced Accuracy 0.500000 0.50000 0.7724 0.7467 0.78081 0.50000

As we can see that the classification performance is much higher for Random Forest when compared to its Decision Tree model.

### 4. Boosting [8]

Boosting is another technique where the subsets are created and a model is trained on that subset sequentially.

#### 4.1 AdaBoost

AdaBoost is Adaptive Boosting, where training a model on the training set, the model is tested using the original training set. Then it will increase the weights on each of the wrongly classified training samples. Now a new subset is created considering the weights assigned to the wrongly classified samples. Now the chances of appearing these misclassified samples is very high when compared to the correctly classified samples. A model is trained on this new set and test is conducted on the new training set. This process is continued until the desired test accuracy is achieved.

In case of Bagging, all the learners are given equal importance for prediction. But in case of Boosting, weights are assigned to each learner and the result is obtained by weighted average of the N learners. The assigned weights are proportional to the accuracy of the individual learner.

#### 4.2 Gradient Boost [10]

Gradient Boosting is also an Ensemble Learning. This is similar to Adaboost where we train learners sequentially.

In Gradient Boosting for regression problems, we first build a regression tree. The average for the target variable is computed for the entire training set and then the residuals are computed for each sample. We build a decision tree for these residuals. For all the leaf nodes, we compute the average of the elements of that leaf node and subtract the average from all the leaf node elements. We will build a decision tree on these residuals/errors as training data. When a new tree is constructed on the residuals, we will predict the prices as follows.

where is the learning rate. Again we will compute the new residuals and build a new tree for these residuals. We will continue this process for a specified number iterations. We will use all the trees in the ensemble for prediction in the sequence. If our final ensemble contains n decision trees, the predicted price would be given by

### 5. Gradient Boosted Decision Tree Example [11]

require(gbm)

## Loading required package: gbm

## Loaded gbm 2.1.5

require(MASS)#package with the boston housing dataset

## Loading required package: MASS

length(Boston$medv)

## [1] 506

#separating training and test data  
  
set.seed(111)  
s=sample(length(Boston$medv),size=375)  
Boston\_train = Boston[s,]  
Boston\_test = Boston[-s,]  
  
  
library(rpart)  
  
tm <- rpart(medv~., Boston\_train, method="anova")  
  
library(rpart.plot)  
  
tm

## n= 375   
##   
## node), split, n, deviance, yval  
## \* denotes terminal node  
##   
## 1) root 375 32571.4100 22.88880   
## 2) rm< 6.9715 322 14226.5400 20.33851   
## 4) lstat>=14.745 117 2472.1520 14.78205   
## 8) crim>=5.7819 53 813.2192 11.79623 \*  
## 9) crim< 5.7819 64 795.1386 17.25469 \*  
## 5) lstat< 14.745 205 6080.4600 23.50976   
## 10) lstat>=5.41 178 3234.8630 22.39382   
## 20) dis>=1.8748 170 1626.8090 22.02882   
## 40) rm< 6.5445 143 961.8120 21.33217 \*  
## 41) rm>=6.5445 27 228.0207 25.71852 \*  
## 21) dis< 1.8748 8 1104.1400 30.15000 \*  
## 11) lstat< 5.41 27 1162.5800 30.86667 \*  
## 3) rm>=6.9715 53 3526.8350 38.38302   
## 6) rm< 7.437 33 865.8824 33.24848 \*  
## 7) rm>=7.437 20 355.4695 46.85500 \*

rpart.plot(tm, type = 4, extra = 101)
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pred\_tree <- predict(tm, Boston\_test)  
  
prices <- data.frame(Boston\_test$medv,pred\_tree)  
colnames(prices) <- c("Actual Price","Predicted Price")  
head(prices)

## Actual Price Predicted Price  
## 1 24.0 30.86667  
## 4 33.4 33.24848  
## 15 18.2 21.33217  
## 20 18.2 21.33217  
## 24 14.5 17.25469  
## 31 12.7 17.25469

sum(abs(Boston\_test$medv-pred\_tree))

## [1] 463.936

Boston\_boost\_model=gbm(medv ~ . ,data = Boston\_train,,distribution = "gaussian",n.trees = 10000,  
 shrinkage = 0.01, interaction.depth = 4)  
Boston\_boost\_model

## gbm(formula = medv ~ ., distribution = "gaussian", data = Boston\_train,   
## n.trees = 10000, interaction.depth = 4, shrinkage = 0.01)  
## A gradient boosted model with gaussian loss function.  
## 10000 iterations were performed.  
## There were 13 predictors of which 13 had non-zero influence.

summary(Boston\_boost\_model) # Variable Importance and a plot of Variable Importance
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## var rel.inf  
## rm rm 33.8115512  
## lstat lstat 32.7458809  
## dis dis 9.6131263  
## crim crim 5.3462089  
## nox nox 4.7956804  
## age age 4.3023827  
## black black 2.7679855  
## ptratio ptratio 2.7384966  
## tax tax 1.5108186  
## chas chas 0.7942549  
## indus indus 0.7148887  
## rad rad 0.6253510  
## zn zn 0.2333744

pred\_boost <- predict(Boston\_boost\_model,Boston\_test,n.trees=10000)  
  
prices <- data.frame(Boston\_test$medv,pred\_boost)  
colnames(prices) <- c("Actual Price","Predicted Price")  
head(prices)

## Actual Price Predicted Price  
## 1 24.0 26.24990  
## 2 33.4 35.45936  
## 3 18.2 18.76506  
## 4 18.2 18.98793  
## 5 14.5 15.96198  
## 6 12.7 12.42299

sum(abs(Boston\_test$medv-pred\_boost))

## [1] 285.7389

The actual and predicted prices for the first 5 houses in the test set are very close. The total error for our DecisionTree model is 464 and it is only 286 for our Boosted Decision Trees Model.
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