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Theory: Dynamic Algorithm

Recursive Algorithm

The first step is to determine the recursive relationship for finding the next largest palindromic subsequence from a given string of characters as well as the base case for a palindromic subsequence.

There are two main base cases. The first is when the entire string (palindrome) is one character. If the string is one character, that character is returned. The second is when the string has two characters, but both characters are the same (i.e. aa). If this is the case, then the entire string is also returned. Otherwise, the recursive relationship can be defined as follows: If the outer two characters are equivalent then the length of the longest palindromic subsequence is equal to two plus the longest palindromic subsequence of the inner string. If the outer two characters are not equivalent, then the palindromic subsequence will be the largest of either the string with the leftmost character removed or the rightmost character removed. This ensures that all possibilities are covered.

The issue with the above recursive function is that repeated calls to find the largest palindromic subsequence will occur. To mitigate this, a lookup table is created from the base case up. The lookup table has cells consisting of a simple struct that holds the current length of the maximum palindrome within the start index and end index (row, column). It also holds a reference to the source of the maximum palindrome subsequence. These references can either be: LEFT, DOWN, DIAGONAL and BASECASE. Once all cells are calculated, the largest subsequence of the entire string is then found by starting at the upper right cell in the table and tracing back the decisions made until a base case is found.

One key note is that the second base case ( two characters that match ) is slightly altered to simplify the design. This base case is changed be of case DIAGONAL and will now reference an invalid cell on the opposite end of the table. These cells are now considered to be a base case of zero character length and in the algorithm this will have the same overall result of returning the two characters.

Dynamic Algorithm Pseudo Code

INIT TABLE:

Table dimensions = length of string x length of string (rows x columns)

Initialize the table with references to empty strings with a tag of BASECASE.

Initialize the main diagonal with a length of one, a single character, and keep the tag BASECASE.

row - start character

column - end character

FOR each diagonal starting at the main diagonal and propagating to the upper right:

FOR each cell In the diagonal:

Look at whether the two characters represented by the indices are equivalent

IF not equivalent

compare the cell to left and to the cell underneath

IF the left is larger in length

Store a reference to LEFT and its size

ELSE

Store a reference to DOWN and its size

IF they are equivalent

Store a reference to DIAGONAL (row + 1, col - 1) and its size

Traceback Algorithm Pseudo Code

String traceback( cell ):

Start at the top right of the table.

IF the cell reference is BASECASE and on the *main* diagonal:

RETURN the character at that index

IF the cell reference is BASECASE and not on the *main* diagonal:

RETURN null

IF the cell is of reference type diagonal:

RETURN the character of the string at index row plus traceback( cell at diagonal) plus the character of the string at index col.

IF the cell is of reference type left:

RETURN traceback( cell at the left)

IF the cell is of reference type down:

RETURN traceback( cell at the right)

Theory: Complexity

The bulk of the work done is inside the nested for-loops. Since the comparisons for each cell is done in constant time, we can formulate the nested for-loops as the following:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALoAAAAxCAIAAADiGyS9AAAG+UlEQVR42u1cPYgbRxTewsUWKba4QoULFSksSOGDFBaksCBFEFcEwRURXGGBCwtcHCLFIVwcIoURLgKXwiAXAV1jRAojXAQuhUFXHMiFQSlcqHCh4goVKa7YRvn29rJZjXbfzM7Manfv5iGORbean51vvve+NzNrrYwZEzZLY1mLL4vBm0HmXeq/7F9dXZmhzTVcZn/P6nv1lMZp/H7cft52HEfk5vl87rXkH4OY3MLFXVW/q4JdtBRW+abCfOOj0LJEWzt+N24/a5vR3RJcMJtL90vD02Hraav8dZnP/6/6zZ+aEr89+fWk+6ILqNFwuWmrlQDcqHpyPjEDvA24YDbjcS8vl7golUr8sSmXgRKJ39q2Pb2YMo5DC1yAwgDBxtKFC4aweeA968mHCfehI2rxogqX+i34g/n434OEnB3n5LeT8G3AEHObBFxmn2Yo2QzwNuACHwH/govecW/wesD1RJUHFYnfnv15BhKaf54DH9rZBdyG+6cfp7qeFChw9HaECWB/ZRu4rBnoAWOJi85hp/Fjg37ouKH2uCbxW9wA0YtPwC5xcAGBAYIYfvyF8BHt2z3LB64WO/vrDO0c/j5MhFqjjFirPqoCFjnsGyKn7lFXb5kAroGLmu59UIEIymHfdh/uam+YgYuOSfyim8O+1b6vaac9A5drOfNxCk8vbkyIgPBWpDKVWiSssb8WVBm46GQXMAQeBKVl3NXkfII4lIWLZTGxKp0OkatFwqBiGClu4KLPGbmes4dKpHP5ECZgCGm4SNdSOLiM/hgRIr/9rN35uVPfqw9Ph/lExvJyudmFtZ7PPs0wSFwCZwKCZHCRraVYcIHeJgT/+P0YcZWPG5GkeVbW+6WHwaJCXdzBHX7mv0nhIldLHuDSetICH6DlzYMmukDcKbrA6a7CGc7cEcxyyVJDhP78dte2bWJygKYU4SJRSzSrk5nWNNhFKKK/mNJgCqz/qg8eyoPfwQQA4SFkxHxYLP6PE+o/1MNjFAEXPysv/qDl4JK0lkijM61ZwaV71B2/G4s4LI1JZ8WMQ0CHractQCQsTcKy14pDvZ9xTw8uSWuRiCeygguIEwTDdcd+kEssknhB3lZUGBqMuDugxrDIgIYN+6PY1vgrw+CA9OCSqJbCwMX1ElF+j6D+GvsNZ8cBC2L6Oo7jB/iYsrhG1IIPEerScIkrXNEm55PS/VJY34U3LVmElEVAUH1UTRUu4rVohMvmborNnRXS5qUALCtw/37bgA+EjRgJZu2dLyFJdlEpnAjSw4EXRFyYbCxam3jO4mU/PbiI11IUdvHI3LKCOB0Byu7D3ZuJ+2ESXGuBi0rhcQrfe2LuWnSINgRbsDmu0Vs+fNJKFS6CtWQLl3KURfYawxaGS/t5O+gaZq2gwPZ5DiEFiiKYj1t4IgYFMvAvEBXzpded/74kwXs6hLLibu5XhItgLUVxRgy7wM8GygKKI9HBGi67qBS+OQoowd8FG064i7IL2oooLO1QV7yWojijtdjF9TYjg2/8fyFKC641wEWt8DXlf727HtXhSeIT3l8gFLuAfLzd2gLJAxW4JKolzohMa5bK6Dq15Y93wOToLPzL6O1IC1wUCw9LIWIvAArkKyPwUiDE04NLolokLMu8i749wtkaP+8CLuIq+LB7k4NL0loKBBfBrG4hDH2hsrr+oTLuek1Y90rARaKWzOFCLKxs0nvvuHc74IL+xq4Z4R/OjiNy+C9MDEnhIldL5nAhFlYiIqpcbl6WCC5jV6QhljBvRLZRMkokEVyka8kcLsTCSmQCTfyAS26N2u+ChytyShTjDbkvDRfpWnIVuzALK5FG7KYrBrVcLjd11s14YLpjbDB7EIESn85hB4KN0VricFGpJVdwYRZW7o554+HlrZNs0GcG0rZtkU0IirVIWBonAVZRCyt3Cy6KlsZhQT3B6eMaEKO3zMiFFQOXBJbbU4yIqfW+FChuYcXAJYFhtuX3jLS+45XEwoqBS7IQIZPkKb9v9yz14wSBFNJ+yPI2w4U4STV4PRB5IdlNOdt6wyDCC4woaGBlbPtwIU5SwYtDHAluWPELiRP6kL4geURCIqdGaJteTLmpEWMycIl8n2CsRZ2kQlApsXTOpkkOmn5qCyOtsrnOt85h53Zk4nMHF+Z9gvQGs8iTVJ5k2KvTNfWOe5juwRsPN83ZccK7NxQ7hhKMJ0oFLsz7BCklGX+SCnBh1hcYQ4jjvVvQjUVkOHhU9CODN4NbsyacL7hsvk8wjl3ok1SLxQJymshfwdfAQRBN0cUuaJ7nhlwzuCnAJe59gptZB+5JKrgz4vUTUE8B/UQiUlfswn1Vp7Es8y6CBv8CHU6s04LkGvuN7lEXWFFXRsaKDRdjBi7G7pb9CzvGbyT2q4wOAAAAAElFTkSuQmCC)

Therefore, the time complexity of the algorithm is .

Implementation

See attached.

Example: "ATTCA"

The code would will initialize a table as follows (notice the main diagonal):

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | END | | | | |
| A | T | T | C | A  **KEY**  **BC**: Base Case  **L**: Left  **DG**: Diagonal  **D**: Down  **(referenced cell, size)** |
| START | A | BC, 1 | BC, 0 | BC, 0 | BC, 0 | BC, 0 |
| T | BC, 0 | BC, 1 | BC, 0 | BC, 0 | BC, 0 |
| T | BC, 0 | BC, 0 | BC, 1 | BC, 0 | BC, 0 |
| C | BC, 0 | BC, 0 | BC, 0 | BC, 1 | BC, 0 |
| A | BC, 0 | BC, 0 | BC, 0 | BC, 0 | BC, 1 |

We first start at the first diagonal, which is colored blue and on the first cell which is darkened. The start character, "A" does not match the end character "T", so we then consider the cell to the left and the cell below. These have the same max palindrome size, 1 so we default to choosing the cell below. This cell now has a reference to the cell below it and the size of this cell is copied from the cell below.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | END | | | | |
| A | T | T | C | A |
| START | A | BC, 1 | D, 1 | BC, 0 | BC, 0 | BC, 0 |
| T | BC, 0 | BC, 1 | BC, 0 | BC, 0 | BC, 0 |
| T | BC, 0 | BC, 0 | BC, 1 | BC, 0 | BC, 0 |
| C | BC, 0 | BC, 0 | BC, 0 | BC, 1 | BC, 0 |
| A | BC, 0 | BC, 0 | BC, 0 | BC, 0 | BC, 1 |

We now move onto the next cell. Here we are looking at the first T and the second T. Since they match, we tag this cell as DIAGONAL and store the length as 2 plus the length of the cell diagonal to it which is 0 (colored red). The remaining two cells are the same as the first so those steps are omitted here and we move on to the next diagonal.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | END | | | | |
| A | T | T | C | A |
| START | A | BC, 1 | D, 1 | BC, 0 | BC, 0 | BC, 0 |
| T | BC, 0 | BC, 1 | DG, 2 | BC, 0 | BC, 0 |
| T | BC, 0 | BC, 0 | BC, 1 | D, 1 | BC, 0 |
| C | BC, 0 | BC, 0 | BC, 0 | BC, 1 | D, 1 |
| A | BC, 0 | BC, 0 | BC, 0 | BC, 0 | BC, 1 |

In the cell selected, the start character, "A", does not match the end character, the second "T", so we choose the max of the cell to the left or the cell below. This is the cell below so we store DOWN and length 2. Again the next two cells are done in a similar fashion so we skip those.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | END | | | | |
| A | T | T | C | A |
| START | A | BC, 1 | D, 1 | D, 2 | BC, 0 | BC, 0 |
| T | BC, 0 | BC, 1 | DG, 2 | L, 2 | BC, 0 |
| T | BC, 0 | BC, 0 | BC, 1 | D, 1 | D, 1 |
| C | BC, 0 | BC, 0 | BC, 0 | BC, 1 | D, 1 |
| A | BC, 0 | BC, 0 | BC, 0 | BC, 0 | BC, 1 |

The next two cells are also a simple pick from either the left or below cells:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | END | | | | |
| A | T | T | C | A |
| START | A | BC, 1 | D, 1 | D, 2 | D, 2 | BC, 0 |
| T | BC, 0 | BC, 1 | DG, 2 | L, 2 | L, 2 |
| T | BC, 0 | BC, 0 | BC, 1 | D, 1 | D, 1 |
| C | BC, 0 | BC, 0 | BC, 0 | BC, 1 | D, 1 |
| A | BC, 0 | BC, 0 | BC, 0 | BC, 0 | BC, 1 |

For the final step to the table, we see that the characters match ( the first and last A's ) so this cells reference is DIAGONAL and its value is 2 plus the value in the cell diagonal which is 2 with a result of 4.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | | END | | | | |
| A | T | T | C | A |
| START | A | BC, 1 | D, 1 | D, 2 | D, 2 | DG, 4 |
| T | BC, 0 | BC, 1 | DG, 2 | L, 2 | L, 2 |
| T | BC, 0 | BC, 0 | BC, 1 | D, 1 | D, 1 |
| C | BC, 0 | BC, 0 | BC, 0 | BC, 1 | D, 1 |
| A | BC, 0 | BC, 0 | BC, 0 | BC, 0 | BC, 1 |

To then illustrate the traceback algorithm I have highlighted the route. The progression of events is as follows:

1. DG: return the string "A" + stringFromDiagonal + "A"
2. L: return the stringFromLeft
3. DG: return the string "T" + stringFromDiagonal2 + "T"
4. BC (not on main diagonal): return ""
5. Compiled result: "ATTA"

Group Effort

Group scores as decided and discussed by group as a whole:

* + Andrew DeMaria : 33.33%
  + Maria Deslis : 33.33%
  + Tri Nguyen : 33.33%