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## Including Q1

Q1. Use seq(), rep() and/or other commonly-used operators/functions and/or the recycling rule, but deﬁnitely not c(), nor any explicit loop, to create the following sequences.

# [1] 0 15 30 45 60 75 90 105 120 135 150 165 180 195 210 225

# [17] 240 255 270 285 300 315 330 345

seq(0, 345, by = 15)

## [1] 0 15 30 45 60 75 90 105 120 135 150 165 180 195 210 225 240  
## [18] 255 270 285 300 315 330 345

# [1] 1 2 4 8 16 32 64 128 256

2 ^ seq(0, 8)

## [1] 1 2 4 8 16 32 64 128 256

# [1] 1 1 1 1 2 2 2 3 3 4

rep(1:4, rep(4:1))

## [1] 1 1 1 1 2 2 2 3 3 4

# [1] 10 11 12 13 20 21 22 23 30 31 32 33 40 41 42 43

rep(0:3, times = 4) + rep(1:4, each = 4) \* 10

## [1] 10 11 12 13 20 21 22 23 30 31 32 33 40 41 42 43

# [1] “x^1/1 + -x^2/2 + x^3/3 + -x^4/4 + x^5/5 + -x^6/6”

x <- seq(1, 6)  
y <- rep(x, times = 3)  
z <- paste(x, x, sep = "/")  
s <- ifelse(x %% 2 == 0, "-", "")  
equationVector <- paste(s, z, sep = "x^")  
paste(equationVector, collapse = " + ")

## [1] "x^1/1 + -x^2/2 + x^3/3 + -x^4/4 + x^5/5 + -x^6/6"

## Including Q2

Q2. This question makes use of data on 10,000 electric scooter trips in Austin, Texas.1 Download the ﬁle “AustinDockless.csv” from Canvas and run the following code to load the data into an R data frame.

dockless <- read.csv(“AustinDockless.csv”)

dockless <- read.csv("AustinDockless.csv")  
  
docklessCols <- dockless[ ,c('Trip.Duration', 'Trip.Distance', 'Hour', 'Origin.Cell.ID', 'Destination.Cell.ID')]  
  
# docklessCols

Find the length of the ten longest trips.

distanceOrderbyLongest <- sort(docklessCols$Trip.Distance, decreasing = TRUE)  
  
top10Distance <- distanceOrderbyLongest[1:10]  
  
top10Distance

## [1] 19355 19263 19038 18394 14507 14451 12779 12601 12472 12263

Find the start and end Cell IDs for trips longer than 19km

tripAbove19km <- docklessCols[which(docklessCols$Trip.Distance > 19000), c('Origin.Cell.ID', 'Destination.Cell.ID') ]  
  
tripAbove19km

## Origin.Cell.ID Destination.Cell.ID  
## 4669 14074 14074  
## 9518 15019 14227  
## 9621 15019 14228

Find the longest trip (distance) between midnight and 8am.

tripBtw0to8 <- docklessCols[which(docklessCols$Hour >= 0 & docklessCols$Hour <= 8),]  
  
tripBtw0to8LongestDistance <- sort(tripBtw0to8$Trip.Distance, decreasing = TRUE)   
  
topDistanceTripBtw0to8 <- tripBtw0to8LongestDistance[1]  
  
topDistanceTripBtw0to8

## [1] 11977

Find the average speed and the distance covered for the top ten fastest trips (trips with highest average speed), where average speed is calculated as distance divided by duration.

docklessCols['Trip.Speed'] <- docklessCols$Trip.Distance / docklessCols$Trip.Duration  
  
tripOrderByFastestSpeed <- docklessCols[order(docklessCols$Trip.Speed, decreasing = TRUE), c('Trip.Distance', 'Trip.Speed')]  
  
top10FastestSpeed <- tripOrderByFastestSpeed[1:10,]  
  
top10FastestSpeed

## Trip.Distance Trip.Speed  
## 8909 6145 53.903509  
## 1799 356 19.777778  
## 9885 1286 14.613636  
## 3674 5333 11.346809  
## 978 357 10.818182  
## 193 110 10.000000  
## 4327 645 9.626866  
## 5917 3440 8.775510  
## 5982 3055 8.415978  
## 4776 1245 8.190789

BONUS [no marks]: Where in the city did that fastest ride occur? Is there a reasonable explanation for why it is so fast (and so much faster than the next fastest) ?

## Including Q3

Q3. This question also works with the electronic scooter data. We will just focus on the distance variable Trip.Distance.

Calculate the mean and standard deviation of the distance data

Trip.Distance <- docklessCols$Trip.Distance

Mean Trip Distance

distMean <- mean(Trip.Distance)  
distMean

## [1] 1615.266

Standard Deviation Trip Distance

distSD <- sd(Trip.Distance)  
distSD

## [1] 1674.185

Calculate the median and upper and lower quartiles for the distance data (HINT: use the quantile() function).

Median of Distance

distMedian <- median(Trip.Distance)  
distMedian

## [1] 1142

upper and lower quartiles of distance

distQuartiles <- quantile(Trip.Distance, seq(.25, .75, .25))  
distQuartiles

## 25% 50% 75%   
## 491.75 1142.00 2182.50

Generate 10,000 random values from a Normal distribution (HINT: use the rnorm() function) with the same mean and standard deviation as the distance data and calculate the median and upper and lower quartiles of these random values.

set.seed(1234)  
  
randomDistance10000 <- rnorm(10000, distMean, distSD)  
  
randomDistanceMedian <- median(Trip.Distance)  
  
randQuartiles <- quantile(randomDistance10000, seq(.25, .75, .25))  
randQuartiles

## 25% 50% 75%   
## 508.9781 1623.0258 2736.4287

Generate 1,000,000 random values from a Normal distribution with the same mean and standard deviation as the distance data and, dealing with each consecutive subset of 10,000 values, calculate 100 upper quartiles (one for each of the 100 subsets of 10,000 values)

set.seed(1234)  
  
randomDistance1000000 <- rnorm(1000000, distMean, distSD)  
  
  
randomizedDistanceMatrix <- matrix(randomDistance1000000, 10000)  
  
randQuartiles <- numeric(ncol(randomizedDistanceMatrix))  
  
for(i in 1:ncol(randomizedDistanceMatrix)) {  
 randQuartiles[i] <- quantile(randomizedDistanceMatrix[, i], c(.75))  
}  
  
randQuartiles

## [1] 2736.429 2748.037 2734.750 2778.251 2727.928 2747.678 2737.341  
## [8] 2733.882 2736.504 2772.283 2747.166 2740.335 2737.877 2749.035  
## [15] 2742.073 2747.603 2731.202 2745.210 2762.028 2722.479 2755.105  
## [22] 2784.287 2770.057 2744.672 2788.803 2732.448 2719.164 2716.093  
## [29] 2716.177 2748.662 2796.661 2770.102 2739.757 2696.621 2745.113  
## [36] 2758.199 2774.130 2745.969 2738.225 2766.942 2755.778 2757.481  
## [43] 2755.060 2768.428 2761.173 2745.528 2742.979 2721.388 2759.575  
## [50] 2750.646 2753.603 2747.491 2757.320 2770.252 2740.586 2739.986  
## [57] 2727.110 2787.447 2729.941 2744.196 2699.110 2777.860 2740.209  
## [64] 2734.215 2767.500 2755.582 2746.498 2755.516 2749.469 2772.825  
## [71] 2741.689 2695.096 2733.864 2763.335 2707.142 2758.902 2766.222  
## [78] 2740.095 2752.072 2726.040 2753.004 2747.965 2684.081 2757.887  
## [85] 2710.427 2748.324 2729.187 2781.094 2770.067 2735.959 2733.398  
## [92] 2750.425 2710.730 2767.942 2697.985 2764.782 2704.821 2728.067  
## [99] 2786.141 2723.497

What proportion of the upper quartiles from the random data are less than the distance upper quartile

pval = sum(distQuartiles[which(randQuartiles < distQuartiles[2])])  
  
pval

## [1] 0

What does that tell us ? (HINT: look at the plots below)

hist(Trip.Distance)
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hist(randomDistance1000000)

![](data:image/png;base64,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)

Graph shows that we could only get Positive value for distance, which also means that negative value probablity would add up to be most after zero and gradually reduce when we move forward to right.

## Including Q4

Q4. Write a function called segments that takes three arguments: from, to, and rep. The function should generate a matrix with two columns, the ﬁrst column containing from values and the second column containing to values. The argument rep should default to FALSE.

Here is the simplest use of the function.

segments <- function(from, to, rep = FALSE) {  
 options(warn = 1)  
   
 if (from > 1) {  
 from = 1  
 warning(" 'from' value(s) larger than 1 reduced to 1 \n")  
 }  
   
 if (from < -1) {  
 from = 1  
 warning(" 'from' value(s) less than -1 raised to -1 \n")  
 }  
   
 if (to > 1) {  
 to = 1  
 warning(" 'to' value(s) larger than 1 reduced to 1 \n")  
 }  
   
 if (to < -1) {  
 to = 1  
 warning(" 'to' value(s) less than -1 raised to -1 \n")  
 }  
   
 c(from = from, to = to)  
}  
  
segments(.1, 1.2)

## Warning in segments(0.1, 1.2): 'to' value(s) larger than 1 reduced to 1

## from to   
## 0.1 1.0

segments(-1.2, .1)

## Warning in segments(-1.2, 0.1): 'from' value(s) less than -1 raised to -1

## from to   
## 1.0 0.1

The values in from and to can be vectors and they should both “recycle” to the longest length.

segments <- function(from, to, rep = FALSE) {  
 options(warn = 1)  
   
 # validation function for checking limits  
 validateValue <- function(name, value) {  
 if (any(value > 1)) {  
 value[value > 1] = 1  
 warning(paste0(" '", name, "' value(s) larger than 1 reduced to 1 \n"))  
 }  
   
 if (any(value < -1)) {  
 value[value < -1] = -1  
 warning(paste0(" '", name, "' value(s) less than -1 raised to -1 \n"))  
 }  
   
 value  
 }  
   
 # creating equal number of elements for from/to  
 if (length(from) > 1 & length(to) == 1) {  
 to <- rep(to, length(from))  
 }  
   
 if (length(to) > 1 & length(from) == 1) {  
 from <- rep(from, length(to))  
 }  
   
 # general Code for merging row and columns  
 if (length(from) == length(to)) {  
 rowBind <- rbind(from, to)  
 vector <- c(rowBind)  
 matrix <- matrix(vector, ncol = length(from))  
 dimnames(matrix) <- list(c('from', 'to'))  
 matrix <- t(matrix)  
 matrix[, "from"] <- validateValue("from", matrix[, "from"])  
 matrix[, "to"] <- validateValue("to", matrix[, "to"])  
 matrix  
 }  
   
}  
  
segments(c(.1, .2), c(.3, .4))

## from to  
## [1,] 0.1 0.3  
## [2,] 0.2 0.4

segments(1:4/10, .9)

## from to  
## [1,] 0.1 0.9  
## [2,] 0.2 0.9  
## [3,] 0.3 0.9  
## [4,] 0.4 0.9

The rows of the matrix should be in order from smallest from value to largest from value.

segments <- function(from, to, rep = FALSE) {  
 options(warn = 1)  
   
 # validation function for checking limits  
 validateValue <- function(name, value) {  
 if (any(value > 1)) {  
 value[value > 1] = 1  
 warning(paste0(" '", name, "' value(s) larger than 1 reduced to 1 \n"))  
 }  
   
 if (any(value < -1)) {  
 value[value < -1] = -1  
 warning(paste0(" '", name, "' value(s) less than -1 raised to -1 \n"))  
 }  
   
 value  
 }  
   
 # creating equal number of elements for from/to  
 # Descending elements  
 if (length(from) > 1 & length(to) == 1) {  
 from <- sort(from, decreasing = FALSE)  
 to <- rep(to, length(from))  
 }  
   
 if (length(to) > 1 & length(from) == 1) {  
 to <- sort(to, decreasing = FALSE)  
 from <- rep(from, length(to))  
 }  
   
 # general Code for merging row and columns   
 if (length(from) == length(to)) {  
 rowBind <- rbind(from, to)  
 vector <- c(rowBind)  
 matrix <- matrix(vector, ncol = length(from))  
 dimnames(matrix) <- list(c('from', 'to'))  
 matrix <- t(matrix)  
 matrix[, "from"] <- validateValue("from", matrix[, "from"])  
 matrix[, "to"] <- validateValue("to", matrix[, "to"])  
 matrix  
 }  
   
}  
  
segments(4:1/10, .9)

## from to  
## [1,] 0.1 0.9  
## [2,] 0.2 0.9  
## [3,] 0.3 0.9  
## [4,] 0.4 0.9

Any negative values in from and to should be treated as values measuring backward from 1.

segments <- function(from, to, rep = FALSE) {  
 options(warn = 1)  
   
 # validation function for checking limits  
 validateValue <- function(name, value) {  
 if (any(value > 1)) {  
 value[value > 1] = 1  
 warning(paste0(" '", name, "' value(s) larger than 1 reduced to 1 \n"))  
 }  
   
 if (any(value < -1)) {  
 value[value < -1] = -1  
 warning(paste0(" '", name, "' value(s) less than -1 raised to -1 \n"))  
 }  
   
 negitiveFloat = value > -1 & value < 0  
 value[negitiveFloat] = 1 + value[negitiveFloat]  
   
 value  
 }  
   
 # creating equal number of elements for from/to  
 # Descending elements  
 if (length(from) > 1 & length(to) == 1) {  
 from <- sort(from, decreasing = FALSE)  
 to <- rep(to, length(from))  
 }  
   
 if (length(to) > 1 & length(from) == 1) {  
 to <- sort(to, decreasing = FALSE)  
 from <- rep(from, length(to))  
 }  
   
 # general Code for merging row and columns   
 if (length(from) == length(to)) {  
 rowBind <- rbind(from, to)  
 vector <- c(rowBind)  
 matrix <- matrix(vector, ncol = length(from))  
 dimnames(matrix) <- list(c('from', 'to'))  
 matrix <- t(matrix)  
 matrix[, "from"] <- validateValue("from", matrix[, "from"])  
 matrix[, "to"] <- validateValue("to", matrix[, "to"])  
 matrix  
 }  
   
}  
  
segments(.1, -.1)

## from to  
## [1,] 0.1 0.9

segments(c(.1, .2), c(.7, -.2))

## from to  
## [1,] 0.1 0.7  
## [2,] 0.2 0.8

If any from values are larger than the corresponding to values, they should be swapped.

segments <- function(from, to, rep = FALSE) {  
 options(warn = 1)  
   
 # validation function for checking limits  
 validateValue <- function(name, value) {  
 if (any(value > 1)) {  
 value[value > 1] = 1  
 warning(paste0(" '", name, "' value(s) larger than 1 reduced to 1 \n"))  
 }  
   
 if (any(value < -1)) {  
 value[value < -1] = -1  
 warning(paste0(" '", name, "' value(s) less than -1 raised to -1 \n"))  
 }  
   
 negitiveFloat = value > -1 & value < 0  
 value[negitiveFloat] = 1 + value[negitiveFloat]  
   
 value  
 }  
   
 # creating equal number of elements for from/to  
 # Descending elements  
 if (length(from) > 1 & length(to) == 1) {  
 from <- sort(from, decreasing = FALSE)  
 to <- rep(to, length(from))  
 }  
   
 if (length(to) > 1 & length(from) == 1) {  
 to <- sort(to, decreasing = FALSE)  
 from <- rep(from, length(to))  
 }  
   
 # general Code for merging row and columns   
 if (length(from) == length(to)) {  
 rowBind <- rbind(from, to)  
 vector <- c(rowBind)  
 matrix <- matrix(vector, ncol = length(from))  
 dimnames(matrix) <- list(c('from', 'to'))  
 matrix <- t(matrix)  
 matrix[, "from"] <- validateValue("from", matrix[, "from"])  
 matrix[, "to"] <- validateValue("to", matrix[, "to"])  
   
 element <- matrix[, "from"] > matrix[, "to"]   
 fromValue <- matrix[, "from"][element]   
 toValue <- matrix[, "to"][element]  
 matrix[, "from"][element] <- toValue  
 matrix[, "to"][element] <- fromValue  
   
 matrix  
 }  
   
}  
  
 segments(.9, .1)

## from to  
## [1,] 0.1 0.9

If rep is TRUE, the function should“repeat”the values in the argument until they exceed 1.

segments <- function(from, to, rep = FALSE) {  
 options(warn = 1)  
   
 # validation function for checking limits  
 validateValue <- function(name, value) {  
 if (any(value > 1)) {  
 value[value > 1] = 1  
 warning(paste0(" '", name, "' value(s) larger than 1 reduced to 1 \n"))  
 }  
   
 if (any(value < -1)) {  
 value[value < -1] = -1  
 warning(paste0(" '", name, "' value(s) less than -1 raised to -1 \n"))  
 }  
   
 negitiveFloat = value > -1 & value < 0  
 value[negitiveFloat] = 1 + value[negitiveFloat]  
   
 value  
 }  
   
 # rep parameter check for repeat functionality  
 if (!rep) {  
 # creating equal number of elements for from/to  
 # Descending elements  
 if (length(from) > 1 & length(to) == 1) {  
 from <- sort(from, decreasing = FALSE)  
 to <- rep(to, length(from))  
 }  
   
 if (length(to) > 1 & length(from) == 1) {  
 to <- sort(to, decreasing = FALSE)  
 from <- rep(from, length(to))  
 }  
 } else {  
 # code for repeat values  
 if (length(from) == 1 & length(to) == 1) {  
 if (from > to) {  
 temp <- from  
 from <- to  
 to <- temp  
 }  
 from <- seq(from = from, to = 1, by = to)  
 to <- seq(from = to, to = 1, by = to)  
   
 if (length(to) > length(from)) {  
 from <- c(from, 1)  
 }  
 if (length(to) < length(from)) {  
 to <- c(to, 1)  
 }  
   
 }  
 }  
   
 # general Code for merging row and columns   
 if (length(from) == length(to)) {  
 rowBind <- rbind(from, to)  
 vector <- c(rowBind)  
 matrix <- matrix(vector, ncol = length(from))  
 dimnames(matrix) <- list(c('from', 'to'))  
 matrix <- t(matrix)  
 matrix[, "from"] <- validateValue("from", matrix[, "from"])  
 matrix[, "to"] <- validateValue("to", matrix[, "to"])  
   
 element <- matrix[, "from"] > matrix[, "to"]   
 fromValue <- matrix[, "from"][element]   
 toValue <- matrix[, "to"][element]  
 matrix[, "from"][element] <- toValue  
 matrix[, "to"][element] <- fromValue  
   
 matrix  
 }  
   
}  
  
 segments(.1, .2, rep=TRUE)

## from to  
## [1,] 0.1 0.2  
## [2,] 0.3 0.4  
## [3,] 0.5 0.6  
## [4,] 0.7 0.8  
## [5,] 0.9 1.0

segments <- function(from, to, rep = FALSE) {  
 options(warn = 1)  
   
 # validation function for checking limits  
 validateValue <- function(name, value) {  
 if (any(value > 1)) {  
 value[value > 1] = 1  
 warning(paste0(" '", name, "' value(s) larger than 1 reduced to 1 \n"))  
 }  
   
 if (any(value < -1)) {  
 value[value < -1] = -1  
 warning(paste0(" '", name, "' value(s) less than -1 raised to -1 \n"))  
 }  
   
 negitiveFloat = value > -1 & value < 0  
 value[negitiveFloat] = 1 + value[negitiveFloat]  
   
 value  
 }  
   
 if (!rep) {  
 # creating equal number of elements for from/to  
 # Descending elements  
 if (length(from) > 1 & length(to) == 1) {  
 from <- sort(from, decreasing = FALSE)  
 to <- rep(to, length(from))  
 }  
   
 if (length(to) > 1 & length(from) == 1) {  
 to <- sort(to, decreasing = FALSE)  
 from <- rep(from, length(to))  
 }  
 } else {  
 # code for repeat values  
 if (length(from) == 1 & length(to) == 1) {  
 if (from > to) {  
 temp <- from  
 from <- to  
 to <- temp  
 }  
 from <- seq(from = from, to = 1, by = to)  
 to <- seq(from = to, to = 1, by = to)  
   
 if (length(to) > length(from)) {  
 from <- c(from, 1)  
 }  
 if (length(to) < length(from)) {  
 to <- c(to, 1)  
 }  
 } else {  
 if (length(from) > 1 & length(to) == 1) {  
 to <- rep(to, length(from))  
 }  
 if (length(to) > 1 & length(from) == 1) {  
 from <- rep(from, length(to))  
 }  
 vec <- sort(c(from, to), decreasing = FALSE)  
 tv <- ceiling(1/vec[length(vec)])  
 vec1 <- rep(vec, times = tv)  
 vec2 <- rep(0:(tv-1) \* rep(vec[length(vec)]), each = length(vec))  
 vec <- vec1 + vec2  
 mat <- matrix(vec, nrow = 2)  
 rownames(mat) <- c('from', 'to')  
 from <- mat["from",]  
 to <- mat["to",]  
 }  
 }  
   
 # general Code for merging row and columns  
 if (length(from) == length(to)) {  
 rowBind <- rbind(from, to)  
 vector <- c(rowBind)  
 matrix <- matrix(vector, ncol = length(from))  
 dimnames(matrix) <- list(c('from', 'to'))  
 matrix <- t(matrix)  
 matrix[, "from"] <- validateValue("from", matrix[, "from"])  
 matrix[, "to"] <- validateValue("to", matrix[, "to"])  
 element <- matrix[, "from"] > matrix[, "to"]   
 fromValue <- matrix[, "from"][element]   
 toValue <- matrix[, "to"][element]  
 matrix[, "from"][element] <- toValue  
 matrix[, "to"][element] <- fromValue  
   
 # Duplicate row check, takes place for repeat = TRUE  
 if (rep) {  
 duplicateUperLimit <- matrix[, "from"] == matrix[, "to"] & matrix[, "from"] == 1  
 matrix <- matrix[!duplicateUperLimit,]  
   
 f <- matrix[, "from"]  
 t <- matrix[, "to"]  
 if (f[length(f)] != 1 & t[length(t)] != 1) {  
 matrix <- rbind(matrix, 1)  
 }  
 }  
   
 matrix  
 }  
   
}  
  
 segments(c(.3, .1), .2, rep=TRUE)

## Warning in validateValue("from", matrix[, "from"]): 'from' value(s) larger than 1 reduced to 1

## Warning in validateValue("to", matrix[, "to"]): 'to' value(s) larger than 1 reduced to 1

## from to  
## [1,] 0.1 0.2  
## [2,] 0.2 0.3  
## [3,] 0.4 0.5  
## [4,] 0.5 0.6  
## [5,] 0.7 0.8  
## [6,] 0.8 0.9  
## [7,] 1.0 1.0