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I have developed an interactive movie recommendation application using the MovieLens dataset. You can explore the app here:

<https://huggingface.co/spaces/salekml/MovieLens_App1>

Feel free to try it out and let me know your thoughts.

# MovieLens Recommendation System - Full R Workflow

# CRAN packages  
install.packages("shiny")

## Warning: package 'shiny' is in use and will not be installed

install.packages("dplyr")

## Warning: package 'dplyr' is in use and will not be installed

install.packages("shinycssloaders")

## Warning: package 'shinycssloaders' is in use and will not be installed

install.packages("shinyWidgets")

## Warning: package 'shinyWidgets' is in use and will not be installed

install.packages("recommenderlab")

## Warning: package 'recommenderlab' is in use and will not be installed

# For recosystem (from CRAN)  
install.packages("recosystem")

## Warning: package 'recosystem' is in use and will not be installed

# Optional: dependencies for shinyWidgets and shinycssloaders  
install.packages("htmltools")

## Warning: package 'htmltools' is in use and will not be installed

install.packages("RColorBrewer")

## package 'RColorBrewer' successfully unpacked and MD5 sums checked  
##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

install.packages("magrittr")

## package 'magrittr' successfully unpacked and MD5 sums checked

## Warning: cannot remove prior installation of package 'magrittr'

## Warning in file.copy(savedcopy, lib, recursive = TRUE): problem copying E:\all  
## software\R s  
## tudio\RStudio\R-4.5.1\library\00LOCK\magrittr\libs\x64\magrittr.dll to E:\all  
## software\R s tudio\RStudio\R-4.5.1\library\magrittr\libs\x64\magrittr.dll:  
## Permission denied

## Warning: restored 'magrittr'

##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

install.packages("data.table")

## package 'data.table' successfully unpacked and MD5 sums checked

## Warning: cannot remove prior installation of package 'data.table'

## Warning in file.copy(savedcopy, lib, recursive = TRUE): problem copying E:\all  
## software\R s  
## tudio\RStudio\R-4.5.1\library\00LOCK\data.table\libs\x64\data\_table.dll to  
## E:\all software\R s  
## tudio\RStudio\R-4.5.1\library\data.table\libs\x64\data\_table.dll: Permission  
## denied

## Warning: restored 'data.table'

##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

#### 🎬 MovieLens Recommendation System ####  
#### Required Libraries ####  
  
  
# 1️⃣ Data Handling  
install.packages("data.table") # দ্রুত ডেটা লোড ও প্রক্রিয়াকরণ

## package 'data.table' successfully unpacked and MD5 sums checked

## Warning: cannot remove prior installation of package 'data.table'

## Warning in file.copy(savedcopy, lib, recursive = TRUE): problem copying E:\all  
## software\R s  
## tudio\RStudio\R-4.5.1\library\00LOCK\data.table\libs\x64\data\_table.dll to  
## E:\all software\R s  
## tudio\RStudio\R-4.5.1\library\data.table\libs\x64\data\_table.dll: Permission  
## denied

## Warning: restored 'data.table'

##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

# 2️⃣ Recommendation Algorithms  
install.packages("recommenderlab") # UBCF, IBCF, evaluation tools

## Warning: package 'recommenderlab' is in use and will not be installed

# 3️⃣ Visualization (optional but helpful)  
install.packages("ggplot2") # Evaluation plotting (Precision/Recall curves)

## package 'ggplot2' successfully unpacked and MD5 sums checked  
##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

install.packages("gridExtra") # একাধিক প্লট একসাথে দেখাতে

## package 'gridExtra' successfully unpacked and MD5 sums checked  
##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

install.packages("caret") # Machine learning helper tools (optional)

## package 'caret' successfully unpacked and MD5 sums checked

## Warning: cannot remove prior installation of package 'caret'

## Warning in file.copy(savedcopy, lib, recursive = TRUE): problem copying E:\all  
## software\R s tudio\RStudio\R-4.5.1\library\00LOCK\caret\libs\x64\caret.dll to  
## E:\all software\R s tudio\RStudio\R-4.5.1\library\caret\libs\x64\caret.dll:  
## Permission denied

## Warning: restored 'caret'

##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

# 5️⃣ Neural Embedding (optional advanced)  
install.packages("keras") # Deep learning-based recommendation (optional)

## package 'keras' successfully unpacked and MD5 sums checked  
##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

# 6️⃣ Deployment API (for Hugging Face)  
install.packages("plumber") # API তৈরি করার জন্য

## package 'plumber' successfully unpacked and MD5 sums checked  
##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

# 7️⃣ Miscellaneous  
install.packages("stringr") # string manipulation

## package 'stringr' successfully unpacked and MD5 sums checked  
##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

install.packages("Matrix") # sparse matrix operations

## Warning: package 'Matrix' is in use and will not be installed

install.packages("readr") # fast CSV/TSV reading

## package 'readr' successfully unpacked and MD5 sums checked

## Warning: cannot remove prior installation of package 'readr'

## Warning in file.copy(savedcopy, lib, recursive = TRUE): problem copying E:\all  
## software\R s tudio\RStudio\R-4.5.1\library\00LOCK\readr\libs\x64\readr.dll to  
## E:\all software\R s tudio\RStudio\R-4.5.1\library\readr\libs\x64\readr.dll:  
## Permission denied

## Warning: restored 'readr'

##   
## The downloaded binary packages are in  
## C:\Users\Acer\AppData\Local\Temp\RtmpGQcgTT\downloaded\_packages

# 1. Install / Load Packages (non-interactive)  
# Non-interactive install helper (only install if missing)  
packages <- c(  
 "data.table","dplyr","tidyr","reshape2",  
 "recommenderlab","recosystem","ggplot2","gridExtra",  
 "Metrics","caret","keras","plumber","stringr","Matrix","readr"  
)  
  
  
install\_if\_missing <- function(pkgs){  
 for(p in pkgs){  
 if(!suppressWarnings(requireNamespace(p, quietly = TRUE))){  
 message("Installing: ", p)  
 if(p == "recommenderlab"){  
 # try CRAN first, then BiocManager  
 try(install.packages("recommenderlab", dependencies=TRUE), silent = TRUE)  
 if(!requireNamespace("recommenderlab", quietly = TRUE)){  
 if(!requireNamespace("BiocManager", quietly = TRUE)) install.packages("BiocManager")  
 BiocManager::install("recommenderlab", ask = FALSE)  
 }  
 } else {  
 install.packages(p, dependencies = TRUE)  
 }  
 }  
 }  
}  
  
  
install\_if\_missing(packages)  
  
  
#### Load Required Packages ####  
library(data.table)

##   
## Attaching package: 'data.table'

## The following objects are masked from 'package:dplyr':  
##   
## between, first, last

library(dplyr)  
library(tidyr)

##   
## Attaching package: 'tidyr'

## The following objects are masked from 'package:Matrix':  
##   
## expand, pack, unpack

library(reshape2)

##   
## Attaching package: 'reshape2'

## The following object is masked from 'package:tidyr':  
##   
## smiths

## The following objects are masked from 'package:data.table':  
##   
## dcast, melt

library(recommenderlab)  
library(recosystem)  
library(ggplot2)  
library(gridExtra)

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

library(Metrics)  
library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following objects are masked from 'package:Metrics':  
##   
## precision, recall

## The following objects are masked from 'package:recommenderlab':  
##   
## MAE, RMSE

library(keras)

## The keras package is deprecated. Use the keras3 package instead.

##   
## Attaching package: 'keras'

## The following objects are masked from 'package:recommenderlab':  
##   
## evaluate, normalize

library(plumber)  
library(stringr)  
library(Matrix)  
library(readr)

## MovieLens Recommendation System - Full Workflow

# Load libraries  
library(data.table)  
library(dplyr)  
library(tidyr)  
library(tibble)  
library(ggplot2)  
library(lubridate)

##   
## Attaching package: 'lubridate'

## The following objects are masked from 'package:data.table':  
##   
## hour, isoweek, mday, minute, month, quarter, second, wday, week,  
## yday, year

## The following objects are masked from 'package:arules':  
##   
## intersect, setdiff, union

## The following objects are masked from 'package:base':  
##   
## date, intersect, setdiff, union

library(recommenderlab)  
library(recosystem)  
  
# 1️⃣ Set base path and load datasets  
base\_path <- "D:/job task/data/ml-100k/ml-100k/"  
  
ratings <- fread(file.path(base\_path, "u.data"), sep="\t",  
 col.names=c("userId","movieId","rating","timestamp"))  
  
movies <- fread(file.path(base\_path, "u.item"), sep="|", header=FALSE, quote="",  
 encoding="Latin-1", fill=TRUE) %>% select(movieId=V1, title=V2)

## Explore Ratings

head(ratings)

## userId movieId rating timestamp  
## <int> <int> <int> <int>  
## 1: 196 242 3 881250949  
## 2: 186 302 3 891717742  
## 3: 22 377 1 878887116  
## 4: 244 51 2 880606923  
## 5: 166 346 1 886397596  
## 6: 298 474 4 884182806

str(ratings)

## Classes 'data.table' and 'data.frame': 100000 obs. of 4 variables:  
## $ userId : int 196 186 22 244 166 298 115 253 305 6 ...  
## $ movieId : int 242 302 377 51 346 474 265 465 451 86 ...  
## $ rating : int 3 3 1 2 1 4 2 5 3 3 ...  
## $ timestamp: int 881250949 891717742 878887116 880606923 886397596 884182806 881171488 891628467 886324817 883603013 ...  
## - attr(\*, ".internal.selfref")=<externalptr>

summary(ratings)

## userId movieId rating timestamp   
## Min. : 1.0 Min. : 1.0 Min. :1.00 Min. :874724710   
## 1st Qu.:254.0 1st Qu.: 175.0 1st Qu.:3.00 1st Qu.:879448710   
## Median :447.0 Median : 322.0 Median :4.00 Median :882826944   
## Mean :462.5 Mean : 425.5 Mean :3.53 Mean :883528851   
## 3rd Qu.:682.0 3rd Qu.: 631.0 3rd Qu.:4.00 3rd Qu.:888259984   
## Max. :943.0 Max. :1682.0 Max. :5.00 Max. :893286638

colSums(is.na(ratings))

## userId movieId rating timestamp   
## 0 0 0 0

length(unique(ratings$userId))

## [1] 943

length(unique(ratings$movieId))

## [1] 1682

table(ratings$rating)

##   
## 1 2 3 4 5   
## 6110 11370 27145 34174 21201

ggplot(ratings, aes(x=rating)) +  
 geom\_bar(fill="steelblue") +  
 labs(title="Rating Distribution", x="Rating", y="Count")

![](data:image/png;base64,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)

# Ratings per user  
user\_ratings <- ratings %>% group\_by(userId) %>% summarise(n\_ratings = n())  
summary(user\_ratings$n\_ratings)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 20 33 65 106 148 737

ggplot(user\_ratings, aes(x=n\_ratings)) +   
 geom\_histogram(bins=30, fill="orange") +  
 scale\_x\_log10() +  
 labs(title="Number of Ratings per User", x="Number of Ratings (log scale)", y="Count of Users")
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# Ratings per movie  
movie\_ratings <- ratings %>% group\_by(movieId) %>% summarise(n\_ratings = n())  
summary(movie\_ratings$n\_ratings)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1.00 6.00 27.00 59.45 80.00 583.00

ggplot(movie\_ratings, aes(x=n\_ratings)) +   
 geom\_histogram(bins=30, fill="purple") +  
 scale\_x\_log10() +  
 labs(title="Number of Ratings per Movie", x="Number of Ratings (log scale)", y="Count of Movies")
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# Average movie ratings  
avg\_movie\_ratings <- ratings %>%  
 group\_by(movieId) %>%  
 summarise(avg\_rating = mean(rating), n\_ratings = n()) %>%  
 inner\_join(movies, by="movieId")  
  
top\_movies <- avg\_movie\_ratings %>% filter(n\_ratings >= 50) %>%  
 arrange(desc(avg\_rating)) %>% head(10)  
top\_movies

## # A tibble: 10 × 4  
## movieId avg\_rating n\_ratings title   
## <int> <dbl> <int> <chr>   
## 1 408 4.49 112 Close Shave, A (1995)   
## 2 318 4.47 298 Schindler's List (1993)   
## 3 169 4.47 118 Wrong Trousers, The (1993)   
## 4 483 4.46 243 Casablanca (1942)   
## 5 114 4.45 67 Wallace & Gromit: The Best of Aardman Animation…  
## 6 64 4.45 283 Shawshank Redemption, The (1994)   
## 7 603 4.39 209 Rear Window (1954)   
## 8 12 4.39 267 Usual Suspects, The (1995)   
## 9 50 4.36 583 Star Wars (1977)   
## 10 178 4.34 125 12 Angry Men (1957)

## Filter sparse dat

ratings\_filtered <- ratings %>%  
 group\_by(userId) %>% filter(n() >= 5) %>%  
 ungroup() %>%  
 group\_by(movieId) %>% filter(n() >= 10) %>%  
 ungroup()  
  
num\_users <- length(unique(ratings\_filtered$userId))  
num\_movies <- length(unique(ratings\_filtered$movieId))  
num\_ratings <- nrow(ratings\_filtered)  
sparsity <- 1 - (num\_ratings / (num\_users \* num\_movies))  
sparsity

## [1] 0.9098318

# Add datetime column  
ratings\_filtered <- ratings\_filtered %>%  
 mutate(rating\_date = as\_datetime(timestamp))  
  
ggplot(ratings\_filtered, aes(x=year(rating\_date))) +  
 geom\_bar(fill="skyblue") +  
 labs(title="Ratings Over Years", x="Year", y="Count")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAABKVBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZpAAZrYzMzM6AAA6ADo6AGY6OgA6OmY6ZmY6ZpA6ZrY6kLY6kNtNTU1NTW5NTY5NbqtNjshmAABmADpmOgBmOmZmZmZmkJBmkLZmkNtmtpBmtttmtv9uTU1uTW5uTY5ubo5ubqtuq8huq+SHzuuOTU2OTW6OTY6Obk2ObquOyP+QOgCQZgCQZjqQZmaQkDqQkGaQkLaQttuQ27aQ2/+rbk2rbm6rbo6rjk2ryKur5OSr5P+2ZgC2Zjq2kDq2kGa2tpC2ttu229u22/+2///Ijk3I///bkDrbtmbbtpDb27bb29vb/7bb/9vb///kq27k///r6+v/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///9cUkCDAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAM7klEQVR4nO2djX/bRhmA5XSdMQxW4rQzAwZLy0cpHzbjo0s7RgwM2sQbsKQ47pI4+v//CO5OshXH8lmS9fHe6Xl+v1WZcrlX7z26O8lRdEEIXhM0fQBQLQj2HAR7DoI9B8Geg2DPQbDnINhzShE8CSK++2pl9+yHr8P56P5Zpjrm/3gvCO59tL3wODi88wVYKFVwsPd6ZfdedsFvP4xqeOfVtpJXgyjKNOgWO9p2UY7gqMnnfwv2U3ZnYT4K3ldq334SbD8fIrPzUfba20yZglXn0oK/VGNt5yfaWRDs6x6s/vviPb1Lf7MXdD4aKUPzT1Spj5c1LE4N/UVU3dWgG3VsPfDPR91JsBf3bjM2T/Q/SYFl2EXR1frbS5mCvxlrTfF4fXhbcLxr+c1uGO87jCpIuuPV4P7ZrKd3T9U3Zz1dqHOkCtzrLTu3HqRnPTNALwssw8ZFv16pv8WUPgcrV690w3eTOVjJ7J6pQl2lpvM8fKv+VxV4cBbGluLeGjHeez3XPTz6QvfBr3rmfLg1+k+Dd6Mz4naBRdio6Gr9LaZMwZ0HURf7zxd/6AUrgrUNLXFqNOl2n/Xu/fhfywpWBYcT1SX1rlnPWJ1o1Ssz7jjum0mBJGxUdLX+FlPeEP1l733jNxo1VwXrwVX3S20u+ko7CsyFleaOYO1Nj9DTeGDoHN25GF+UTwokYeOiK/W3mBLn4KmZJK8Gwff+/M//DrYJDr/6MLmvWp2DzQ9p0TkEJ2EXRW/X32LKvMgaR5PfYbg2By8EJ0O04d+/Dw7jGm5fRat/O59qhVFdmg2CkwJJ2FtFk/rbS5mCzUcQqo3P9M2LauWJufy9LTi5yJoG31c99e+mR4dr98Gz3o+CQ3MN9VztHOk5OFVwUiAJGxW9U397KfU+eJLc/xjByX1wLHjtNmmp7Wrlkyz13XjUN+xv6sG3CyzCLqKt1t9aShWsWvXQfPTwznM9hSpp3a9XBZsPOn46WHzQ8SBp/9XPoifx55AzVdm9jzcO0UmBJGxc9G79baWJ3yZFH3hBLdQreNZ7V82M/BqoRuoVzMxYOzUP0cyMdcMTHZ6DYM9BsOcg2HMQ7DkI9pwyBP9vQfJVNvKWJ0D28gj2MwCCPQ+AYM8DINjzAAj2PACCPQ+AYM8DINjzAAj2PACCPQ+AYM8DINjzAAj2PEBNgn/lFvW1P4Ibob72R3Aj1Nf+CG6E+tofwY1QX/sjuBHqa38EN0J97Y/gRqiv/UUJPu/3+w9Pw+tn/UdvwvQNgnOWFyX4ZKj/vXkxDM8/SN8g2GXBNy+P9eb6N6fh5c9OUzcIdlmwGoX7/WF4+Ys34fWvj1M3qtS3FOs/27SxnGwexdxns+DLJ8e6F188Mi5TN3HJ9dOnaWM5qa+DSerBhpPhlh6M4Gp/oHrBzMFltr8kwXoYvvns9ObF0+i6OWWDYJcF6/vgg+MNN8DcBxcrL0pwZtZrb9pYTuprfwQ3Qn3tj+BGqK/9EdwI9bU/ghuhvvZHcCPU1/4IboT62h/BjVBf+yO4EeprfwQ3Qn3tj+BGqK/9EdwI9bU/ghuhvvZHcCPU1/4IboT62h/BjVBf+yO4EVLap+lDygmCrSAYwcJBsBUEI1g41Qpep+l8c+JlBiUK9uf8dz8Dhug0EIxg4SDYCoIRLBwEW0EwgoWDYCsIRrBwEGwFwQgWDoKtIBjBwkGwFQQjWDgItoJgBAsHwVYQjGDhINgKghEsHARbQTCChVNQsF57o6Vvm236kHJSUPB5f9jWVVeaPqScFBN8+fPfDtu66krTh5STQoJvXv71RWtXXWn6kHKy2aLtje9P9Ujc0lVXmj6knBTpwaqX3mzvwQgWQRHBeunCfv8pc7ALFJqDo9uklq660vQh5WQHwdwHu0BBwRnxp3nczwDBaSAYwcJBsBUEI1g4CLaCYAQLB8FWEIxg4SDYCoIRLBwEW0EwgoWDYCsIRrBwEGwFwQgWDoKtIBjBwkGwFQTnpel8c+JlBiUK9uf8dz8Dhug0EIxg4SDYCoIRLBwEW0EwgoWDYCsIRrBwEGwFwQgWDoKtIBjBwkGwFQQjWDgItoJgBAsHwVYQjGDhINgKghEsHARbQTCChVNI8EW///CUl5E6QRHB+n3Q5xtW42BRDmEUHaI3vQmcF4ILo6hg1UtZlMMFNiu0Lqvz+OCYRTmcoGgP3tR1WZRDGNkEXw0O9Wa693q562TIHOwCRQTHwzCLcrhAFsGTYEE32nHe76s5mPtgF8jVg3PjT/O4nwEfVabRGsGznhmib11kIdgNsgmej7r0YMczYA5Ooy2C5yMEu56BfQ6e5p19ESyErEN0wEWW4xlwm5QGghEsHIZoK20RHGv+wRE92NkMsgzR0/tnCG76kHKSTzBDtLsZZBE8pge7m0GWi6wOc7C7GXCblAaCESycrILNYzv7CHY3A7vgib5+vhrkNexP87ifQd7HZhHsBtUKXqfpfHPiZQYpghmi3c+Ai6w02iO4GP40j/sZIDiNlgg211jzUd5PohEsgCyCZ71o8h3nvoj2p3ncz8AieNy9+wWCnSGD4OSpdz7ocDgDBKfRCsHz0eL+d8Iv/N3NwPYH4HHHTUwj2BmyCA7H5lGOq0Hu+yR/msf9DKwfdJg/D879wA6CBZBNcFH8aR73M0BwGghGsHAQbAXBCBYOgq0gGMHCQbAVBCNYOAi20lLBl4/7/SFvm3WCIoL1G90vnxyz6ooLFBF8oQXyxnc3KDREh1nWbGDVFRFsVmgVrN/cz6orLlCsB18/expuWzcJwSIoJPjy8VBbZg52gCKCI7/py62w6oowigg+72uG3Ae7QKEhOjP+NI/7GSA4DQQjWDgItoJgBAsHwVYQjGDhINgKghEsHARbQTCChYNgKwhGsHAQbAXBCBYOgq0gGMHCQbAVBCNYOAi2gmAEC6dawes0nW9OvMygRMH+nP/uZ8AQnQaCESwcBFtBMIKFg2ArCEawcBBsBcEIFg6CrSAYwcJBsBUEI1g4CLaCYAQLB8FWEIxg4SDYCoIRLBwEW0EwgoWDYCutFWzeGMzLSB2gmOCL/sPT9NU4WJRDGIUEnxx8rnowLwR3gR2GaBblcIHNDrcKZlEOF6iuByNYBDsIZg52gR0EsyiHC+wgmPtgFygoOCP+NI/7GSA4DQQjWDgItoJgBAsHwVYQjGDhINgKghEsHARbQTCChYNgKwhGsHAQbAXBCBYOgq0gGMHCQbAVBCNYOAi2gmAEC6dawes0nW9OvMygRMH+nP/uZ8AQnQaCESwcBFtBMIKFg2ArCEawcBBsBcEIFg6CrSAYwcJBsBUEI1g4CLaCYAQLB8FWEIxg4SDYCoIRLBwEW0EwgoWDYCsIRrBwShfM22ZlUbZgVl0RRtmCeeO7MMoWvG3VFRBDMcHbVl3JSN7yBMhefjfB21ZdqejoCZC9/G6Ct83BFR09AbKX303wtlVXKjp6AmQvv5vgbffBFR09AbKX31HwCrUdPQGyl0ewnwEQ7HkABHseAMGeB0Cw5wEQ7HkABHseoBLBSyr/vRIBctePYL8CINjzAAj2PEC1gkEeCPYcBHsOgj0HwZ6zk2DzWNbl4/7DZHPzon8QPYx33u+bPeUG0LX2+0P9zZWnSqoIUE0Gi005GVjr1wnsIvhCV3T9bBieP3oTb8KToXmmVnEy3O3QNwQIwzjA6l9XVBCgogz006jnZWVgrd8ksIPgk4PP1ekTP0Ebb/TjlhE3L4+tP10wgNodP6+7+mRnBQEqysBsTDPtnoG9fpPAzkP03dr/Eg/RaviJR7pSA6id8Um/+mx2BQEqyiDpYWVkYKvfJLCzYDMwHBzHm8vHQxNPfe/J8e59YD3Asn/d+euKCgJUlcFy5i0jA1v9JoFSLrJ+qZoh2tw5KXedxdYDLCfI8nrwpgCG8jPQzX5hroLK6sGb6jfsLjgM4yFfb65/V77glQCqzqfhct+Oc7A9gKH8DJJ+W0YGtvoNuw/Resj/YLHRDRIN0TrOzWcltP+dAMtBc/WvKyoIUFEGSQ8rIwNb/SaB3XvwRd8M+fFGTQAPo/NS3YQd7HoZmhbAnJzR1FPSffCmABVlcGGqLSkDa/06AT7J8hwEew6CPQfBnoNgz0Gw57Rc8Hy091ptZr1u00dSFS0XrNTuq3/H98+aPpCqaLvgcKK68Kx32PRhVEbrBV8NuuFYD9DzURDo8XrWC4JgP5x954/mf12n9YLDaedPnSPtV1me3D+7Ghyabu3LtIxg1XP1NDzV3VXZ/UbPxrNvH/kybCM4UhtOAoNyPVWbzpFy3PSBlQKCF4LjC+mrgRqwdQ9GsC9EgqedSOhUi57Sgz0iEjwfKbNKrBY96yHYIyLB5jZJ9+Kx2nw6OEQwOAGCPQfBnoNgz0Gw5yDYcxDsOQj2HAR7DoI95/8OgHXNMBwMNAAAAABJRU5ErkJggg==)

## Create Rating Matrix

rating\_matrix <- ratings\_filtered %>%  
 select(userId, movieId, rating) %>%  
 pivot\_wider(names\_from = movieId, values\_from = rating) %>%  
 column\_to\_rownames("userId") %>%  
 as.matrix() %>%  
 as("realRatingMatrix")

## Train/Test Spli

set.seed(123)  
train\_index <- sample(x = c(TRUE, FALSE), size = nrow(rating\_matrix), replace = TRUE, prob = c(0.8, 0.2))  
train <- rating\_matrix[train\_index, ]  
test <- rating\_matrix[!train\_index, ]

## Build Collaborative Filtering Models ## User-Based CF

ubcf\_model <- Recommender(train, method = "UBCF", param = list(method = "Cosine", nn = 30))  
pred\_ubcf <- predict(ubcf\_model, test, type = "topNList", n = 10)  
pred\_list\_ubcf <- as(pred\_ubcf, "list")  
recommended\_titles\_ubcf <- lapply(pred\_list\_ubcf, function(ids) {  
 movies$title[movies$movieId %in% as.numeric(ids)]  
})  
  
# Item-Based CF  
ibcf\_model <- Recommender(train, method = "IBCF", param = list(method = "Cosine", k = 30))  
pred\_ibcf <- predict(ibcf\_model, test, type = "topNList", n = 10)  
pred\_list\_ibcf <- as(pred\_ibcf, "list")  
recommended\_titles\_ibcf <- lapply(pred\_list\_ibcf, function(ids) {  
 movies$title[movies$movieId %in% as.numeric(ids)]  
})

## SVD / Matrix Factorization

train\_file <- tempfile()  
write.table(ratings\_filtered %>% select(userId, movieId, rating),   
 file = train\_file, sep = " ", row.names = FALSE, col.names = FALSE)  
  
r <- Reco()  
r$train(data\_file(train\_file), opts = list(dim = 20, lrate = 0.1, niter = 20, verbose = TRUE))

## iter tr\_rmse obj  
## 0 1.2318 2.1871e+05  
## 1 0.9554 1.5910e+05  
## 2 0.9420 1.5699e+05  
## 3 0.9256 1.5538e+05  
## 4 0.9065 1.5328e+05  
## 5 0.8924 1.5179e+05  
## 6 0.8814 1.5084e+05  
## 7 0.8712 1.4982e+05  
## 8 0.8629 1.4893e+05  
## 9 0.8551 1.4842e+05  
## 10 0.8481 1.4789e+05  
## 11 0.8419 1.4739e+05  
## 12 0.8361 1.4701e+05  
## 13 0.8308 1.4674e+05  
## 14 0.8259 1.4653e+05  
## 15 0.8211 1.4600e+05  
## 16 0.8169 1.4569e+05  
## 17 0.8135 1.4557e+05  
## 18 0.8098 1.4531e+05  
## 19 0.8070 1.4518e+05

# Example: Predict Top-N for a user  
recommend\_movies <- function(user\_id, N = 10, model\_type = "SVD") {  
   
 if(model\_type == "SVD") {  
 user\_movies <- ratings\_filtered %>% filter(userId == user\_id) %>% pull(movieId)  
 unseen\_movies <- setdiff(unique(ratings\_filtered$movieId), user\_movies)  
 unseen\_df <- data.frame(user = user\_id, item = unseen\_movies)  
 pred\_ratings <- r$predict(data\_memory(user = unseen\_df$user, item = unseen\_df$item))  
   
 top\_n\_df <- data.frame(movieId = unseen\_movies, pred\_rating = pred\_ratings) %>%  
 arrange(desc(pred\_rating)) %>% head(N)  
   
 movies$title[movies$movieId %in% top\_n\_df$movieId]  
   
 } else if(model\_type == "UBCF") {  
 pred <- predict(ubcf\_model, rating\_matrix[user\_id,], type="topNList", n=N)  
 ids <- as(pred, "list")[[1]]  
 movies$title[movies$movieId %in% as.numeric(ids)]  
   
 } else if(model\_type == "IBCF") {  
 pred <- predict(ibcf\_model, rating\_matrix[user\_id,], type="topNList", n=N)  
 ids <- as(pred, "list")[[1]]  
 movies$title[movies$movieId %in% as.numeric(ids)]  
   
 } else stop("Invalid model\_type. Choose 'SVD', 'UBCF', or 'IBCF'.")  
}  
  
# Example usage  
recommend\_movies(user\_id = 5, N = 10, model\_type = "SVD")

## [1] "Wallace & Gromit: The Best of Aardman Animation (1996)"   
## [2] "Delicatessen (1991)"   
## [3] "Brazil (1985)"   
## [4] "Clockwork Orange, A (1971)"   
## [5] "My Man Godfrey (1936)"   
## [6] "Ran (1985)"   
## [7] "Rosencrantz and Guildenstern Are Dead (1990)"   
## [8] "City of Lost Children, The (1995)"   
## [9] "Double vie de Véronique, La (Double Life of Veronique, The) (1991)"  
## [10] "Hard Eight (1996)"

recommend\_movies(user\_id = 5, N = 10, model\_type = "UBCF")

## [1] "Heavy Metal (1981)" "Last of the Mohicans, The (1992)"   
## [3] "Muriel's Wedding (1994)" "Sunset Blvd. (1950)"   
## [5] "Wes Craven's New Nightmare (1994)" "Body Snatchers (1993)"   
## [7] "Sirens (1994)" "Farewell My Concubine (1993)"   
## [9] "Hamlet (1996)" "Old Man and the Sea, The (1958)"

recommend\_movies(user\_id = 5, N = 10, model\_type = "IBCF")

## [1] "Braveheart (1995)" "Net, The (1995)"   
## [3] "Madness of King George, The (1994)" "Lion King, The (1994)"   
## [5] "So I Married an Axe Murderer (1993)" "Reservoir Dogs (1992)"   
## [7] "Raiders of the Lost Ark (1981)" "Blues Brothers, The (1980)"   
## [9] "Sneakers (1992)" "Parent Trap, The (1961)"

## Evaluate Models ([Precision@K](mailto:Precision@K), [Recall@K](mailto:Recall@K), NDCG

compute\_metrics <- function(topN\_list, test\_matrix, K = 10, goodRating = 4) {  
 precisions <- c(); recalls <- c(); ndcgs <- c()  
   
 for (i in 1:length(topN\_list)) {  
 user\_id <- names(topN\_list)[i]  
 recommended <- topN\_list[[i]]  
 user\_ratings <- as(test\_matrix[user\_id, ], "matrix")[1, ]  
 actual <- which(user\_ratings >= goodRating)  
   
 p <- length(intersect(recommended[1:K], actual)) / K  
 r <- if(length(actual) > 0) length(intersect(recommended[1:K], actual)) / length(actual) else 0  
 rel <- ifelse(recommended[1:K] %in% actual, 1, 0)  
 dcg <- sum(rel / log2(2:(K+1)))  
 idcg <- sum(1 / log2(2:(min(K, length(actual)) + 1)))  
 ndcg <- ifelse(idcg == 0, 0, dcg / idcg)  
   
 precisions <- c(precisions, p)  
 recalls <- c(recalls, r)  
 ndcgs <- c(ndcgs, ndcg)  
 }  
   
 data.frame(  
 Precision = mean(precisions, na.rm = TRUE),  
 Recall = mean(recalls, na.rm = TRUE),  
 NDCG = mean(ndcgs, na.rm = TRUE)  
 )  
}  
  
# Compute metrics  
topN\_svd\_list <- lapply(1:nrow(rating\_matrix), function(u) {  
 user\_movies <- ratings\_filtered %>% filter(userId == as.numeric(rownames(rating\_matrix)[u])) %>% pull(movieId)  
 unseen\_movies <- setdiff(unique(ratings\_filtered$movieId), user\_movies)  
 unseen\_df <- data.frame(user = as.numeric(rownames(rating\_matrix)[u]), item = unseen\_movies)  
 pred\_ratings <- r$predict(data\_memory(user = unseen\_df$user, item = unseen\_df$item))  
 unseen\_movies[order(-pred\_ratings)][1:10]  
})  
names(topN\_svd\_list) <- rownames(rating\_matrix)  
  
topN\_ubcf\_list <- lapply(1:nrow(rating\_matrix), function(u) {  
 pred <- predict(ubcf\_model, rating\_matrix[u, ], type="topNList", n=10)  
 as(pred, "list")[[1]]  
})  
names(topN\_ubcf\_list) <- rownames(rating\_matrix)  
  
topN\_ibcf\_list <- lapply(1:nrow(rating\_matrix), function(u) {  
 pred <- predict(ibcf\_model, rating\_matrix[u, ], type="topNList", n=10)  
 as(pred, "list")[[1]]  
})  
names(topN\_ibcf\_list) <- rownames(rating\_matrix)  
  
metrics\_svd <- compute\_metrics(topN\_svd\_list, rating\_matrix, K=10)  
metrics\_ubcf <- compute\_metrics(topN\_ubcf\_list, rating\_matrix, K=10)  
metrics\_ibcf <- compute\_metrics(topN\_ibcf\_list, rating\_matrix, K=10)  
metrics\_svd; metrics\_ubcf; metrics\_ibcf

## Precision Recall NDCG  
## 1 0.05015907 0.007458741 0.05130249

## Precision Recall NDCG  
## 1 0.05471898 0.009391098 0.05269209

## Precision Recall NDCG  
## 1 0.06002121 0.01115444 0.05881633

# Comparison Plot  
metrics <- data.frame(  
 Model = c("SVD", "UBCF", "IBCF"),  
 Precision = c(metrics\_svd$Precision, metrics\_ubcf$Precision, metrics\_ibcf$Precision),  
 Recall = c(metrics\_svd$Recall, metrics\_ubcf$Recall, metrics\_ibcf$Recall),  
 NDCG = c(metrics\_svd$NDCG, metrics\_ubcf$NDCG, metrics\_ibcf$NDCG)  
)  
metrics\_long <- tidyr::pivot\_longer(metrics, cols = Precision:NDCG, names\_to = "Metric", values\_to = "Value")  
ggplot(metrics\_long, aes(x = Model, y = Value, fill = Metric)) +  
 geom\_bar(stat = "identity", position = "dodge") +  
 theme\_minimal() +  
 labs(title = "Comparison of Recommendation Models", y = "Metric Value")
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## Save Objects for Deployment

saveRDS(movies, "D:/job task/ML/MovieLensShinyApp/movies.rds")  
saveRDS(ratings\_filtered, "D:/job task/ML/MovieLensShinyApp/ratings\_filtered.rds")  
saveRDS(rating\_matrix, "D:/job task/ML/MovieLensShinyApp/rating\_matrix.rds")  
saveRDS(r, "D:/job task/ML/MovieLensShinyApp/svd\_model.rds")  
saveRDS(ubcf\_model, "D:/job task/ML/MovieLensShinyApp/ubcf\_model.rds")  
saveRDS(ibcf\_model, "D:/job task/ML/MovieLensShinyApp/ibcf\_model.rds")  
saveRDS(topN\_svd\_list, "D:/job task/ML/MovieLensShinyApp/topN\_svd.rds")

## Final Recommendation Function & Deployment Prep

library(dplyr)  
library(recommenderlab)  
library(recosystem)  
library(tibble)  
library(ggplot2)  
library(lubridate)  
  
# Reusable function for Top-N recommendations  
recommend\_movies <- function(user\_id, N = 10, model\_type = "SVD") {  
   
 if(model\_type == "SVD") {  
 # Movies already rated by user  
 user\_movies <- ratings\_filtered %>% filter(userId == user\_id) %>% pull(movieId)  
 unseen\_movies <- setdiff(unique(ratings\_filtered$movieId), user\_movies)  
   
 unseen\_df <- data.frame(user = user\_id, item = unseen\_movies)  
 pred\_ratings <- r$predict(data\_memory(user = unseen\_df$user, item = unseen\_df$item))  
   
 top\_n\_df <- data.frame(movieId = unseen\_movies, pred\_rating = pred\_ratings) %>%  
 arrange(desc(pred\_rating)) %>%  
 head(N)  
   
 movies$title[movies$movieId %in% top\_n\_df$movieId]  
   
 } else if(model\_type == "UBCF") {  
 pred <- predict(ubcf\_model, rating\_matrix[user\_id,], type="topNList", n=N)  
 ids <- as(pred, "list")[[1]]  
 movies$title[movies$movieId %in% as.numeric(ids)]  
   
 } else if(model\_type == "IBCF") {  
 pred <- predict(ibcf\_model, rating\_matrix[user\_id,], type="topNList", n=N)  
 ids <- as(pred, "list")[[1]]  
 movies$title[movies$movieId %in% as.numeric(ids)]  
   
 } else {  
 stop("Invalid model\_type. Choose 'SVD', 'UBCF', or 'IBCF'.")  
 }  
}  
  
# Example usage  
recommend\_movies(user\_id = 5, N = 10, model\_type = "SVD")

## [1] "Wallace & Gromit: The Best of Aardman Animation (1996)"   
## [2] "Delicatessen (1991)"   
## [3] "Brazil (1985)"   
## [4] "Clockwork Orange, A (1971)"   
## [5] "My Man Godfrey (1936)"   
## [6] "Ran (1985)"   
## [7] "Rosencrantz and Guildenstern Are Dead (1990)"   
## [8] "City of Lost Children, The (1995)"   
## [9] "Double vie de Véronique, La (Double Life of Veronique, The) (1991)"  
## [10] "Hard Eight (1996)"

recommend\_movies(user\_id = 5, N = 10, model\_type = "UBCF")

## [1] "Heavy Metal (1981)" "Last of the Mohicans, The (1992)"   
## [3] "Muriel's Wedding (1994)" "Sunset Blvd. (1950)"   
## [5] "Wes Craven's New Nightmare (1994)" "Body Snatchers (1993)"   
## [7] "Sirens (1994)" "Farewell My Concubine (1993)"   
## [9] "Hamlet (1996)" "Old Man and the Sea, The (1958)"

recommend\_movies(user\_id = 5, N = 10, model\_type = "IBCF")

## [1] "Braveheart (1995)" "Net, The (1995)"   
## [3] "Madness of King George, The (1994)" "Lion King, The (1994)"   
## [5] "So I Married an Axe Murderer (1993)" "Reservoir Dogs (1992)"   
## [7] "Raiders of the Lost Ark (1981)" "Blues Brothers, The (1980)"   
## [9] "Sneakers (1992)" "Parent Trap, The (1961)"

## Save All Objects for Deployment (New Path)

saveRDS(movies, "D:/job task/ML/MovieLensShinyApp/movies.rds")  
saveRDS(ratings\_filtered, "D:/job task/ML/MovieLensShinyApp/ratings\_filtered.rds")  
saveRDS(rating\_matrix, "D:/job task/ML/MovieLensShinyApp/rating\_matrix.rds")  
saveRDS(r, "D:/job task/ML/MovieLensShinyApp/svd\_model.rds")  
saveRDS(ubcf\_model, "D:/job task/ML/MovieLensShinyApp/ubcf\_model.rds")  
saveRDS(ibcf\_model, "D:/job task/ML/MovieLensShinyApp/ibcf\_model.rds")  
saveRDS(topN\_svd\_list, "D:/job task/ML/MovieLensShinyApp/topN\_svd.rds")

## Short Report Preparation

# Compare metrics of SVD, UBCF, IBCF  
metrics <- data.frame(  
 Model = c("SVD", "UBCF", "IBCF"),  
 Precision = c(metrics\_svd$Precision, metrics\_ubcf$Precision, metrics\_ibcf$Precision),  
 Recall = c(metrics\_svd$Recall, metrics\_ubcf$Recall, metrics\_ibcf$Recall),  
 NDCG = c(metrics\_svd$NDCG, metrics\_ubcf$NDCG, metrics\_ibcf$NDCG)  
)  
  
metrics\_long <- tidyr::pivot\_longer(metrics, cols = Precision:NDCG, names\_to = "Metric", values\_to = "Value")  
  
ggplot(metrics\_long, aes(x = Model, y = Value, fill = Metric)) +  
 geom\_bar(stat = "identity", position = "dodge") +  
 theme\_minimal() +  
 labs(title = "Comparison of Recommendation Models", y = "Metric Value")
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# Save metrics plot for report  
ggsave("D:/job task/ML/MovieLensShinyApp/model\_comparison.png", width = 8, height = 5)