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1. **User documentation**

**Task**

* 1. In this project, I am tasked with creating a real-life Smart-Home program system using the high-level Python programming language. During my time in my Python course, I did learn a few things, but not quite the full picture. When I started making this program, that’s when my knowledge and learning really took a rise and I had to teach myself a lot of new things like integrating dynamic functions, methods and instances in my main programming, learning to separate the main program with the script so that I can arrange my code systematically and learn to be organized, I learned the basics of the Tkinter GUI by python, which I used to compose my GUI and integrate it with the bank-end. Overall, this task was fun.

In a nutshell, my program is a system which users can control the Music, Lights, and the Air Conditioning in their smart home, on top of this, they can also control the properties of these devices, such as light brightness, music volume level, and the air-conditioning temperature. It is not ready to deploy to a real-life smart-home system, but the logic and codebase is enough to implement it in testing-environment.

* 1. **Usage**
     1. **Structure of the smarthome.py file (main file)**

The program can be found in the archived file by the name “smarthome.py” in my folder. You can start the program by simply running the code in the editor or by hitting CNTRL + F5 (Assuming you are using Visual Studio)

**AutomationSystem Class**

This class represents the main automation system that manages different devices. To fulfil the Central Automation System requirement, this class is created for that.

**Properties:**

devices: A list to store instances of various devices.

**Methods:**

init(self): Constructor method, initializes an empty list for devices.

discover\_device(self, device): Adds a device to the list of devices.

execute\_automation\_tasks(self): Iterates through the list of devices and executes automation tasks specific to each device type. For Music devices, it plays a random song and prints the current song. For Lights devices, it simulates turning lights on/off based on the time of day. For AC devices, it updates the temperature.

run\_simulation(self, interval=5): Runs the automation simulation in a loop. It repeatedly executes automation tasks with a specified time interval.

**Music Class**

This class represents a Music device.

**Properties:**

current\_song: The currently playing song.

playlist: List of songs available to play.

play\_music: Boolean indicating whether music is playing.

volume: The volume level.

next\_song: Placeholder for next song.

previous\_song: Placeholder for the previous song.

**Methods:**

init(self, playlist, current\_song=None, volume=50, play\_music=False, next\_song=None, previous\_song=None): Constructor method, initializes the Music device properties.

random\_song(self): Plays a random song from the playlist.

print\_current\_song(self): Prints the currently playing song.

**Lights Class**

This class represents a Lights device.

**Properties:**

lights\_on: Boolean indicating whether lights are on.

lights\_off: Boolean indicating whether lights are off.

brightness: The brightness level.

**Methods:**

init(self, brightness, lights\_on=False, lights\_off=True): Constructor method, initializes the Lights device properties.

after\_sunset(self, current\_time): Simulates turning on the lights after sunset by comparing the current time with a predefined sunset time.

after\_sunrise(self, current\_time): Simulates turning off the lights after sunrise by checking the current time.

print\_state(self): Prints the current state of the lights (on/off).

**Ac Class**

This class represents an Air Conditioning (AC) device.

**Properties:**

on: Boolean indicating whether the AC is on.

off: Boolean indicating whether the AC is off.

temperature: The current temperature setting.

**Methods:**

init(self, on=True, off=False, temperature=22): Constructor method, initializes the AC device properties.

updatetemperature(self): Updates the temperature of the AC in a loop while it is on. The temperature is set to a random value within a range, and the current temperature is printed. The loop continues until the AC is turned off.

**Main Block**

The code in the if \_\_name\_\_ == "\_\_main\_\_": block creates instances of the AutomationSystem, Music, Lights, and AC classes. It then adds these devices to the automation system and runs the simulation loop.

This script simulates a basic smart home system with music playback, lights control, and air conditioning functionality.

* + 1. **Sample Program Output**
  1. **Iteration 1:**
  2. - Music System: “Critical – Cyberspeed mix”.
  3. - Lights Controller: Lights turned on after sunset.
  4. - AC Controller: Current temperature is 23.5 °C.
  5. **Iteration 2:**
  6. - Music System: “SELF LUH”.
  7. - Lights Controller: Lights turned off after sunrise.
  8. - AC Controller: Current temperature is 21.8 °C.
     1. **Sample output**

![](data:image/png;base64,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)

* + 2. **Possible errors**

**Undefined Classes:**

If the classes Music, Lights, Ac, and AutomationSystem are not defined or imported correctly, you will encounter NameError when trying to create instances of these classes.

**Incorrect Usage of Classes:**

If the properties or methods of the classes are not used correctly, it could lead to unexpected behavior or errors. For example, if a property is accessed before it is initialized, it may result in AttributeError.

**Incorrect Conditions:**

In the after\_sunset method of the Lights class, the comparison if now >= sunset\_time may not work correctly if the now and sunset\_time are not in the same time zone or format. This could lead to lights not turning on when expected.

**Division by Zero:**

If the interval parameter passed to time.sleep(interval) in the run\_simulation method of the AutomationSystem class is set to zero or a negative value, it will result in a ValueError.

**Infinite Loop:**

If there is an issue with the simulation loop in run\_simulation, such as not breaking out of the loop under certain conditions, it may result in an infinite loop.

Using the GUI

Overview

The Smart Home GUI provides a user interface to control and monitor various smart home devices, including music playback, lights, and air conditioning. The GUI is connected to the smart home system, allowing users to toggle devices and adjust their properties in real-time.

Components

1. Toggle Buttons

Toggle Music: Pressing this button toggles the music system on and off. When the music system is on, it plays a random song.

Toggle Lights: Pressing this button toggles the lights on and off.

Toggle AC: Pressing this button toggles the air conditioning (AC) on and off. When the AC is on, it updates the temperature periodically.

2. Sliders

Brightness Slider: Adjusts the brightness of the lights. Move the slider to the right to increase brightness and to the left to decrease it.

Temperature Slider: Sets the desired temperature for the air conditioning. Move the slider to the right to increase the temperature and to the left to decrease it.

Volume Slider: Controls the volume of the music system. Move the slider to the right to increase volume and to the left to decrease it.

Usage

Toggle Devices:

Use the "Toggle Music," "Toggle Lights," and "Toggle AC" buttons to turn the respective devices on or off.

Adjust Brightness:

Move the "Brightness Slider" to adjust the brightness level of the lights in real-time.

Set Temperature:

Use the "Temperature Slider" to set the desired temperature for the air conditioning. The AC will adjust its temperature accordingly.

Control Volume:

Adjust the "Volume Slider" to control the volume of the music system.

Notes

Real-time Updates: Changes made using the GUI are reflected in real-time in the smart home system. For example, adjusting the brightness slider will immediately impact the lights.

Console Feedback: The console provides feedback on the actions taken, such as toggling devices, setting brightness, temperature, and volume. The console output helps track the state of the smart home system.

Termination: Close the GUI window to terminate the program. This will stop the simulation and close the application.

* 1. **Developer environment**

An operating system capable of running exe files (eg. Windows 7). mingw32-g++.exe c++ compiler (v4.7), Code::Blocks (v13.12) developer tool.

* + 1. **The structure of the program**

The modules used by the program, and their locations:

Smarthome.py – the main program, in the source folder.

script.py – the file where we run the smart home script to test our output.

mysmarthomeGUI.py – the GUI code of the program, running this file will open the GUI interface.

**Testing**

* + 1. **Valid test cases**
  1. Valid test cases for the smart home program can cover various scenarios to ensure the correct functioning of the system. Here are some valid test cases:
  2. Toggle Devices:
  3. Test toggling each device individually (Music, Lights, AC).
  4. Test toggling multiple devices simultaneously.
  5. Adjust Brightness:
  6. Set the brightness slider to the minimum value (0).
  7. Set the brightness slider to the maximum value (100).
  8. Gradually increase and decrease the brightness using the slider.
  9. Set Temperature:
  10. Set the temperature slider to the minimum value (15°C).
  11. Set the temperature slider to the maximum value (30°C).
  12. Gradually increase and decrease the temperature using the slider.
  13. Control Volume:
  14. Set the volume slider to the minimum value (0).
  15. Set the volume slider to the maximum value (100).
  16. Gradually increase and decrease the volume using the slider.
  17. Toggle Music and AC Interaction:
  18. Toggle the music system on and set the AC temperature to a specific value.
  19. Observe how the music system and AC interact when both are turned on.
  20. Toggle Lights and AC Interaction:
  21. Toggle the lights on and set the AC temperature to a specific value.
  22. Observe how the lights and AC interact when both are turned on.
  23. Simulate Real-time Updates:
  24. Toggle devices and adjust settings in real-time using the GUI.
  25. Observe how the console feedback reflects the changes.
  26. Edge Cases:
  27. Test with an empty playlist for the music system.
  28. Test with extreme values for brightness, temperature, and volume sliders.
  29. Long-Term Simulation:
  30. Run the simulation for an extended period to ensure stability and check for memory leaks.