**Python**

1. **Variables, Expressions & Statements**

**Variables**

* One of the most powerful features of a programming language is the ability to manipulate **variables**. A variable is a name that refers to a value.
* The **assignment statement** creates new variables and gives them values:

>>> message = “Hello, World"   
>>> n = 17   
>>> pi = 3.14159

* This example makes three assignments:
  + The first assigns the string "Hello,World" to a new variable named message.
  + The second gives the integer 17 to n
  + The third gives the floating-point number 3.14159 to pi.
* Notice that the first statement uses double quotes to enclose the string. In general, single and double quotes do the same thing, but if the string contains a single quote (or an apostrophe, which is the same character), you have to use double quotes to enclose it.
* The print statement also works with variables.

>>> print message   
Hello, World   
>>> print n   
17   
>>> print pi   
3.14159

* In each case the result is the value of the variable. Variables also have types; again, we can ask the interpreter what they are.

>>> type(message)   
<type 'str'>   
>>> type(n)   
<type 'int'>   
>>> type(pi)   
<type 'float'>

The type of a variable is the type of the value it refers to.

**Variable names and keywords**

* Programmers generally choose names for their variables that are meaningful  they document what the variable is used for.
* Variable names can be arbitrarily long. They can contain both letters and numbers, but they have to begin with a letter. Although it is legal to use uppercase letters, by convention we don't. If you do, remember that case matters. Bruce and bruce are different variables.
* The underscore character (\_) can appear in a name. It is often used in names with multiple words, such as my\_name or price\_of\_tea\_in\_china.
* If you give a variable an illegal name, you get a syntax error:

>>> 76trombones = 'big parade'   
SyntaxError: invalid syntax   
>>> more$ = 1000000   
SyntaxError: invalid syntax   
>>> class = 'Computer Science 101'   
SyntaxError: invalid syntax

* 76trombones is illegal because it does not begin with a letter. more$ is illegal because it contains an illegal character, the dollar sign. But what's wrong with class?
* It turns out that class is one of the Python **keywords**. Keywords define the language's rules and structure, and they cannot be used as variable names.
* Python has twenty-nine keywords:
  + and
  + def
  + exec
  + if
  + not
  + return
  + assert
  + del
  + finally
  + import
  + or
  + try
  + break
  + elif
  + for
  + in
  + pass
  + while
  + class
  + else
  + from
  + is
  + print
  + yield
  + continue
  + except
  + global
  + lambda
  + raise
* You might want to keep this list handy. If the interpreter complains about one of your variable names and you don't know why, see if it is on this list.

**Statements**

* A statement is an instruction that the Python interpreter can execute. We have seen two kinds of statements: **print** and **assignment**.
* When you type a statement on the command line, Python executes it and displays the result, if there is one. The result of a print statement is a value. Assignment statements don't produce a result.
* A script usually contains a sequence of statements. If there is more than one statement, the results appear one at a time as the statements execute.
* For example, the script

print 1   
x = 2   
print x

produces the output

1   
2

Again, the assignment statement produces no output.

**Evaluating expressions**

* An expression is a combination of values, variables, and operators. If you type an expression on the command line, the interpreter evaluates it and displays the result:

>>> 1 + 1   
2

* Although expressions contain values, variables, and operators, not every expression contains all of these elements. A value all by itself is considered an expression, and so is a variable.

>>> 17   
17   
>>> x   
2

* Confusingly, evaluating an expression is not quite the same thing as printing a value.

>>> message = 'Hello, World!'   
>>> message   
'Hello, World!'   
>>> print message   
Hello, World!

* When the Python interpreter displays the value of an expression, it uses the same format you would use to enter a value.
* In the case of strings, that means that it includes the quotation marks. But if you use a print statement, Python displays the contents of the string without the quotation marks.

**Operators and operands**

* **Operators** are special symbols that represent computations like addition and multiplication.
* The values the operator uses are called **operands**.
* The following are all legal Python expressions whose meaning is more or less clear:

20+32   hour-1   hour\*60+minute   minute/60   5\*\*2   (5+9)\*(15-7)

* The symbols +, -, and /, and the use of parenthesis for grouping, mean in Python what they mean in mathematics. The asterisk (\*) is the symbol for multiplication, and \*\* is the symbol for exponentiation.
* When a variable name appears in the place of an operand, it is replaced with its value before the operation is performed.
* Addition, subtraction, multiplication, and exponentiation all do what you expect, but you might be surprised by division. The following operation has an unexpected result:

>>> minute = 59   
>>> minute/60   
0

* The value of minute is 59, and in conventional arithmetic 59 divided by 60 is 0.98333, not 0. The reason for the discrepancy is that Python is performing **integer division**.
* When both of the operands are integers, the result must also be an integer, and by convention, integer division always rounds *down*, even in cases like this where the next integer is very close.
* A possible solution to this problem is to calculate a percentage rather than a fraction:

>>> minute\*100/60   
98

* Again the result is rounded down, but at least now the answer is approximately correct.

**Order of operations**

* When more than one operator appears in an expression, the order of evaluation depends on the **rules of precedence**.
* Python follows the same precedence rules for its mathematical operators that mathematics does. The acronym **PEMDAS** is a useful way to remember the order of operations:
  + **P**arentheses have the highest precedence and can be used to force an expression to evaluate in the order you want. Since expressions in parentheses are evaluated first, 2 \* (3-1) is 4, and (1+1)\*\*(5-2) is 8. You can also use parentheses to make an expression easier to read, as in (minute \* 100) / 60, even though it doesn't change the result.
  + **E**xponentiation has the next highest precedence, so 2\*\*1+1 is 3 and not 4, and 3\*1\*\*3 is 3 and not 27.
  + **M**ultiplication and **D**ivision have the same precedence, which is higher than **A**ddition and **S**ubtraction, which also have the same precedence. So 2\*3-1 yields 5 rather than 4, and 2/3-1 is -1, not 1 (remember that in integer division, 2/3=0).
  + Operators with the same precedence are evaluated from left to right. So in the expression minute\*100/60, the multiplication happens first, yielding 5900/60, which in turn yields 98. If the operations had been evaluated from right to left, the result would have been 59\*1, which is 59, which is wrong.

**Operations on strings**

* In general, you cannot perform mathematical operations on strings, even if the strings look like numbers. The following are illegal (assuming that message has type string):

message-1   'Hello'/123   message\*'Hello'   '15'+2

* Interestingly, the + operator does work with strings, although it does not do exactly what you might expect. For strings, the + operator represents **concatenation**, which means joining the two operands by linking them end-to-end. For example:

fruit = 'banana'   
bakedGood = ' nut bread'   
print fruit + bakedGood

* The output of the above program is banana nut bread. The space before the word nut is part of the string, and is necessary to produce the space between the concatenated strings.
* The \* operator also works on strings; it performs repetition. For example, 'Fun'\*3 is 'FunFunFun'. One of the operands has to be a string; the other has to be an integer.
* On one hand, this interpretation of + and \* makes sense by analogy with addition and multiplication. Just as 4\*3 is equivalent to 4+4+4, we expect 'Fun'\*3 to be the same as 'Fun'+'Fun'+'Fun', and it is. On the other hand, there is a significant way in which string concatenation and repetition are different from integer addition and multiplication. Can you think of a property that addition and multiplication have that string concatenation and repetition do not?

**Composition**

* So far, we have looked at the elements of a program  variables, expressions, and statements  in isolation, without talking about how to combine them.
* One of the most useful features of programming languages is their ability to take small building blocks and **compose** them.
* For example, we know how to add numbers and we know how to print; it turns out we can do both at the same time:

>>>  print 17 + 3   
20

* In reality, the addition has to happen before the printing, so the actions aren't actually happening at the same time.
* The point is that any expression involving numbers, strings, and variables can be used inside a print statement. You've already seen an example of this:

print 'Number of minutes since midnight: ', hour\*60+minute

* You can also put arbitrary expressions on the right-hand side of an assignment statement:

percentage = (minute \* 100) / 60

* This ability may not seem impressive now, but you will see other examples where composition makes it possible to express complex computations neatly and concisely.
* **Warning**: There are limits on where you can use certain expressions. For example, the left-hand side of an assignment statement has to be a *variable* name, not an expression. So, the following is illegal: minute+1 = hour.

**Comments**

* As programs get bigger and more complicated, they get more difficult to read. Formal languages are dense, and it is often difficult to look at a piece of code and figure out what it is doing, or why.
* For this reason, it is a good idea to add notes to your programs to explain in natural language what the program is doing. These notes are called **comments**, and they are marked with the # symbol:

# compute the percentage of the hour that has elapsed   
percentage = (minute \* 100) / 60

* In this case, the comment appears on a line by itself. You can also put comments at the end of a line:

percentage = (minute \* 100) / 60     # caution: integer division

* Everything from the # to the end of the line is ignored  it has no effect on the program.
* The message is intended for the programmer or for future programmers who might use this code.

1. **Functions**

**Function calls**

* You have already seen one example of a **function call**:

>>> type("32")   
<type 'str'>

* The name of the function is type, and it displays the type of a value or variable.
* The value or variable, which is called the **argument** of the function, has to be enclosed in parentheses.
* It is common to say that a function "takes" an argument and "returns" a result. The result is called the **return value**.
* Instead of printing the return value, we could assign it to a variable:

>>> betty = type("32")   
>>> print betty   
<type 'str'>

* As another example, the id function takes a value or a variable and returns an integer that acts as a unique identifier for the value:

>>> id(3)   
134882108   
>>> betty = 3   
>>> id(betty)   
134882108

* Every value has an id, which is a unique number related to where it is stored in the memory of the computer. The id of a variable is the id of the value to which it refers.

**Type conversion**

* Python provides a collection of built-in functions that convert values from one type to another. The int function takes any value and converts it to an integer, if possible, or complains otherwise:

>>> int("32")   
32   
>>> int("Hello")   
ValueError: invalid literal for int(): Hello

* int can also convert floating-point values to integers, but remember that it truncates the fractional part:

>>> int(3.99999)   
3   
>>> int(-2.3)   
-2

* The float function converts integers and strings to floating-point numbers:

>>> float(32)   
32.0   
>>> float("3.14159")   
3.14159

* Finally, the str function converts to type string:

>>> str(32)   
'32'   
>>> str(3.14149)   
'3.14149'

* It may seem odd that Python distinguishes the integer value 1 from the floating-point value 1.0. They may represent the same number, but they belong to different types. The reason is that they are represented differently inside the computer.

**Type coercion**

* Now that we can convert between types, we have another way to deal with integer division.
* Suppose we want to calculate the fraction of an hour that has elapsed. The most obvious expression, minute / 60, does integer arithmetic, so the result is always 0, even at 59 minutes past the hour.
* One solution is to convert minute to floating-point and do floating-point division:

>>> minute = 59   
>>> float(minute) / 60   
0.983333333333

* Alternatively, we can take advantage of the rules for automatic type conversion, which is called **type coercion**. For the mathematical operators, if either operand is a float, the other is automatically converted to a float:

>>> minute = 59   
>>> minute / 60.0   
0.983333333333

* By making the denominator a float, we force Python to do floating-point division.

**Math functions**

* Python has a math module that provides most of the familiar mathematical functions. A **module** is a file that contains a collection of related functions grouped together.
* Before we can use the functions from a module, we have to import them:

>>> import math

* To call one of the functions, we have to specify the name of the module and the name of the function, separated by a dot, also known as a period. This format is called **dot notation**.

>>> decibel = math.log10 (17.0)   
>>> angle = 1.5   
>>> height = math.sin(angle)

* The first statement sets decibel to the logarithm of 17, base 10. There is also a function called log that takes logarithm base e.
* The third statement finds the sine of the value of the variable angle. sin and the other trigonometric functions (cos, tan, etc.) take arguments in radians. To convert from degrees to radians, divide by 360 and multiply by 2\*pi. For example, to find the sine of 45 degrees, first calculate the angle in radians and then take the sine:

>>> degrees = 45   
>>> angle = degrees \* 2 \* math.pi / 360.0   
>>> math.sin(angle)   
0.707106781187

* The constant pi is also part of the math module. If you know your geometry, you can check the previous result by comparing it to the square root of two divided by two:

>>> math.sqrt(2) / 2.0   
0.707106781187

**Composition**

* Just as with mathematical functions, Python functions can be composed, meaning that you use one expression as part of another. For example, you can use any expression as an argument to a function:

>>> x = math.cos(angle + math.pi/2)

* This statement takes the value of pi, divides it by 2, and adds the result to the value of angle. The sum is then passed as an argument to the cos function.
* You can also take the result of one function and pass it as an argument to another:

>>> x = math.exp(math.log(10.0))

* This statement finds the log base e of 10 and then raises e to that power. The result gets assigned to x.

**Adding new functions**

* So far, we have only been using the functions that come with Python, but it is also possible to add new functions.
* Creating new functions to solve your particular problems is one of the most useful things about a general-purpose programming language.
* In the context of programming, a **function** is a named sequence of statements that performs a desired operation. This operation is specified in a **function definition**.
* The functions we have been using so far have been defined for us, and these definitions have been hidden. This is a good thing, because it allows us to use the functions without worrying about the details of their definitions.
* The syntax for a function definition is:

def NAME( LIST OF PARAMETERS ):   
  STATEMENTS

* You can make up any names you want for the functions you create, except that you can't use a name that is a Python keyword. The list of parameters specifies what information, if any, you have to provide in order to use the new function.
* There can be any number of statements inside the function, but they have to be indented from the left margin.
* The first couple of functions we are going to write have no parameters, so the syntax looks like this:

def newLine():   
  print

* This function is named newLine. The empty parentheses indicate that it has no parameters. It contains only a single statement, which outputs a newline character. (That's what happens when you use a print command without any arguments.)
* The syntax for calling the new function is the same as the syntax for built-in functions:

print "First Line."   
newLine()   
print "Second Line."

The output of this program is:

First line.   
  
Second line.

* Notice the extra space between the two lines. What if we wanted more space between the lines? We could call the same function repeatedly:

print "First Line."   
newLine()   
newLine()   
newLine()   
print "Second Line."

* Or we could write a new function named threeLines that prints three new lines:

def threeLines():   
  newLine()   
  newLine()   
  newLine()   
  
print "First Line."   
threeLines()   
print "Second Line."

* This function contains three statements, all of which are indented by two spaces. Since the next statement is not indented, Python knows that it is not part of the function.
* You should notice a few things about this program:

1. You can call the same procedure repeatedly. In fact, it is quite common and useful to do so.
2. You can have one function call another function; in this case threeLines calls newLine.

* So far, it may not be clear why it is worth the trouble to create all of these new functions. Actually, there are a lot of reasons, but this example demonstrates two:
  + Creating a new function gives you an opportunity to name a group of statements. Functions can simplify a program by hiding a complex computation behind a single command and by using English words in place of arcane code.
  + Creating a new function can make a program smaller by eliminating repetitive code. For example, a short way to print nine consecutive new lines is to call threeLines three times.

**Parameters and arguments**

* Some of the built-in functions you have used require arguments, the values that control how the function does its job.
* For example, if you want to find the sine of a number, you have to indicate what the number is. Thus, sin takes a numeric value as an argument.
* Some functions take more than one argument. For example, pow takes two arguments, the base and the exponent. Inside the function, the values that are passed get assigned to variables called **parameters**.
* Here is an example of a user-defined function that has a parameter:

def printTwice(bruce):   
  print bruce, bruce

* This function takes a single argument and assigns it to a parameter named bruce.
* The value of the parameter (at this point we have no idea what it will be) is printed twice, followed by a newline.
* The name bruce was chosen to suggest that the name you give a parameter is up to you, but in general, you want to choose something more illustrative than bruce.
* The function printTwice works for any type that can be printed:

>>> printTwice('Spam')   
Spam Spam   
>>> printTwice(5)   
5 5   
>>> printTwice(3.14159)   
3.14159 3.14159

* In the first function call, the argument is a string. In the second, it's an integer. In the third, it's a float.
* The same rules of composition that apply to built-in functions also apply to user-defined functions, so we can use any kind of expression as an argument for printTwice:

>>> printTwice('Spam'\*4)   
SpamSpamSpamSpam SpamSpamSpamSpam   
>>> printTwice(math.cos(math.pi))   
-1.0 -1.0

* As usual, the expression is evaluated before the function is run, so printTwice prints SpamSpamSpamSpam SpamSpamSpamSpam instead of 'Spam'\*4 'Spam'\*4.
* We can also use a variable as an argument:

>>> michael = 'Eric, the half a bee.'   
>>> printTwice(michael)   
Eric, the half a bee. Eric, the half a bee.

* Notice something very important here. The name of the variable we pass as an argument (michael) has nothing to do with the name of the parameter (bruce). It doesn't matter what the value was called back home (in the caller); here in printTwice, we call everybody bruce.

**Variables and parameters are local**

* When you create a **local variable** inside a function, it only exists inside the function, and you cannot use it outside. For example:

def catTwice(part1, part2):   
  cat = part1 + part2   
  printTwice(cat)

* This function takes two arguments, concatenates them, and then prints the result twice. We can call the function with two strings:

>>> chant1 = "Pie Jesu domine, "   
>>> chant2 = "Dona eis requiem."   
>>> catTwice(chant1, chant2)   
Pie Jesu domine, Dona eis requiem. Pie Jesu domine, Dona eis requiem.

* When catTwice terminates, the variable cat is destroyed. If we try to print it, we get an error:

>>> print cat   
NameError: cat

* Parameters are also local.
* For example, outside the function printTwice, there is no such thing as bruce. If you try to use it, Python will complain.

**Functions with results**

* You might have noticed by now that some of the functions we are using, such as the math functions, yield results.
* Other functions, like newLine, perform an action but don't return a value. That raises some questions:
  + What happens if you call a function and you don't do anything with the result (i.e., you don't assign it to a variable or use it as part of a larger expression)?
  + What happens if you use a function without a result as part of an expression, such as newLine() + 7?
  + Can you write functions that yield results, or are you stuck with simple function like newLine and printTwice?

1. **Conditionals & Recursion**

### The modulus operator

* The **modulus operator** works on integers (and integer expressions) and yields the remainder when the first operand is divided by the second.
* In Python, the modulus operator is a percent sign (%). The syntax is the same as for other operators:

>>> quotient = 7 / 3   
>>> print quotient   
2   
>>> remainder = 7 % 3   
>>> print remainder   
1

* So 7 divided by 3 is 2 with 1 left over.
* The modulus operator turns out to be surprisingly useful.
* For example, you can check whether one number is divisible by another  if x % y is zero, then x is divisible by y.
* Also, you can extract the right-most digit or digits from a number.
* For example, x % 10 yields the right-most digit of x (in base 10). Similarly x % 100 yields the last two digits.

### Boolean expressions

* A **boolean expression** is an expression that is either true or false.
* One way to write a boolean expression is to use the operator ==, which compares two values and produces a boolean value:

>>> 5 == 5   
True   
>>> 5 == 6   
False

* In the first statement, the two operands are equal, so the value of the expression is True; in the second statement, 5 is not equal to 6, so we get False. True and False are special values that are built into Python.
* The == operator is one of the **comparison operators**; the others are:

      x != y               # x is not equal to y   
      x > y                # x is greater than y   
      x < y                # x is less than y   
      x >= y               # x is greater than or equal to y   
      x <= y               # x is less than or equal to y

* Although these operations are probably familiar to you, the Python symbols are different from the mathematical symbols.
* A common error is to use a single equal sign (=) instead of a double equal sign (==).
* Remember that = is an assignment operator and == is a comparison operator. Also, there is no such thing as =< or =>.

### Logical operators

* There are three **logical operators**: and, or, and not.
* The semantics (meaning) of these operators is similar to their meaning in English.
* For example, x > 0 and x < 10 is true only if x is greater than 0 *and* less than 10.
* n%2 == 0 or n%3 == 0 is true if *either* of the conditions is true, that is, if the number is divisible by 2 *or* 3.
* Finally, the not operator negates a boolean expression, so not(x > y) is true if (x > y) is false, that is, if x is less than or equal to y.
* Strictly speaking, the operands of the logical operators should be boolean expressions, but Python is not very strict. Any nonzero number is interpreted as "true."

>>>  x = 5   
>>>  x and 1   
1   
>>>  y = 0   
>>>  y and 1   
0

* In general, this sort of thing is not considered good style. If you want to compare a value to zero, you should do it explicitly.

### Conditional execution

* In order to write useful programs, we almost always need the ability to check conditions and change the behavior of the program accordingly.
* **Conditional statements** give us this ability. The simplest form is the if statement:

if x > 0:   
  print "x is positive"

* The boolean expression after the if statement is called the **condition**. If it is true, then the indented statement gets executed. If not, nothing happens.
* Like other compound statements, the if statement is made up of a header and a block of statements:

HEADER:   
  FIRST STATEMENT   
  ...   
  LAST STATEMENT

* The header begins on a new line and ends with a colon (:).
* The indented statements that follow are called a **block**.
* The first unindented statement marks the end of the block.
* A statement block inside a compound statement is called the **body** of the statement.
* There is no limit on the number of statements that can appear in the body of an if statement, but there has to be at least one.
* Occasionally, it is useful to have a body with no statements (usually as a place keeper for code you haven't written yet).
* In that case, you can use the pass statement, which does nothing.

### Alternative execution

* A second form of the if statement is alternative execution, in which there are two possibilities and the condition determines which one gets executed. The syntax looks like this:

if x%2 == 0:   
  print x, "is even"   
else:   
  print x, "is odd"

* If the remainder when x is divided by 2 is 0, then we know that x is even, and the program displays a message to that effect.
* If the condition is false, the second set of statements is executed.
* Since the condition must be true or false, exactly one of the alternatives will be executed.
* The alternatives are called **branches**, because they are branches in the flow of execution.
* As an aside, if you need to check the parity (evenness or oddness) of numbers often, you might "wrap" this code in a function:

def printParity(x):   
  if x%2 == 0:   
    print x, "is even"   
  else:   
    print x, "is odd"

* For any value of x, printParity displays an appropriate message. When you call it, you can provide any integer expression as an argument.

>>> printParity(17)   
17 is odd   
>>> y = 17   
>>> printParity(y+1)   
18 is even

### Chained conditionals

* Sometimes there are more than two possibilities and we need more than two branches. One way to express a computation like that is a **chained conditional**:

if x < y:   
  print x, "is less than", y   
elif x > y:   
  print x, "is greater than", y   
else:   
  print x, "and", y, "are equal"

* elif is an abbreviation of "else if."
* Again, exactly one branch will be executed. There is no limit of the number of elif statements, but the last branch has to be an else statement:

if choice == 'A':   
  functionA()   
elif choice == 'B':   
  functionB()   
elif choice == 'C':   
  functionC()   
else:   
  print "Invalid choice."

* Each condition is checked in order. If the first is false, the next is checked, and so on. If one of them is true, the corresponding branch executes, and the statement ends.
* Even if more than one condition is true, only the first true branch executes.

### Nested conditionals

* One conditional can also be nested within another. We could have written the trichotomy example as follows:

if x == y:   
  print x, "and", y, "are equal"   
else:   
  if x < y:   
    print x, "is less than", y   
  else:   
    print x, "is greater than", y

* The outer conditional contains two branches.
* The first branch contains a simple output statement. The second branch contains another if statement, which has two branches of its own. Those two branches are both output statements, although they could have been conditional statements as well.
* Although the indentation of the statements makes the structure apparent, nested conditionals become difficult to read very quickly.
* In general, it is a good idea to avoid them when you can.
* Logical operators often provide a way to simplify nested conditional statements. For example, we can rewrite the following code using a single conditional:

if 0 < x:   
  if x < 10:   
    print "x is a positive single digit."

* The print statement is executed only if we make it past both the conditionals, so we can use the and operator:

if 0 < x and x < 10:   
  print "x is a positive single digit."

* These kinds of conditions are common, so Python provides an alternative syntax that is similar to mathematical notation:

if 0 < x < 10:   
  print "x is a positive single digit."

* This condition is semantically the same as the compound boolean expression and the nested conditional.

### The return statement

* The return statement allows you to terminate the execution of a function before you reach the end. One reason to use it is if you detect an error condition:

import math   
  
def printLogarithm(x):   
  if x <= 0:   
    print "Positive numbers only, please."   
    return   
  
  result = math.log(x)   
  print "The log of x is", result

* The function printLogarithm has a parameter named x.
* The first thing it does is check whether x is less than or equal to 0, in which case it displays an error message and then uses return to exit the function.
* The flow of execution immediately returns to the caller, and the remaining lines of the function are not executed.

Remember that to use a function from the math module, you have to import it.

### Recursion

* We mentioned that it is legal for one function to call another, and you have seen several examples of that.
* We neglected to mention that it is also legal for a function to call itself. I
* t may not be obvious why that is a good thing, but it turns out to be one of the most magical and interesting things a program can do. For example, look at the following function:

def countdown(n):   
  if n == 0:   
    print "Blastoff!"   
  else:   
    print n   
    countdown(n-1)

* countdown expects the parameter, n, to be a positive integer.
* If n is 0, it outputs the word, "Blastoff!" Otherwise, it outputs n and then calls a function named countdown  itself  passing n-1 as an argument.
* What happens if we call this function like this:

>>> countdown(3)

The execution of countdown begins with n=3, and since n is not 0, it outputs the value 3, and then calls itself...

The execution of countdown begins with n=2, and since n is not 0, it outputs the value 2, and then calls itself...

The execution of countdown begins with n=1, and since n is not 0, it outputs the value 1, and then calls itself...

The execution of countdown begins with n=0, and since n is 0, it outputs the word, "Blastoff!" and then returns.

The countdown that got n=1 returns.

The countdown that got n=2 returns.

The countdown that got n=3 returns.

* And then you're back in \_\_main\_\_ (what a trip). So, the total output looks like this:

3   
2   
1   
Blastoff!

* As a second example, look again at the functions newLine and threeLines:

def newline():   
  print   
  
def threeLines():   
  newLine()   
  newLine()   
  newLine()

* Although these work, they would not be much help if we wanted to output 2 newlines, or 106. A better alternative would be this:

def nLines(n):   
  if n > 0:   
    print   
    nLines(n-1)

* This program is similar to countdown; as long as n is greater than 0, it outputs one newline and then calls itself to output n-1 additional newlines.
* Thus, the total number of newlines is 1 + (n - 1) which, if you do your algebra right, comes out to n.
* The process of a function calling itself is **recursion**, and such functions are said to be recursive.

### Infinite recursion

* If a recursion never reaches a base case, it goes on making recursive calls forever, and the program never terminates. This is known as **infinite recursion**, and it is generally not considered a good idea.
* Here is a minimal program with an infinite recursion:

def recurse():   
  recurse()

* In most programming environments, a program with infinite recursion does not really run forever.
* Python reports an error message when the maximum recursion depth is reached:

  File "<stdin>", line 2, in recurse   
  (98 repetitions omitted)   
  File "<stdin>", line 2, in recurse   
RuntimeError: Maximum recursion depth exceeded

* This traceback is a little bigger than the one we saw in the previous chapter. When the error occurs, there are 100 recurse frames on the stack!

### Keyboard input

* The programs we have written so far are a bit rude in the sense that they accept no input from the user. They just do the same thing every time.
* Python provides built-in functions that get input from the keyboard.
* The simplest is called raw\_input. When this function is called, the program stops and waits for the user to type something.
* When the user presses Return or the Enter key, the program resumes and raw\_input returns what the user typed as a **string**:

>>> input = raw\_input ()   
What are you waiting for?   
>>> print input   
What are you waiting for?

* Before calling raw\_input, it is a good idea to print a message telling the user what to input. This message is called a **prompt**. We can supply a prompt as an argument to raw\_input:

>>> name = raw\_input ("What...is your name? ")   
What...is your name? Arthur, King of the Britons!   
>>> print name   
Arthur, King of the Britons!

* If we expect the response to be an integer, we can use the input function:

prompt = "What...is the airspeed velocity of an unladen swallow?\n"   
speed = input(prompt)

* The sequence \n at the end of the string represents a newline, so the user's input appears below the prompt.
* If the user types a string of digits, it is converted to an integer and assigned to speed. Unfortunately, if the user types a character that is not a digit, the program crashes:

>>> speed = input (prompt)   
What...is the airspeed velocity of an unladen swallow?   
What do you mean, an African or a European swallow?   
SyntaxError: invalid syntax

* To avoid this kind of error, it is generally a good idea to use raw\_input to get a string and then use conversion functions to convert to other types.

1. **Iteration**

**Multiple assignment**

* As you may have discovered, it is legal to make more than one assignment to the same variable. A new assignment makes an existing variable refer to a new value (and stop referring to the old value).

bruce = 5   
print bruce,   
bruce = 7   
print bruce

* The output of this program is 5 7, because the first time bruce is printed, his value is 5, and the second time, his value is 7. The comma at the end of the first print statement suppresses the newline after the output, which is why both outputs appear on the same line.
* With multiple assignment it is especially important to distinguish between an assignment operation and a statement of equality. Because Python uses the equal sign (=) for assignment, it is tempting to interpret a statement like a = b as a statement of equality. It is not!
* First, equality is commutative and assignment is not. For example, in mathematics, if a = 7 then 7 = a. But in Python, the statement a = 7 is legal and 7 = a is not.
* Furthermore, in mathematics, a statement of equality is always true. If a = b now, then a will always equal b. In Python, an assignment statement can make two variables equal, but they don't have to stay that way:

a = 5   
b = a    # a and b are now equal   
a = 3    # a and b are no longer equal

* The third line changes the value of a but does not change the value of b, so they are no longer equal. (In some programming languages, a different symbol is used for assignment, such as <- or :=, to avoid confusion.)
* Although multiple assignment is frequently helpful, you should use it with caution. If the values of variables change frequently, it can make the code difficult to read and debug.

**The while statement**

* Computers are often used to automate repetitive tasks.
* Repeating identical or similar tasks without making errors is something that computers do well and people do poorly.
* We have seen two programs, nLines and countdown, that use recursion to perform repetition, which is also called **iteration**.
* Because iteration is so common, Python provides several language features to make it easier. The first feature we are going to look at is the while statement.
* Here is what countdown looks like with a while statement:

def countdown(n):   
  while n > 0:   
    print n   
    n = n-1   
  print "Blastoff!"

* Since we removed the recursive call, this function is not recursive.
* You can almost read the while statement as if it were English. It means, "While n is greater than 0, continue displaying the value of n and then reducing the value of n by 1. When you get to 0, display the word Blastoff!"
* More formally, here is the flow of execution for a while statement:

1. Evaluate the condition, yielding 0 or 1.
2. If the condition is false (0), exit the while statement and continue execution at the next statement.
3. If the condition is true (1), execute each of the statements in the body and then go back to step 1.

* The body consists of all of the statements below the header with the same indentation.
* This type of flow is called a **loop** because the third step loops back around to the top. Notice that if the condition is false the first time through the loop, the statements inside the loop are never executed.
* The body of the loop should change the value of one or more variables so that eventually the condition becomes false and the loop terminates. Otherwise the loop will repeat forever, which is called an **infinite loop**. An endless source of amusement for computer scientists is the observation that the directions on shampoo, "Lather, rinse, repeat," are an infinite loop.
* In the case of countdown, we can prove that the loop terminates because we know that the value of n is finite, and we can see that the value of n gets smaller each time through the loop, so eventually we have to get to 0. In other cases, it is not so easy to tell:

def sequence(n):   
  while n != 1:   
    print n,   
    if n%2 == 0:        # n is even   
      n = n/2   
    else:               # n is odd   
      n = n\*3+1

* The condition for this loop is n != 1, so the loop will continue until n is 1, which will make the condition false.
* Each time through the loop, the program outputs the value of n and then checks whether it is even or odd. If it is even, the value of n is divided by 2. If it is odd, the value is replaced by n\*3+1. For example, if the starting value (the argument passed to sequence) is 3, the resulting sequence is 3, 10, 5, 16, 8, 4, 2, 1.
* Since n sometimes increases and sometimes decreases, there is no obvious proof that n will ever reach 1, or that the program terminates. For some particular values of n, we can prove termination. For example, if the starting value is a power of two, then the value of n will be even each time through the loop until it reaches 1. The previous example ends with such a sequence, starting with 16.
* Particular values aside, the interesting question is whether we can prove that this program terminates for *all positive values* of n. So far, no one has been able to prove it *or* disprove it!

1. **Strings**

### A compound data type

* So far we have seen three types: int, float, and string.
* Strings are qualitatively different from the other two because they are made up of smaller pieces  characters.
* Types that comprise smaller pieces are called **compound data types**.
* Depending on what we are doing, we may want to treat a compound data type as a single thing, or we may want to access its parts. This ambiguity is useful.
* The bracket operator selects a single character from a string.

>>> fruit = "banana"   
>>> letter = fruit[1]   
>>> print letter

* The expression fruit[1] selects character number 1 from fruit. The variable letter refers to the result. When we display letter, we get a surprise:

a

* The first letter of "banana" is not a.
* Unless you are a computer scientist. In that case you should think of the expression in brackets as an offset from the beginning of the string, and the offset of the first letter is zero.
* So b is the 0th letter ("zero-eth") of "banana", a is the 1th letter ("one-eth"), and n is the 2th ("two-eth") letter.
* To get the first letter of a string, you just put 0, or any expression with the value 0, in the brackets:

>>> letter = fruit[0]   
>>> print letter   
b

* The expression in brackets is called an **index**.
* An index specifies a member of an ordered set, in this case the set of characters in the string.
* The index *indicates* which one you want, hence the name. It can be any integer expression.

### Length

* The len function returns the number of characters in a string:

>>> fruit = "banana"   
>>> len(fruit)   
6

* To get the last letter of a string, you might be tempted to try something like this:

length = len(fruit)   
last = fruit[length]       # ERROR!

* That won't work. It causes the runtime error   
  IndexError: string index out of range.
* The reason is that there is no 6th letter in "banana". Since we started counting at zero, the six letters are numbered 0 to 5. To get the last character, we have to subtract 1 from length:

length = len(fruit)   
last = fruit[length-1]

* Alternatively, we can use negative indices, which count backward from the end of the string. The expression fruit[-1] yields the last letter, fruit[-2] yields the second to last, and so on.

### Traversal and the for loop

* A lot of computations involve processing a string one character at a time.
* Often they start at the beginning, select each character in turn, do something to it, and continue until the end.
* This pattern of processing is called a **traversal**. One way to encode a traversal is with a while statement:

index = 0   
while index < len(fruit):   
  letter = fruit[index]   
  print letter   
  index = index + 1

* This loop traverses the string and displays each letter on a line by itself.
* The loop condition is index < len(fruit), so when index is equal to the length of the string, the condition is false, and the body of the loop is not executed.
* The last character accessed is the one with the index len(fruit)-1, which is the last character in the string.
* Using an index to traverse a set of values is so common that Python provides an alternative, simpler syntax  the for loop:

for char in fruit:   
  print char

* Each time through the loop, the next character in the string is assigned to the variable char. The loop continues until no characters are left.
* The following example shows how to use concatenation and a for loop to generate an abecedarian series. "Abecedarian" refers to a series or list in which the elements appear in alphabetical order. For example, in Robert McCloskey's book *Make Way for Ducklings*, the names of the ducklings are Jack, Kack, Lack, Mack, Nack, Ouack, Pack, and Quack. This loop outputs these names in order:

prefixes = "JKLMNOPQ"   
suffix = "ack"   
  
for letter in prefixes:   
  print letter + suffix

The output of this program is:

Jack   
Kack   
Lack   
Mack   
Nack   
Oack   
Pack   
Qack

### String slices

* A segment of a string is called a **slice**. Selecting a slice is similar to selecting a character:

>>> s = "Peter, Paul, and Mary"   
>>> print s[0:5]   
Peter   
>>> print s[7:11]   
Paul   
>>> print s[17:21]   
Mary

* The operator [n:m] returns the part of the string from the "n-eth" character to the "m-eth" character, including the first but excluding the last.
* This behavior is counterintuitive; it makes more sense if you imagine the indices pointing *between* the characters, as in the following diagram:

![http://www.greenteapress.com/thinkpython/thinkCSpy/html/illustrations/banana.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARQAAABHCAIAAABJfy/DAAAACXBIWXMAAAxNAAAMTQHSzq1OAAAAHXRFWHRTb2Z0d2FyZQBHTlUgR2hvc3RzY3JpcHQgNi41MhlARVYAAAPVSURBVHic7Z1dlqQgDEZxTq/C/a/NbdAPnuYwyI+EUMbi3qeuait+Ch9JKKfHOQDox3v/45w7juNpJQBvYt9359y/p2VY57xN1kLpRkOYDMwDIGRzlG0Anez77r0n8wAIwTwAQjBPgxXaX4TJwDwAQtgwAOiGDQOAITAPgBDM02CF9hdhMn50w72OcEPPxi95eeezdIyvZmQCkHkaKHpD12YIezaawzwAYiTm2f+4f7zgLADGEWae4zjuJ8Fw5BtdtEL7izAZq28YHMdxvaeC4jgJIiuvs6MrFpN0wAjLMjIBujPPeaZQtu3/cz0y/kj8wbdwf9ut/k4zVOm2lN5H2AxhXUgez9n3PanEwloShwovrz+o07XDqH7S5LwCMYqhXHlRR5gWao/nWPii4/ijlAZnn73y8qlQ7tKaIkwXKz3PjLmusgiNZMtSKr4edv7Qu4prTRSEybBiHsWrKiX0SWRPkW1DuyKMMx52NWG9zDLPh3cF5hnmke/L79w9hMV8WNiJsnnifJq9nknPgxlZikYwuwmJsBIS85RavVLrdv0BEiobtc9OEYRVsNLzmGWF9hdhMngwdJRKddqF2bSMsBKYp8EKD9gjTAbmUaD0XNLIt+/OzKNMCCtBz6PDdczuOyfsTFYGftIuZR2E1SHzNGiuZKUvSbtClYJUxl5xiUWYDDKPHN0t+FIQQfDKRxSjfZMwGWQeACH8xVCAbtT+SQLAmmCeBp9pf5+NhjAZmAdACOYBEMKGAUA3bBgADIF5GqzQ/iJMBuYBEIJ5AADgg3jvN+/90zIAXgllG4AQzNNg2zaDoXSjIUwG5gEQQs8DIITMAyAE8wAIwTwNVmh/ESYD8wAIYcMAQAiZB0AI5gEQgnkarND+IkwYkJ4HQAaZB0DIY3+retv6kl7v8SPE+V3rpCr6FYVNusbBaNfKyuBlBh7LPGbLxTADFBWqVNuJsJGYiqFm4CNG4sy+TMq2DPGYDd7xbdsUxywIGze2YqgTaw48Ub/MmOfLtlKmrgxGNhfHdZFWjee9H5wTsaRxPVqoz6Swxpu6zAT1q7by//MkkyypnuMhiX91ruuJZz7ZHX0SxXyYBNFaaMaDnCgK+86eJyZ7VfGbyQHZXGyzfFcn1IF2Fgjdex53OyqR5/U8VjLPTeK8tCC6tlGpcidJckpFYLzOrm6eL67KmmhN0xmJK6mrR6z4osE1UbZlufY515fxXlbSC6mc2tpYzmhOxndEkp3lwSSWDOggutESjGaeM8NkLzj5VeyWMHgjd6py6gfJ1qtaX0caWSDCwGltGGSniiK/2cJIp3j1XsUAAAAASUVORK5CYII=)

* If you omit the first index (before the colon), the slice starts at the beginning of the string. If you omit the second index, the slice goes to the end of the string. Thus:

>>> fruit = "banana"   
>>> fruit[:3]   
'ban'   
>>> fruit[3:]   
'ana'

### String comparison

* The comparison operators work on strings. To see if two strings are equal:

if word == "banana":   
  print  "Yes, we have no bananas!"

* Other comparison operations are useful for putting words in alphabetical order:

if word < "banana":   
  print "Your word," + word + ", comes before banana."   
elif word > "banana":   
  print "Your word," + word + ", comes after banana."   
else:   
  print "Yes, we have no bananas!"

* You should be aware, though, that Python does not handle upper- and lowercase letters the same way that people do. All the uppercase letters come before all the lowercase letters. As a result:

Your word, Zebra, comes before banana.

* A common way to address this problem is to convert strings to a standard format, such as all lowercase, before performing the comparison.
* A more difficult problem is making the program realize that zebras are not fruit.

### Strings are immutable

* It is tempting to use the [] operator on the left side of an assignment, with the intention of changing a character in a string. For example:

greeting = "Hello, world!"   
greeting[0] = 'J'            # ERROR!   
print greeting

* Instead of producing the output Jello, world!, this code produces the runtime error TypeError: object doesn't support item   
  assignment.
* Strings are **immutable**, which means you can't change an existing string. The best you can do is create a new string that is a variation on the original:

greeting = "Hello, world!"   
newGreeting = 'J' + greeting[1:]   
print newGreeting

* The solution here is to concatenate a new first letter onto a slice of greeting. This operation has no effect on the original string.

### Looping and counting

* The following program counts the number of times the letter a appears in a string:

fruit = "banana"   
count = 0   
for char in fruit:   
  if char == 'a':   
    count = count + 1   
print count

* This program demonstrates another pattern of computation called a **counter**.
* The variable count is initialized to 0 and then incremented each time an a is found. (To **increment** is to increase by one; it is the opposite of **decrement**, and unrelated to "excrement," which is a noun.)
* When the loop exits, count contains the result  the total number of a's.

### The string module

* The string module contains useful functions that manipulate strings. As usual, we have to import the module before we can use it:

>>> import string

* The string module includes a function named find that does the same thing as the function we wrote.
* To call it we have to specify the name of the module and the name of the function using dot notation.

>>> fruit = "banana"   
>>> index = string.find(fruit, "a")   
>>> print index   
1

* This example demonstrates one of the benefits of modules  they help avoid collisions between the names of built-in functions and user-defined functions.
* By using dot notation we can specify which version of find we want.
* Actually, string.find is more general than our version. First, it can find substrings, not just characters:

>>> string.find("banana", "na")   
2

* Also, it takes an additional argument that specifies the index it should start at:

>>> string.find("banana", "na", 3)   
4

* Or it can take two additional arguments that specify a range of indices:

>>> string.find("bob", "b", 1, 2)   
-1

* In this example, the search fails because the letter *b* does not appear in the index range from 1 to 2 (not including 2).

### Character classification

* It is often helpful to examine a character and test whether it is upper- or lowercase, or whether it is a character or a digit.
* The string module provides several constants that are useful for these purposes.
* The string string.lowercase contains all of the letters that the system considers to be lowercase.
* Similarly, string.uppercase contains all of the uppercase letters. Try the following and see what you get:

>>> print string.lowercase   
>>> print string.uppercase   
>>> print string.digits

* We can use these constants and find to classify characters.
* For example, if find(lowercase, ch) returns a value other than -1, then ch must be lowercase:

def isLower(ch):   
  return string.find(string.lowercase, ch) != -1

* Alternatively, we can take advantage of the in operator, which determines whether a character appears in a string:

def isLower(ch):   
  return ch in string.lowercase

* As yet another alternative, we can use the comparison operator:

def isLower(ch):   
  return 'a' <= ch <= 'z'

* If ch is between *a* and *z*, it must be a lowercase letter.
* Another constant defined in the string module may surprise you when you print it:

>>> print string.whitespace

* **Whitespace** characters move the cursor without printing anything.
* They create the white space between visible characters (at least on white paper).
* The constant string.whitespace contains all the whitespace characters, including space, tab (\t), and newline (\n).

1. **Lists**

* A **list** is an ordered set of values, where each value is identified by an index.
* The values that make up a list are called its **elements**.
* Lists are similar to strings, which are ordered sets of characters, except that the elements of a list can have any type.
* Lists and strings  and other things that behave like ordered sets  are called **sequences**.

### List values

* There are several ways to create a new list; the simplest is to enclose the elements in square brackets ([ and ]):

[10, 20, 30, 40]   
["spam", "bungee", "swallow"]

* The first example is a list of four integers.
* The second is a list of three strings.
* The elements of a list don't have to be the same type. The following list contains a string, a float, an integer, and (mirabile dictu) another list:

["hello", 2.0, 5, [10, 20]]

* A list within another list is said to be **nested**.
* Lists that contain consecutive integers are common, so Python provides a simple way to create them:

>>> range(1,5)   
[1, 2, 3, 4]

* The range function takes two arguments and returns a list that contains all the integers from the first to the second, including the first but not including the second!
* There are two other forms of range. With a single argument, it creates a list that starts at 0:

>>> range(10)   
[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

* If there is a third argument, it specifies the space between successive values, which is called the **step size**. This example counts from 1 to 10 by steps of 2:

>>> range(1, 10, 2)   
[1, 3, 5, 7, 9]

* Finally, there is a special list that contains no elements. It is called the empty list, and it is denoted [].
* With all these ways to create lists, it would be disappointing if we couldn't assign list values to variables or pass lists as arguments to functions. We can.

vocabulary = ["ameliorate", "castigate", "defenestrate"]   
numbers = [17, 123]   
empty = []   
print vocabulary, numbers, empty   
['ameliorate', 'castigate', 'defenestrate'] [17, 123] []

### Accessing elements

* The syntax for accessing the elements of a list is the same as the syntax for accessing the characters of a string  the bracket operator ([]). The expression inside the brackets specifies the index. Remember that the indices start at 0:

print numbers[0]   
numbers[1] = 5

* The bracket operator can appear anywhere in an expression. When it appears on the left side of an assignment, it changes one of the elements in the list, so the one-eth element of numbers, which used to be 123, is now 5.
* Any integer expression can be used as an index:

>>> numbers[3-2]   
5   
>>> numbers[1.0]   
TypeError: sequence index must be integer

* If you try to read or write an element that does not exist, you get a runtime error:

>>> numbers[2] = 5   
IndexError: list assignment index out of range

* If an index has a negative value, it counts backward from the end of the list:

>>> numbers[-1]   
5   
>>> numbers[-2]   
17   
>>> numbers[-3]   
IndexError: list index out of range

* numbers[-1] is the last element of the list, numbers[-2] is the second to last, and numbers[-3] doesn't exist.
* It is common to use a loop variable as a list index.

horsemen = ["war", "famine", "pestilence", "death"]   
  
i = 0   
while i < 4:   
  print horsemen[i]   
  i = i + 1

* This while loop counts from 0 to 4. When the loop variable i is 4, the condition fails and the loop terminates. So the body of the loop is only executed when i is 0, 1, 2, and 3.
* Each time through the loop, the variable i is used as an index into the list, printing the i-eth element. This pattern of computation is called a **list traversal**.

### List length

* The function len returns the length of a list. It is a good idea to use this value as the upper bound of a loop instead of a constant. That way, if the size of the list changes, you won't have to go through the program changing all the loops; they will work correctly for any size list:

horsemen = ["war", "famine", "pestilence", "death"]   
  
i = 0   
while i < len(horsemen):   
  print horsemen[i]   
  i = i + 1

* The last time the body of the loop is executed, i is len(horsemen) - 1, which is the index of the last element. When i is equal to len(horsemen), the condition fails and the body is not executed, which is a good thing, because len(horsemen) is not a legal index.
* Although a list can contain another list, the nested list still counts as a single element. The length of this list is four:

['spam!', 1, ['Brie', 'Roquefort', 'Pol le Veq'], [1, 2, 3]]

### List membership

* in is a boolean operator that tests membership in a sequence.

>>> horsemen = ['war', 'famine', 'pestilence', 'death']   
>>> 'pestilence' in horsemen   
True   
>>> 'debauchery' in horsemen   
False

* Since "pestilence" is a member of the horsemen list, the in operator returns true. Since "debauchery" is not in the list, in returns false.
* We can use the not in combination with in to test whether an element is not a member of a list:

>>> 'debauchery' not in horsemen   
True

### Lists and for loops

* The generalized syntax of a for loop is:

for VARIABLE in LIST:   
  BODY

This statement is equivalent to:

i = 0   
while i < len(LIST):   
  VARIABLE = LIST[i]   
  BODY   
  i = i + 1

* The for loop is more concise because we can eliminate the loop variable, i. Here is the previous loop written with a for loop.

for horseman in horsemen:   
  print horseman

* It almost reads like English: "For (every) horseman in (the list of) horsemen, print (the name of the) horseman."
* Any list expression can be used in a for loop:

for number in range(20):   
  if number % 2 == 0:   
    print  number   
  
for fruit in ["banana", "apple", "quince"]:   
  print "I like to eat " + fruit + "s!"

* The first example prints all the even numbers between zero and nineteen. The second example expresses enthusiasm for various fruits.

### List operations

* The + operator concatenates lists:

>>> a = [1, 2, 3]   
>>> b = [4, 5, 6]   
>>> c = a + b   
>>> print c   
[1, 2, 3, 4, 5, 6]

* Similarly, the \* operator repeats a list a given number of times:

>>> [0] \* 4   
[0, 0, 0, 0]   
>>> [1, 2, 3] \* 3   
[1, 2, 3, 1, 2, 3, 1, 2, 3]

* The first example repeats [0] four times. The second example repeats the list [1, 2, 3] three times.

### List slices

* The slice operations we saw in [Section 7.4](http://www.greenteapress.com/thinkpython/thinkCSpy/html/chap07.html#4) also work on lists:

>>> list = ['a', 'b', 'c', 'd', 'e', 'f']   
>>> list[1:3]   
['b', 'c']   
>>> list[:4]   
['a', 'b', 'c', 'd']   
>>> list[3:]   
['d', 'e', 'f']

* If you omit the first index, the slice starts at the beginning. If you omit the second, the slice goes to the end. So if you omit both, the slice is really a copy of the whole list.

>>> list[:]   
['a', 'b', 'c', 'd', 'e', 'f']

### Lists are mutable

* Unlike strings, lists are mutable, which means we can change their elements. Using the bracket operator on the left side of an assignment, we can update one of the elements:

>>> fruit = ["banana", "apple", "quince"]   
>>> fruit[0] = "pear"   
>>> fruit[-1] = "orange"   
>>> print fruit   
['pear', 'apple', 'orange']

* With the slice operator we can update several elements at once:

>>> list = ['a', 'b', 'c', 'd', 'e', 'f']   
>>> list[1:3] = ['x', 'y']   
>>> print list   
['a', 'x', 'y', 'd', 'e', 'f']

* We can also remove elements from a list by assigning the empty list to them:

>>> list = ['a', 'b', 'c', 'd', 'e', 'f']   
>>> list[1:3] = []   
>>> print list   
['a', 'd', 'e', 'f']

* And we can add elements to a list by squeezing them into an empty slice at the desired location:

>>> list = ['a', 'd', 'f']   
>>> list[1:1] = ['b', 'c']   
>>> print list   
['a', 'b', 'c', 'd', 'f']   
>>> list[4:4] = ['e']   
>>> print list   
['a', 'b', 'c', 'd', 'e', 'f']

### List deletion

* Using slices to delete list elements can be awkward, and therefore error-prone. Python provides an alternative that is more readable.
* del removes an element from a list:

>>> a = ['one', 'two', 'three']   
>>> del a[1]   
>>> a   
['one', 'three']

* As you might expect, del handles negative indices and causes a runtime error if the index is out of range.
* You can use a slice as an index for del:

>>> list = ['a', 'b', 'c', 'd', 'e', 'f']   
>>> del list[1:5]   
>>> print list   
['a', 'f']

* As usual, slices select all the elements up to, but not including, the second index.

### Aliasing

* Since variables refer to objects, if we assign one variable to another, both variables refer to the same object:

>>> a = [1, 2, 3]   
>>> b = a

* Because the same list has two different names, a and b, we say that it is **aliased**. Changes made with one alias affect the other:

>>> b[0] = 5   
>>> print a   
[5, 2, 3]

* Although this behavior can be useful, it is sometimes unexpected or undesirable. In general, it is safer to avoid aliasing when you are working with mutable objects. Of course, for immutable objects, there's no problem. That's why Python is free to alias strings when it sees an opportunity to economize.

### Cloning lists

* If we want to modify a list and also keep a copy of the original, we need to be able to make a copy of the list itself, not just the reference.
* This process is sometimes called **cloning**, to avoid the ambiguity of the word "copy."
* The easiest way to clone a list is to use the slice operator:

>>> a = [1, 2, 3]   
>>> b = a[:]   
>>> print b   
[1, 2, 3]

* Taking any slice of a creates a new list. In this case the slice happens to consist of the whole list.
* Now we are free to make changes to b without worrying about a:

>>> b[0] = 5   
>>> print a   
[1, 2, 3]

### Nested lists

* A nested list is a list that appears as an element in another list. In this list, the three-eth element is a nested list:

>>> list = ["hello", 2.0, 5, [10, 20]]

* If we print list[3], we get [10, 20]. To extract an element from the nested list, we can proceed in two steps:

>>> elt = list[3]   
>>> elt[0]   
10

* Or we can combine them:

>>> list[3][1]   
20

* Bracket operators evaluate from left to right, so this expression gets the three-eth element of list and extracts the one-eth element from it.

### Matrices

* Nested lists are often used to represent matrices. For example, the matrix:

![http://www.greenteapress.com/thinkpython/thinkCSpy/html/illustrations/matrix.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAAA4CAIAAADRrSnRAAAACXBIWXMAAAxNAAAMTQHSzq1OAAAAHXRFWHRTb2Z0d2FyZQBHTlUgR2hvc3RzY3JpcHQgNi41MhlARVYAAAGPSURBVHic7ZrRrgMhCESluf//y/bBXGK6u6kcC1sa5qlpM7uOAspUaRfovV/99G0QkZMvWyoNixCRx91j8MLPCvtjNBEBATwng4kOiGTFTpN1kdV7HyNbfwgj2oSJCFM1oJNtXW1AtIWiPndHnhWsaMMcA5jHB+ZFKYs644QNWMeHESpMywDgzlmw8oS4fYypwuUqdIMGa/VCWRcZFIpjQC/DWtcJNug6BGdDCcuGEpYNJSwbflYYtwbaRns/4HryiG5bsFOivoDj6T6yfR4A1oBZ2E5P9RE4huKOKtZBu9tvm0HY/wEe5Wi/bQbhTAyw30iOabtumvXgkmPIsWOXbt2IlGIVCYg8uqz2PfYFmr14yO212wllDSRECcuGEpYNJSwbbG3LTnvfUPeBifA/6OP73oJ1+Efi4ut4KIKrHh+5NeByHUKxc9UD003gK8ZmXXs575P3bTdz2Bvdc2zzn//1VGmo3jTgUsWbig3NY+gGzYrHfCPC0RpgF/qUq5/LGiAoayAhLnMxUXyeVpQnCtYIm0YYJGkAAAAASUVORK5CYII=)

might be represented as:

>>> matrix = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]

* matrix is a list with three elements, where each element is a row of the matrix. We can select an entire row from the matrix in the usual way:

>>> matrix[1]   
[4, 5, 6]

* Or we can extract a single element from the matrix using the double-index form:

>>> matrix[1][1]   
5

* The first index selects the row, and the second index selects the column. Although this way of representing matrices is common, it is not the only possibility. A small variation is to use a list of columns instead of a list of rows. Later we will see a more radical alternative using a dictionary.

### Strings and lists

* Two of the most useful functions in the string module involve lists of strings.
* The split function breaks a string into a list of words.
* By default, any number of whitespace characters is considered a word boundary:

>>> import string   
>>> song = "The rain in Spain..."   
>>> string.split(song)   
['The', 'rain', 'in', 'Spain...']

* An optional argument called a **delimiter** can be used to specify which characters to use as word boundaries. The following example uses the string ai as the delimiter:

>>> string.split(song, 'ai')   
['The r', 'n in Sp', 'n...']

* Notice that the delimiter doesn't appear in the list.
* The join function is the inverse of split. It takes a list of strings and concatenates the elements with a space between each pair:

>>> list = ['The', 'rain', 'in', 'Spain...']   
>>> string.join(list)   
'The rain in Spain...'

* Like split, join takes an optional delimiter that is inserted between elements:

>>> string.join(list, '\_')   
'The\_rain\_in\_Spain...'

1. **Tuples**

### Mutability and tuples

* So far, you have seen two compound types: strings, which are made up of characters; and lists, which are made up of elements of any type.
* One of the differences we noted is that the elements of a list can be modified, but the characters in a string cannot.
* In other words, strings are **immutable** and lists are **mutable**.
* There is another type in Python called a **tuple** that is similar to a list except that it is immutable. Syntactically, a tuple is a comma-separated list of values:

>>> tuple = 'a', 'b', 'c', 'd', 'e'

* Although it is not necessary, it is conventional to enclose tuples in parentheses:

>>> tuple = ('a', 'b', 'c', 'd', 'e')

* To create a tuple with a single element, we have to include the final comma:

>>> t1 = ('a',)   
>>> type(t1)   
<type 'tuple'>

* Without the comma, Python treats ('a') as a string in parentheses:

>>> t2 = ('a')   
>>> type(t2)   
<type 'str'>

* Syntax issues aside, the operations on tuples are the same as the operations on lists. The index operator selects an element from a tuple.

>>> tuple = ('a', 'b', 'c', 'd', 'e')   
>>> tuple[0]   
'a'

* And the slice operator selects a range of elements.

>>> tuple[1:3]   
('b', 'c')

* But if we try to modify one of the elements of the tuple, we get an error:

>>> tuple[0] = 'A'   
TypeError: object doesn't support item assignment

* Of course, even if we can't modify the elements of a tuple, we can replace it with a different tuple:

>>> tuple = ('A',) + tuple[1:]   
>>> tuple   
('A', 'b', 'c', 'd', 'e')

### Tuple assignment

* Once in a while, it is useful to swap the values of two variables. With conventional assignment statements, we have to use a temporary variable. For example, to swap a and b:

>>> temp = a   
>>> a = b   
>>> b = temp

* If we have to do this often, this approach becomes cumbersome. Python provides a form of **tuple assignment** that solves this problem neatly:

>>> a, b = b, a

* The left side is a tuple of variables; the right side is a tuple of values. Each value is assigned to its respective variable. All the expressions on the right side are evaluated before any of the assignments. This feature makes tuple assignment quite versatile.
* Naturally, the number of variables on the left and the number of values on the right have to be the same:

>>> a, b, c, d = 1, 2, 3   
ValueError: unpack tuple of wrong size

### Tuples as return values

* Functions can return tuples as return values. For example, we could write a function that swaps two parameters:

def swap(x, y):   
  return y, x

* Then we can assign the return value to a tuple with two variables:

a, b = swap(a, b)

* In this case, there is no great advantage in making swap a function. In fact, there is a danger in trying to encapsulate swap, which is the following tempting mistake:

def swap(x, y):      # incorrect version   
  x, y = y, x

* If we call this function like this:

swap(a, b)

* then a and x are aliases for the same value. Changing x inside swap makes x refer to a different value, but it has no effect on a in \_\_main\_\_. Similarly, changing y has no effect on b.
* This function runs without producing an error message, but it doesn't do what we intended. This is an example of a semantic error.

1. **Dictionaries**

* The compound types you have learned about  strings, lists, and tuples  use integers as indices. If you try to use any other type as an index, you get an error.
* **Dictionaries** are similar to other compound types except that they can use any immutable type as an index.
* As an example, we will create a dictionary to translate English words into Spanish. For this dictionary, the indices are strings.
* One way to create a dictionary is to start with the empty dictionary and add elements. The empty dictionary is denoted {}:

>>> eng2sp = {}   
>>> eng2sp['one'] = 'uno'   
>>> eng2sp['two'] = 'dos'

* The first assignment creates a dictionary named eng2sp; the other assignments add new elements to the dictionary. We can print the current value of the dictionary in the usual way:

>>> print eng2sp   
{'one': 'uno', 'two': 'dos'}

* The elements of a dictionary appear in a comma-separated list. Each entry contains an index and a value separated by a colon. In a dictionary, the indices are called **keys**, so the elements are called **key-value pairs**.
* Another way to create a dictionary is to provide a list of key-value pairs using the same syntax as the previous output:

>>> eng2sp = {'one': 'uno', 'two': 'dos', 'three': 'tres'}

* If we print the value of eng2sp again, we get a surprise:

>>> print eng2sp   
{'one': 'uno', 'three': 'tres', 'two': 'dos'}

* The key-value pairs are not in order! Fortunately, there is no reason to care about the order, since the elements of a dictionary are never indexed with integer indices. Instead, we use the keys to look up the corresponding values:

>>> print eng2sp['two']   
'dos'

* The key 'two' yields the value 'dos' even though it appears in the third key-value pair.

### Dictionary operations

* The del statement removes a key-value pair from a dictionary.
* For example, the following dictionary contains the names of various fruits and the number of each fruit in stock:

>>> inventory = {'apples': 430, 'bananas': 312, 'oranges': 525,   
'pears': 217}   
>>> print inventory   
{'oranges': 525, 'apples': 430, 'pears': 217, 'bananas': 312}

* If someone buys all of the pears, we can remove the entry from the dictionary:

>>> del inventory['pears']   
>>> print inventory   
{'oranges': 525, 'apples': 430, 'bananas': 312}

* Or if we're expecting more pears soon, we might just change the value associated with pears:

>>> inventory['pears'] = 0   
>>> print inventory   
{'oranges': 525, 'apples': 430, 'pears': 0, 'bananas': 312}

* The len function also works on dictionaries; it returns the number of key-value pairs:

>>> len(inventory)   
4

### Dictionary methods

* A **method** is similar to a function  it takes arguments and returns a value  but the syntax is different.
* For example, the keys method takes a dictionary and returns a list of the keys that appear, but instead of the function syntax keys(eng2sp), we use the method syntax eng2sp.keys().

>>> eng2sp.keys()   
['one', 'three', 'two']

* This form of dot notation specifies the name of the function, keys, and the name of the object to apply the function to, eng2sp. The parentheses indicate that this method has no parameters.
* A method call is called an **invocation**; in this case, we would say that we are invoking keys on the object eng2sp.
* The values method is similar; it returns a list of the values in the dictionary:

>>> eng2sp.values()   
['uno', 'tres', 'dos']

* The items method returns both, in the form of a list of tuples  one for each key-value pair:

>>> eng2sp.items()   
[('one','uno'), ('three', 'tres'), ('two', 'dos')]

* The syntax provides useful type information. The square brackets indicate that this is a list. The parentheses indicate that the elements of the list are tuples.
* If a method takes an argument, it uses the same syntax as a function call. For example, the method has\_key takes a key and returns true (1) if the key appears in the dictionary:

>>> eng2sp.has\_key('one')   
True   
>>> eng2sp.has\_key('deux')   
False

* If you try to call a method without specifying an object, you get an error. In this case, the error message is not very helpful:

>>> has\_key('one')   
NameError: has\_key

### Aliasing and copying

* Because dictionaries are mutable, you need to be aware of aliasing. Whenever two variables refer to the same object, changes to one affect the other.
* If you want to modify a dictionary and keep a copy of the original, use the copy method. For example, opposites is a dictionary that contains pairs of opposites:

>>> opposites = {'up': 'down', 'right': 'wrong', 'true': 'false'}   
>>> alias = opposites   
>>> copy = opposites.copy()

* alias and opposites refer to the same object; copy refers to a fresh copy of the same dictionary. If we modify alias, opposites is also changed:

>>> alias['right'] = 'left'   
>>> opposites['right']   
'left'

* If we modify copy, opposites is unchanged:

>>> copy['right'] = 'privilege'   
>>> opposites['right']   
'left'

### Sparse matrices

* Consider a sparse matrix like this one:
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* The list representation contains a lot of zeroes:

matrix = [ [0,0,0,1,0],   
           [0,0,0,0,0],   
           [0,2,0,0,0],   
           [0,0,0,0,0],   
           [0,0,0,3,0] ]

* An alternative is to use a dictionary. For the keys, we can use tuples that contain the row and column numbers. Here is the dictionary representation of the same matrix:

matrix = {(0,3): 1, (2, 1): 2, (4, 3): 3}

* We only need three key-value pairs, one for each nonzero element of the matrix. Each key is a tuple, and each value is an integer.
* To access an element of the matrix, we could use the [] operator:

matrix[0,3]   
1

* Notice that the syntax for the dictionary representation is not the same as the syntax for the nested list representation. Instead of two integer indices, we use one index, which is a tuple of integers.
* There is one problem. If we specify an element that is zero, we get an error, because there is no entry in the dictionary with that key:

>>> matrix[1,3]   
KeyError: (1, 3)

* The get method solves this problem:

>>> matrix.get((0,3), 0)   
1

* The first argument is the key; the second argument is the value get should return if the key is not in the dictionary:

>>> matrix.get((1,3), 0)   
0

* get definitely improves the semantics of accessing a sparse matrix. Shame about the syntax.

### Counting letters

* Dictionaries provide an elegant way to generate a histogram(number of occurrences of a character):

>>> letterCounts = {}   
>>> for letter in "Mississippi":   
...   letterCounts[letter] = letterCounts.get (letter, 0) + 1   
...   
>>> letterCounts   
{'M': 1, 's': 4, 'p': 2, 'i': 4}

* We start with an empty dictionary. For each letter in the string, we find the current count (possibly zero) and increment it. At the end, the dictionary contains pairs of letters and their frequencies.
* It might be more appealing to display the histogram in alphabetical order. We can do that with the items and sort methods:

>>> letterItems = letterCounts.items()   
>>> letterItems.sort()   
>>> print letterItems   
[('M', 1), ('i', 4), ('p', 2), ('s', 4)]

1. **Files**

* While a program is running, its data is in memory.
* When the program ends, or the computer shuts down, data in memory disappears.
* To store data permanently, you have to put it in a **file**. Files are usually stored on a hard drive, floppy drive, or CD-ROM.
* When there are a large number of files, they are often organized into **directories** (also called "folders"). Each file is identified by a unique name, or a combination of a file name and a directory name.
* By reading and writing files, programs can exchange information with each other and generate printable formats like PDF.
* Working with files is a lot like working with books.
* To use a book, you have to open it. When you're done, you have to close it. While the book is open, you can either write in it or read from it. In either case, you know where you are in the book. Most of the time, you read the whole book in its natural order, but you can also skip around.
* All of this applies to files as well. To open a file, you specify its name and indicate whether you want to read or write.
* Opening a file creates a file object. In this example, the variable f refers to the new file object.

>>> f = open("test.dat","w")   
>>> print f   
<open file 'test.dat', mode 'w' at fe820>

* The open function takes two arguments. The first is the name of the file, and the second is the mode. Mode "w" means that we are opening the file for writing.
* If there is no file named test.dat, it will be created. If there already is one, it will be replaced by the file we are writing.
* When we print the file object, we see the name of the file, the mode, and the location of the object.
* To put data in the file we invoke the write method on the file object:

>>> f.write("Now is the time")   
>>> f.write("to close the file")

* Closing the file tells the system that we are done writing and makes the file available for reading:

>>> f.close()

* Now we can open the file again, this time for reading, and read the contents into a string. This time, the mode argument is "r" for reading:

>>> f = open("test.dat","r")

* If we try to open a file that doesn't exist, we get an error:

>>> f = open("test.cat","r")   
IOError: [Errno 2] No such file or directory: 'test.cat'

* Not surprisingly, the read method reads data from the file. With no arguments, it reads the entire contents of the file:

>>> text = f.read()   
>>> print text   
Now is the timeto close the file

* There is no space between "time" and "to" because we did not write a space between the strings.
* read can also take an argument that indicates how many characters to read:

>>> f = open("test.dat","r")   
>>> print f.read(5)   
Now i

* If not enough characters are left in the file, read returns the remaining characters. When we get to the end of the file, read returns the empty string:

>>> print f.read(1000006)   
s the timeto close the file   
>>> print f.read()   
  
>>>

* The following function copies a file, reading and writing up to fifty characters at a time. The first argument is the name of the original file; the second is the name of the new file:

def copyFile(oldFile, newFile):   
  f1 = open(oldFile, "r")   
  f2 = open(newFile, "w")   
  while True:   
    text = f1.read(50)   
    if text == "":   
      break   
    f2.write(text)   
  f1.close()   
  f2.close()   
  return

* The break statement is new. Executing it breaks out of the loop; the flow of execution moves to the first statement after the loop.
* In this example, the while loop is infinite because the value True is always true. The *only* way to get out of the loop is to execute break, which happens when text is the empty string, which happens when we get to the end of the file.

### Text files

* A **text file** is a file that contains printable characters and whitespace, organized into lines separated by newline characters.
* Since Python is specifically designed to process text files, it provides methods that make the job easy.
* To demonstrate, we'll create a text file with three lines of text separated by newlines:

>>> f = open("test.dat","w")   
>>> f.write("line one\nline two\nline three\n")   
>>> f.close()

* The readline method reads all the characters up to and including the next newline character:

>>> f = open("test.dat","r")   
>>> print f.readline()   
line one   
  
>>>

* readlines returns all of the remaining lines as a list of strings:

>>> print f.readlines()   
['line two\012', 'line three\012']

* In this case, the output is in list format, which means that the strings appear with quotation marks and the newline character appears as the escape sequence <br>012.
* At the end of the file, readline returns the empty string and readlines returns the empty list:

>>> print f.readline()   
  
>>> print f.readlines()   
[]

* The following is an example of a line-processing program. filterFile makes a copy of oldFile, omitting any lines that begin with #:

def filterFile(oldFile, newFile):   
  f1 = open(oldFile, "r")   
  f2 = open(newFile, "w")   
  while True:   
    text = f1.readline()   
    if text == "":   
      break   
    if text[0] == '#':   
      continue   
    f2.write(text)   
  f1.close()   
  f2.close()   
  return

* The continue statement ends the current iteration of the loop, but continues looping. The flow of execution moves to the top of the loop, checks the condition, and proceeds accordingly.
* Thus, if text is the empty string, the loop exits. If the first character of text is a hash mark, the flow of execution goes to the top of the loop. Only if both conditions fail do we copy text into the new file.

### Writing variables

* The argument of write has to be a string, so if we want to put other values in a file, we have to convert them to strings first. The easiest way to do that is with the str function:

>>> x = 52   
>>> f.write (str(x))

* An alternative is to use the **format operator** %. When applied to integers, % is the modulus operator. But when the first operand is a string, % is the format operator.
* The first operand is the **format string**, and the second operand is a tuple of expressions. The result is a string that contains the values of the expressions, formatted according to the format string.
* As a simple example, the **format sequence** "%d" means that the first expression in the tuple should be formatted as an integer. Here the letter *d* stands for "decimal":

>>> cars = 52   
>>> "%d" % cars   
'52'

* The result is the string '52', which is not to be confused with the integer value 52.
* A format sequence can appear anywhere in the format string, so we can embed a value in a sentence:

>>> cars = 52   
>>> "In July we sold %d cars." % cars   
'In July we sold 52 cars.'

* The format sequence "%f" formats the next item in the tuple as a floating-point number, and "%s" formats the next item as a string:

>>> "In %d days we made %f million %s." % (34,6.1,'dollars')   
'In 34 days we made 6.100000 million dollars.'

* By default, the floating-point format prints six decimal places.
* The number of expressions in the tuple has to match the number of format sequences in the string. Also, the types of the expressions have to match the format sequences:

>>> "%d %d %d" % (1,2)   
TypeError: not enough arguments for format string   
>>> "%d" % 'dollars'   
TypeError: illegal argument type for built-in operation

* In the first example, there aren't enough expressions; in the second, the expression is the wrong type.
* For more control over the format of numbers, we can specify the number of digits as part of the format sequence:

>>> "%6d" % 62   
'    62'   
>>> "%12f" % 6.1   
'    6.100000'

* The number after the percent sign is the minimum number of spaces the number will take up. If the value provided takes fewer digits, leading spaces are added. If the number of spaces is negative, trailing spaces are added:

>>> "%-6d" % 62   
'62    '

* For floating-point numbers, we can also specify the number of digits after the decimal point:

>>> "%12.2f" % 6.1   
'        6.10'

* In this example, the result takes up twelve spaces and includes two digits after the decimal. This format is useful for printing dollar amounts with the decimal points aligned.
* For example, imagine a dictionary that contains student names as keys and hourly wages as values. Here is a function that prints the contents of the dictionary as a formatted report:

def report (wages) :   
  students = wages.keys()   
  students.sort()   
  for student in students :   
    print "%-20s %12.2f" % (student, wages[student])

* To test this function, we'll create a small dictionary and print the contents:

>>> wages = {'mary': 6.23, 'joe': 5.45, 'joshua': 4.25}   
>>> report (wages)   
joe                          5.45   
joshua                       4.25   
mary                         6.23

* By controlling the width of each value, we guarantee that the columns will line up, as long as the names contain fewer than twenty-one characters and the wages are less than one billion dollars an hour.

### Directories

* When you create a new file by opening it and writing, the new file goes in the current directory (wherever you were when you ran the program). Similarly, when you open a file for reading, Python looks for it in the current directory.
* If you want to open a file somewhere else, you have to specify the **path** to the file, which is the name of the directory (or folder) where the file is located:

>>>   f = open("/usr/share/dict/words","r")   
>>>   print f.readline()   
Aarhus

* This example opens a file named words that resides in a directory named dict, which resides in share, which resides in usr, which resides in the top-level directory of the system, called /.
* You cannot use / as part of a filename; it is reserved as a delimiter between directory and filenames.
* The file /usr/share/dict/words contains a list of words in alphabetical order, of which the first is the name of a Danish university.

### Pickling

* In order to put values into a file, you have to convert them to strings. You have already seen how to do that with str:

>>> f.write (str(12.3))   
>>> f.write (str([1,2,3]))

* The problem is that when you read the value back, you get a string. The original type information has been lost. In fact, you can't even tell where one value ends and the next begins:

>>>   f.readline()   
'12.3[1, 2, 3]'

* The solution is **pickling**, so called because it "preserves" data structures. The pickle module contains the necessary commands. To use it, import pickle and then open the file in the usual way:

>>> import pickle   
>>> f = open("test.pck","w")

* To store a data structure, use the dump method and then close the file in the usual way:

>>> pickle.dump(12.3, f)   
>>> pickle.dump([1,2,3], f)   
>>> f.close()

* Then we can open the file for reading and load the data structures we dumped:

>>> f = open("test.pck","r")   
>>> x = pickle.load(f)   
>>> x   
12.3   
>>> type(x)   
<type 'float'>   
>>> y = pickle.load(f)   
>>> y   
[1, 2, 3]   
>>> type(y)   
<type 'list'>

* Each time we invoke load, we get a single value from the file, complete with its original type.

### Exceptions

* Whenever a runtime error occurs, it creates an **exception**. Usually, the program stops and Python prints an error message.
* For example, dividing by zero creates an exception:

>>> print 55/0   
ZeroDivisionError: integer division or modulo

* So does accessing a nonexistent list item:

>>> a = []   
>>> print a[5]   
IndexError: list index out of range

* Or accessing a key that isn't in the dictionary:

>>> b = {}   
>>> print b['what']   
KeyError: what

* Or trying to open a nonexistent file:

>>> f = open("Idontexist", "r")   
IOError: [Errno 2] No such file or directory: 'Idontexist'

* In each case, the error message has two parts: the type of error before the colon, and specifics about the error after the colon.
* Normally Python also prints a traceback of where the program was, but we have omitted that from the examples.
* Sometimes we want to execute an operation that could cause an exception, but we don't want the program to stop. We can **handle** the exception using the try and except statements.
* For example, we might prompt the user for the name of a file and then try to open it. If the file doesn't exist, we don't want the program to crash; we want to handle the exception:

filename = raw\_input('Enter a file name: ')   
try:   
  f = open (filename, "r")   
except IOError:   
  print 'There is no file named', filename

* The try statement executes the statements in the first block. If no exceptions occur, it ignores the except statement. If an exception of type IOError occurs, it executes the statements in the except branch and then continues.
* We can encapsulate this capability in a function: exists takes a filename and returns true if the file exists, false if it doesn't:

def exists(filename):   
  try:   
    f = open(filename)   
    f.close()   
    return True   
  except IOError:   
    return False

* You can use multiple except blocks to handle different kinds of exceptions.
* If your program detects an error condition, you can make it **raise** an exception. Here is an example that gets input from the user and checks for the value 17. Assuming that 17 is not valid input for some reason, we raise an exception.

def inputNumber () :   
  x = input ('Pick a number: ')   
  if x == 17 :   
    raise ValueError, '17 is a bad number'   
  return x

* The raise statement takes two arguments: the exception type and specific information about the error. ValueError is one of the exception types Python provides for a variety of occasions. Other examples include TypeError, KeyError, and my favorite, NotImplementedError.
* If the function that called inputNumber handles the error, then the program can continue; otherwise, Python prints the error message and exits:

>>> inputNumber ()   
Pick a number: 17   
ValueError: 17 is a bad number

* The error message includes the exception type and the additional information you provided.

1. **List Comprehensions**

* List comprehensions provides compact way of mapping a list to another list by applying a function to each of elements of the list
* It consists of brackets containing an expression followed by a for clause then zero or more for or if clauses
* The result will be a new list resulting from evaluating the expression in context of for and if clauses which follow it
* It doesn’t solve a new problem but provide a new syntax to solve an existing problem.
* For example lets write following program to copy items from one list to another

General:
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Using List Comprehension:
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* Let’s walk through following examples to understand more about list comprehensions (lc).
  1. Write a lc to compare two lists and print common elements in both list
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* 1. Write a lc to read a list of strings and print the length of each element
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* 1. Write a lc to print even squares from a range
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* 1. Write a lc to create tuple from pair of elements from two lists such that the elements in given pair are not equal.
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**Python Practice Problems**

1. Write a program that asks the user to enter their name and their age. Print out a message addressed to them that tells them the year that they will turn 100 years old. (Note: Write two solutions for this in which use input() in one solution and raw\_input() in another solution)

Using input():
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1. Write a program to assign value 56 to a, 5.0 to b, “Hello, World” to c and print the datatype of the values assigned.
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1. Assign two int datatype, two str datatype and wirte a program to concatenate the possible combinations and try to analyze the output
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1. Write a program which accepts a user number and print if it’s odd or even
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1. Write a program to print all the numbers that are divisible by 7 but not by 5
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1. Write a program to find the factorial of a given number both using recursion and without recursion

Without Recursion:
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With Recursion:
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1. Run the following program and analyze the difference between using a print and return statements in a function in python
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1. Write a function to search for a substring in a string using recursion. If found then print True else False
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1. Write a program which takes a password twice and then check if it has 8 characters, atleast one lower and one upper case and one number. If yes then print Valid else Invalid
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1. Write function to sort user input list of integers in both ascending and descending order without using sort function.

Ascending order:
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1. Write a program to compare two lists and print the common items onto the terminal
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1. Write a program to remove the duplicates from given list and print unique items
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1. Write a program to initialize a list with ten random integers and then print a) every element at even index b) every odd element c) All elements in reverse order

![](data:image/png;base64,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)

1. Write a function def equals(a, b) that checks whether two lists have the same elements in same order
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1. Write a program to reverse key & values of a dictionary – each key should map to set of values that mapped to it
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1. Write a program to count occurrence of each word in a text file
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1. Write a program to open a file -> add some text -> close the file -> open file again -> read the message to a variable and print it
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1. Write a program to read a file and print number of words, characters and lines in the file
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1. Write a program to read a file and add line numbers to each line and write it to another file
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