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OOPS

=====

OOPS stands for Object Oriented Programming System/Structure.

OOPS allows us to deals with real world entities using programming language.

We have following important features present in oops.

ex:

class

object

Abstraction

Encapsulation

Inheritance

Polymorphism

class

==========

A class is a blue print of an object.

A class is a logical entity.

A class is a collection of objects.

We can declare a class as follow.

syntax:

optional

|

modifier class class\_name <extends> parent\_classname

<implements> interface\_name

{

-

- //set of objects

-

}

A class will accept following modifiers.

ex:

default public

abstract final

Q) What is difference between default class and public class?

default class public class

--------------- -------------

To declare default class we should not To declare public class we should use

use any modifier. public modifier.

ex: ex:

class A public class A

{ {

} }

If we declare any class as default then we If we declare any class as public then we can

can access that class within the package. access that within the package and outside the

package.

Q) What is difference between abstract and final class?

abstract class final class

------------------ ---------

To declare abstract class we should use To declare final class we should use

abstract modifier. final modifier.

ex: ex:

abstract class A final class A

{ {

} }

Object creation is not possible. Object creation is possible.

Child creation is possible. Child creation is not possible.
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========

object

It is a outcome of a blue print.

It is a instance of a class.

Here instance means allocating memory for our data members.

It is a physical entity.

It is a collection of properties and behaviours.

ex:

Dog

|

|-----------------------------------------------|

Properties Behaviours

> Name > Barking

> Color > Eating

> Age > Sleeping

> Weight and etc.

> Height

and etc.

Memory space will be created when we create an object.

We can declare object as follow.

ex:

operator

|

Test t = new Test();

| | |

classname reference\_var constructor\_name

It is possible to create more then one object in a single class.

ex:

----

class Test

{

public static void main(String[] args)

{

Test t1=new Test();

Test t2=new Test();

Test t3=new Test();

System.out.println(t1.hashCode());

System.out.println(t2.hashCode());

System.out.println(t3.hashCode());

System.out.println(t1);//Test@Hexadecimal

System.out.println(t2.toString());

System.out.println(t3.toString());

}

}

Q) What is hashcode in java?

Every object JVM will create a unique identification number i.e hash code.

In order to read the hash code of an object we need to use hashCode() method.

A hashCode() method present in Object class.

Diagram: class32.1

Q) What is toString()?

Whenever we are trying to display object reference directly or indirectly toString() method

will be executed.

A toString() method is also present in Object class.

Q) What is the difference between class and object?

class object

---------- -------

To declare a class we will use class keyword. To declare object we will use new keyword.

It is a collection of objects. It is a collection of properties and behaviours.

It is a blueprint of an object. It is a outcome of a blue print.

It is a logical entity. It is a physical entity.

It can't manipulate. It can manipulate.

It does not allocate the memory. It allocates the memory.

It declares once. It declares many times.

Data Hiding

===========

Data hiding is a process of hiding object data from the outsiders.

Using private modifier we can implements data hiding concept.

The main objective of data hiding is to provide security.

ex:

---

class Account

{

private double balance=5000d;

}

class Student

{

public static void main(String[] args)

{

Account account=new Account();

System.out.println(account.balance);

}

}

Abstraction

===========

Hiding internal implementation and highlighting the set of services is called abstraction.

Using abstract classes and interfaces we can implements abstraction.

The best example of abstraction is GUI ATM machine because bank people will hide internal implementation and highlights the set of services like banking, withdrawl, mini statement and etc.

The main advantages of abstraction are.

1) It gives security because it will hide internal implementation.

2) Enhancement becomes more easy because without effecting enduser they can perform any changes

in our internal system.

3) It provides flexibility to the end user to use the system.

4) It improves maintainability of an application.
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Encapsulation

==============

The process of encapsulating or grouping variables and it's associate methods in a single entity is called encapsulation.

Diagram: class33.1

A class is said to be encapsulated class if it supports data hiding and abstraction.

Abstraction is used to hide the data and encapsulation is used to protect the data.

In encapsulation , for every variable we need to declare setter and getter methods.

Diagram: class33.2

The main advantages of encapsulation are.

1) It gives security.

2) Enhancements becomes more easy.

3) It provides flexibility to the end user to use the system.

4) It improves maintainability of an application.

The main disadvantage of encapsulation is , it will increase the length of our code and slow down the execution process.

ex:

----

class Student

{

//current class variables

private int studId;

private String studName;

private double studFee;

//setter methods

public void setStudId(int studId)

{

this.studId=studId;

}

public void setStudName(String studName)

{

this.studName=studName;

}

public void setStudFee(double studFee)

{

this.studFee=studFee;

}

//getter methods

public int getStudId()

{

return studId;

}

public String getStudName()

{

return studName;

}

public double getStudFee()

{

return studFee;

}

}

class Test

{

public static void main(String[] args)

{

Student s=new Student();

s.setStudId(101);

s.setStudName("Alan");

s.setStudFee(1000d);

System.out.println("Student Id :"+s.getStudId());

System.out.println("Student Name :"+s.getStudName());

System.out.println("Student Fee :"+s.getStudFee());

}

}

Q) What is tightly encapsulated class?

A class is said to be tightly encapsulated class if and only if all variables of that class declared as private. Here we don't need to check these variables having setter and getter method or not.

ex:

class A

{

private int i;

private int j;

}

What is the difference between Abstraction and Encapsulation?

Abstraction Encapsulation

-------------- -----------

Hiding internal implementation and The process of encapsulating or grouping

highlighting the set of services is called variables and its associate methods in a

abstraction. single entity is called encapsulation.

It is used to hide the data. It is used to protect the data.

Using abstract classes and interfaces we Using access modifiers we can implements

can implements abstraction. encapsulation.

It is a process of gaining the information. It is a process of containing the information.

It solves an issue at design level. It solves an issue at implementation level.

Q)What is the difference between POJO class and Java Bean class?

POJO Java Bean

-------- -----------

It can’t be serialized. It can be serialized.

Fields can have any visibility. Fields can have only private visibility.

There may or may not have 0-arg constructor. It must have 0-argument constructor.

It does not extends any other class. It can extends.

It does not implement any other interface. It can implements.

It does not use any outside annotation. It uses outside annotation.

Is-A relationship

==================

Is-A relationship is also known as inheritance.

Using extends keyword we can implements Is-A Relationship.

The main objective of Is-A relationship is to provide reusability.

ex:

---

class Parent

{

public void methodOne()

{

System.out.println("Method One");

}

}

class Child extends Parent

{

public void methodTwo()

{

System.out.println("Method Two");

}

}

class Test

{

public static void main(String[] args)

{

Parent p=new Parent();

p.methodOne();

Child c=new Child();

c.methodOne();

c.methodTwo();

Parent p1=new Child();

p1.methodOne();

//Child c1=new Parent();

}

}

Conclusion

----------

Whatever parent having properties by default it comes to child. But whatever child having properties it never goes back to parent.

A parent reference can hold child object but child reference can't hold parent object.

Inheritance

=============

Inheritance is a mechanism where we will derived a class in the presence of existing class.

Inheritance is a mechanism where one class will inherit the properties of another class.

The main objective of inheritance is to provide reusability.

Diagram: class33.3

We have following list of inheritance in java.

1) Single Level inheritance

2) Multi Level inheritance

3) Multiple inheritance

4) Hirarchical inheritance

5) Hybrid inheritance

1) Single Level inheritance

-----------------------------

If we derived a class in the presence of one base class is called single level inheritance.

Diagram:

A (parent class/ super class/ base class)

|

|

|

B (child class / sub class / derived class)

ex:

----

class A

{

public void m1()

{

System.out.println("M1-Method");

}

}

class B extends A

{

public void m2()

{

System.out.println("M2-Method");

}

}

class Test

{

public static void main(String[] args)

{

A a=new A();

a.m1();

B b=new B();

b.m1();

b.m2();

}

}

ex:

----

class A

{

int i=10;

}

class B extends A

{

int j=20;

}

class Test

{

public static void main(String[] args)

{

A a=new A();

System.out.println(a.i);//10

B b =new B();

System.out.println(b.i+" "+b.j);//10 20

}

}

2) Multi Level inheritance

------------------------

If a class is derived by using one base class and that class is derived from another base class is called multi level inheritance.

ex:

---

class A

{

public void m1()

{

System.out.println("M1-Method");

}

}

class B extends A

{

public void m2()

{

System.out.println("M2-Method");

}

}

class C extends B

{

public void m3()

{

System.out.println("M3-Method");

}

}

class Test

{

public static void main(String[] args)

{

A a=new A();

a.m1();

B b=new B();

b.m1();

b.m2();

C c=new C();

c.m1();

c.m2();

c.m3();

}

}

3) Multiple inheritance

------------------------

In java, a class can't extends more then one class simultenously because java does not support multiple inheritance.

ex:

class A

{

}

class B

{

}

class C extends A,B --> invalid

{

}

Interface can extends more then one interface so we can achieve multiple inheritance concept through interfaces.

ex:

interface A

{

}

interface B

{

}

interface extends A,B --> valid

{

}

If our class does not extends any other class then it is a direct child class of Object class.

ex: diag:

class A Object

{ |

|

} A

If our class extends some other class then it is a indirect child class of Object class.

ex: diag:

class A Object

{ |

} |

class B extends A A

{ |

} |

B

Java does not support cyclic inheritance.

ex:

class A extends B

{

}

class B extends A

{

}

Q) Why java does not support multiple inheritance?

There may a chance of raising ambiguity/ increasing confusion (aspasthta badhana) problem that's why java does not support multiple inheritance.

ex:

p1.m1() p2.m1()

|-------------------------------------|

|

c.m1()

Interview Question

===================

Q) What is jagged array?

Jagged array is also known as array of arrays.

It is a multi dimensional array where each row having different size.

Diagram: class33.4

ex:

import java.util.Scanner;

class Test

{

public static void main(String[] args)

{

Scanner sc=new Scanner(System.in);

int[][] arr=new int[3][];

arr[0]=new int[3];

arr[1]=new int[2];

arr[2]=new int[4];

for(int i=0;i<arr.length;i++)

{

for(int j=0;j<arr[i].length;j++)

{

System.out.println("Enter the element of arr["+i+"]["+j+"] :");

arr[i][j]=sc.nextInt();

}

}

//reading

for(int[] a:arr)

{

for(int i:a)

{

System.out.print(i+" ");

}

//new

System.out.println();

}

}

}
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4) Hierarchical inheritance

===========================

If we derived multiple class in the presence of one base class is called hierarchical inheritance.

Diagram:

A

|

|-------------------------------|

B C

ex:

---

class A

{

public void m1()

{

System.out.println("M1-Method");

}

}

class B extends A

{

public void m2()

{

System.out.println("M2-Method");

}

}

class C extends A

{

public void m3()

{

System.out.println("M3-Method");

}

}

class Test

{

public static void main(String[] args)

{

A a=new A();

a.m1();

B b=new B();

b.m1();

b.m2();

C c=new C();

c.m1();

c.m3();

}

}

5) Hybrid inheritance

=======================

It is a combination of more then one inheritance.

Java does not support hybrid inheritance.

Diagram:

A

|

|-------------------------------|

B C

|-------------------------------|

|

D

Has-A relationship

===================

Has-A relationship is also known as composition and aggregation.

There is no specific keyword to implements Has-A relationship but mostly we will use new operator.

The main objective of Has-A relationship is to provide reusability.

Has-A relationship will increase dependency between two components.

ex:

class Trainer

{

}

class Course

{

Trainer t=new Trainer();

-

-

}

ex:

---

class Ihub

{

public String courseName()

{

return "Full Stack Java + AWS";

}

public double courseFee()

{

return 30000d;

}

public String trainerName()

{

return "Niyaz Sir";

}

}

class Usha

{

public void getCourseDetails()

{

Ihub i=new Ihub();

System.out.println("Course Name :"+i.courseName());

System.out.println("Course Fee :"+i.courseFee());

System.out.println("Trainer Name :"+i.trainerName());

}

}

class Student

{

public static void main(String[] args)

{

Usha u=new Usha();

u.getCourseDetails();

}

}

composition

============

Without existing container object there is no chance of having contained object then the relationship between container and contained object is called composition which is strongly association.

Diagram: class34.1

aggregation

============

Without existing container object there is a chance of having contained object then the relationship between container and contained object is called aggregation which is loosely association.

Diagram: class34.2

Method overloading

==================

Having same method name with different parameters/signatures in a single class is called method overloading.

All the methods present in a class are called overloaded methods.

Method overloading will reduce complexity of the programming.

Method resolution will taken care by a compiler based on reference type.

ex:

---

class MeeSeva

{

//overloaded methods

public void search(int voterId)

{

System.out.println("Details Found via voterId");

}

public void search(String houseNo)

{

System.out.println("Details Found via houseNo");

}

public void search(long aadharNo)

{

System.out.println("Details Found via aadharNo");

}

}

class Test

{

public static void main(String[] args)

{

MeeSeva ms=new MeeSeva();

ms.search(101);

ms.search("1-4-6/3");

ms.search(1234L);

}

}

Method overriding

=================

Having same method name with same parameters into two different classes is called method overriding.

Methods which are present in parent class are called overridden methods.

Methods which are present in child class are called overridding methods.

Method resolution will taken care by JVM based on runtime object.

ex:

---

class Parent

{

public void property()

{

System.out.println("Cash+Gold+Land+House");

}

public void marry()

{

System.out.println("Trisha");

}

}

class Child extends Parent

{

public void marry()

{

System.out.println("Rashmika");

}

}

class Test

{

public static void main(String[] args)

{

Parent p=new Parent();

p.property(); // Cash+Gold+land+House

p.marry(); // Trisha

Child c=new Child();

c.property(); // Cash+Gold+Land+House

c.marry(); // Rashmika

Parent p1=new Child();

p1.property(); // Cash+Gold+Land+House

p1.marry(); // Rashmika

}

}

If we declare any method as final then overridding of that method is not possible.

ex:

---

class Parent

{

//overridden methods

public void property()

{

System.out.println("Cash+Gold+Land+House");

}

public final void marry()

{

System.out.println("Trisha");

}

}

class Child extends Parent

{

//overridding methods

public void marry()

{

System.out.println("Rashmika");

}

}

class Test

{

public static void main(String[] args)

{

Parent p=new Parent();

p.property(); // Cash+Gold+land+House

p.marry(); // Trisha

Child c=new Child();

c.property(); // Cash+Gold+Land+House

c.marry(); // Rashmika

Parent p1=new Child();

p1.property(); // Cash+Gold+Land+House

p1.marry(); // Rashmika

}

}

If parent don't want to share any properties to child class then we need to declare variables and methods as private.

Private methods can't be override.

ex:

class Parent

{

//overridden methods

private void property()

{

System.out.println("father property");

}

}

class Child extends Parent

{

//overridding methods

public void property()

{

System.out.println("child property");

}

}

class Test

{

public static void main(String[] args)

{

Parent p=new Parent();

p.property(); // Cash+Gold+land+House

Child c=new Child();

c.property(); // Cash+Gold+Land+House

}

}

Q) Can we overload main method in java?

Yes, we can overload main method in java but JVM always execute main method with String[] parameter only.

ex:

class Test

{

public static void main(String[] args)

{

System.out.println("String arg method");

}

public static void main(int[] iargs)

{

System.out.println("int arg method");

}

}

Method Hiding

===========

Method hiding is exactly same as method overriding with following differences.

Method Overriding Method Hiding

------------------- ---------------

All methods present in method overriding All methods present in method hiding must be

must be non-static. static.

Method resolution will taken care by Method resolution will taken care by compiler based

JVM based on runtime object. on reference type.

It is also known as dynamic polymorphism, It is also known as static polymorphism, compile time

runtime polymorphism or late binding. polymorphism or late binding.

class Parent

{

public static void property(){

System.out.println("Cash+Gold+Land+House");

}

public static void marry(){

System.out.println("Trisha");

}

}

class Child extends Parent{

public static void marry(){

System.out.println("Rashmika");

}

}

class Test {

public static void main(String[] args)

{

Parent p=new Parent();

p.property(); // Cash+Gold+land+House

p.marry(); // Trisha

Child c=new Child();

c.property(); // Cash+Gold+Land+House

c.marry(); // Rashmika

Parent p1=new Child();

p1.property(); // Cash+Gold+Land+House

p1.marry(); // Trisha

}

}

Q) Can we override main method in java?

No, we can't override main method in java because it is static.
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Polymorphism

==============

polymorphism has taken from Greek word.

Here poly means many and morphism means forms.

The ability to represent in different forms is called polymorphism.

The main objective of polymorphism is to provide flexibility.

Diagram: class35.1

In java we have two types of polymorphism.

1) Compile time polymorphism / Static polymorphism / Early Binding

2) Runtime polymorphism / Dynamic polymorphism / Late Binding

1) Compile time polymorphism

---------------------------

A polymorphism which exhibits(display) at compile time is called compile time polymorphism.

ex:

Method overloading

Method Hiding

2) Runtime polymorphism

-----------------------

A polymorphism which exhibits at runtime is called runtime polymorphism.

ex:

Method Overriding

Diagram: class35.2

Constructor

============

A constructor is a special method which is used to initialized an object.

Having same name as class name is called constructor.

A constructor will execute when we create an object.

A constructor does not allow any returntype.

A constructor will accept following modifiers.

ex:

default

public

private

protected

In java, constructors are divided into two types.

1) Userdefined constructor

2) Default constructor

1) Userdefined constructor

--------------------------

Constructor which is created by the programmer or user based on the application requirement is called userdefined constructor.

It is classified into two types.

i) Zero Argument constructor

ii) Parameterized constructor

i) Zero Argument constructor

-----------------------------

Suppose if we are not passing any argument to userdefined constructor then that constructor is called zero argument constructor.

ex:

---

class Test

{

Test()

{

System.out.println("0-arg const");

}

public static void main(String[] args)

{

System.out.println("main-method");

}

}

o/p:

main-method

ex:

---

class Test

{

public Test()

{

System.out.println("0-arg const");

}

public static void main(String[] args)

{

System.out.println("main-method");

Test t=new Test();

Test t=new Test();

}

}

ex:

---

class Test

{

private Test()

{

System.out.println("0-arg const");

}

public static void main(String[] args)

{

Test t1=new Test();

System.out.println("main-method");

Test t2=new Test();

}

}

o/p:

0-arg const

main-method

0-arg const

ex:

--

class Test

{

protected Test()

{

System.out.println("0-arg const");

}

public static void main(String[] args)

{

Test t1=new Test();

System.out.println("main-method");

Test t2=new Test();

}

}

o/p:

0-arg const

main-method

0-arg const

ii) Parameterized constructor

-----------------------------

Suppose if we are passing atleast one argument to userdefined constructor then that constructor is called parameterized constructor.

ex

---

class Employee

{

//current class variables

private int empId;

private String empName;

private double empSal;

public Employee(int empId,String empName,double empSal)

{

this.empId=empId;

this.empName=empName;

this.empSal=empSal;

}

public void getEmployeeDetails()

{

System.out.println("Employee Id :"+empId);

System.out.println("Employee Name :"+empName);

System.out.println("Employee Salary :"+empSal);

}

}

class Test

{

public static void main(String[] args)

{

Employee e=new Employee(101,"Alan Morries",1000d);

e.getEmployeeDetails();

}

}

2) Default constructor

------------------------

It is a compiler generated constructor for every java program where we are not defining atleast

zero argument constructor.

To see the default constructor we need use below command.

ex:

javap -c Test

Diagram: class35.3

Constructor Overloading

========================

Having same constructor name with different parameters or signatures in a single class is called constructor overloading.

ex:

---

class Test

{

Test()

{

System.out.println("0-arg const");

}

Test(int i)

{

System.out.println("int-arg const");

}

Test(double d)

{

System.out.println("double-arg const");

}

public static void main(String[] args)

{

Test t1=new Test();

Test t2=new Test(10);

Test t3=new Test(10.5d);

}

}

this keyword

===========

A this keyword is a java keyword which is used to refer current class object reference.

We can utility this keyword in following ways.

1) To refer current class variables

2) To refer current class methods

3) To refer current class constructors

1) To refer current class variables

-----------------------------------

class A

{

int i=10;

int j=20;

A(int i,int j)

{

System.out.println(this.i+" "+this.j); // 10 20

System.out.println(i+" "+j); // 100 200

}

}

class Test

{

public static void main(String[] args)

{

A a=new A(100,200);

}

}

2) To refer current class methods

------------------------------

class A

{

public void m1()

{

System.out.println("M1-Method");

this.m2();

}

public void m2()

{

System.out.println("M2-Method");

}

}

class Test

{

public static void main(String[] args)

{

A a=new A();

a.m1();

}

}

3) To refer current class constructor

-------------------------------------

class A

{

A()

{

System.out.println("0-arg const");

}

A(int i)

{

this();

System.out.println("int-arg const");

}

A(double d)

{

this(10);

System.out.println("double-arg const");

}

}

class Test

{

public static void main(String[] args)

{

A a=new A(10.5d);

}

}

super keyword

===========

A super keyword is a java keyword which is used to refer super class object reference.

We can utility super keyword in following ways.

1) To refer super class variables

2) To refer super class methods

3) To refer super class constructors

1) To refer super class variables

----------------------------------

class A

{

int i=10;

int j=20;

}

class B extends A

{

int i=100;

int j=200;

B(int i,int j)

{

System.out.println(i+" "+j); // 1000 2000

System.out.println(this.i+" "+this.j); // 100 200

System.out.println(super.i+" "+super.j); //10 20

}

}

class Test

{

public static void main(String[] args)

{

B b=new B(1000,2000);

}

}

2) To refer super class methods

--------------------------------

class A

{

public void m1()

{

System.out.println("M1-Method");

}

}

class B extends A

{

public void m2()

{

super.m1();

System.out.println("M2-Method");

}

}

class Test

{

public static void main(String[] args)

{

B b=new B();

b.m2();

}

}

API

====

API stands for Application Programming interface.

It is a base for the programmer to develop software applications.

API is a collection of packages.

In java, API is divided into three types.

1) Predefined API

-------------

Built-in API is called predefined API.

ex:

https://docs.oracle.com/javase/8/docs/api/

2) Userdefined API

----------------

API which is created by the user based on the application requirements is called

Userdefined API.

3) Third party API

-------------

API which is given by third party vendor is called third party API.

ex:

JAVAZOOM API

iText API

and etc.

Interview Question

==================

Q) write a java program to display sub array equals to given sum?

input:

arr = 1 2 3 7 6

sum = 12

output:

2 3 7

approach1

---------

class Test

{

public static void main(String[] args)

{

int[] arr ={1,2,3,7,6};

int sum = 12;

for(int i=0;i<arr.length;i++)

{

int currentSum=0;

for(int j=i;j<arr.length;j++)

{

currentSum+=arr[j];

if(currentSum==sum)

{

for(int k=i;k<=j;k++)

{

System.out.print(arr[k]+" ");

}

}

}

}

}

}

approach2

----------

class Test

{

public static void main(String[] args)

{

int[] arr ={1,2,3,7,5};

int sum = 12;

int cnt=0;

for(int i=0;i<arr.length;i++)

{

int currentSum=0;

for(int j=i;j<arr.length;j++)

{

currentSum+=arr[j];

if(currentSum==sum)

{

cnt=1;

for(int k=i;k<=j;k++)

{

System.out.print(arr[k]+" ");

}

}

}

if(cnt==1)

{

break;

}

}

}

}

Class36:-

Interface

=========

Interface is a collection of zero or more abstraction methods.

Abstract methods are incomplete methods because they ends with semicolon and does not have any body.

ex

void m1();

It is not possible to create object for interfaces.

To write the implementation of abstract methods we will use implementation class.

It is possible to create object for implementation class because it contains method with body.

By default every abstract method is a public and abstract.

ex:

public abstract void m1();

Interface contains only constants i.e public static final.

We can declare interface as follow.

syntax:

-----

interface <interface\_name>

{

-

- //abstract methods

- //constants

-

}

If we know service requirement specification then we need to use interface.

Diagram: class36.1

ex:

----

interface A

{

//abstract method

public abstract void m1();

}

class B implements A

{

public void m1()

{

System.out.println("M1-Method");

}

}

class Test

{

public static void main(String[] args)

{

A a=new B();

a.m1();

}

}

ex:

---

interface A

{

//abstract method

public abstract void m1();

}

class Test

{

public static void main(String[] args)

{

A a=new A()

{

public void m1()

{

System.out.println("From M1 Method");

}

};

a.m1();

}

}

If interface contains four methods then we need to override all methods otherwise we will get compile time error.

ex:

---

interface A

{

public abstract void show();

public void display();

abstract void see();

void view();

}

class B implements A

{

public void show()

{

System.out.println("Show Method");

}

public void display()

{

System.out.println("Display Method");

}

public void see()

{

System.out.println("See Method");

}

public void view()

{

System.out.println("View Method");

}

}

class Test

{

public static void main(String[] args)

{

A a=new B();

a.show();

a.display();

a.see();

a.view();

}

}

A class can't extends more then one class simultenously.

But interface can extends more then one interface.

ex:

---

interface A

{

void m1();

}

interface B

{

void m2();

}

interface C extends A,B

{

void m3();

}

class D implements C

{

public void m1()

{

System.out.println("M1-Method");

}

public void m2()

{

System.out.println("M2-Method");

}

public void m3()

{

System.out.println("M3-Method");

}

}

class Test

{

public static void main(String[] args)

{

C c=new D();

c.m1();

c.m2();

c.m3();

}

}

A class can implements more then one interface.

ex:

---

interface Father

{

float HT=6.2f;

void height();

}

interface Mother

{

float HT=5.8f;

void height();

}

class Child implements Father,Mother

{

public void height()

{

float height=(Father.HT+Mother.HT)/2;

System.out.println("Child Height is ="+height);

}

}

class Test

{

public static void main(String[] args)

{

Child c=new Child();

c.height();

}

}

Note:

------

Interface is a collection of abstract methods, default methods and static methods.

Marker interface

================

Interface which does not have methods and constants is called marker interface.

In general, empty interface is called marker interface.

By using marker interface we will get some ability to do.

We have following list of marker interfaces.

ex:

Serializable

Cloneable

Remote and etc.

ex:

class Student implements java.io.Serializable

{

private int studId;

public void setStudId(int studId)

{

this.studId=studId;

}

public int getStudId()

{

return studId;

}

}

Abstract class

===============

Abstract class is a collection of zero or more abstract methods and concrete methods.

A abstract keyword is applicable for classes and methods but not for variables.

It is not possible to create object for abstract class.

To write the implementation of abstract methods we will use sub classes.

By default every abstract method is a public and abstract.

Abstract class contains only instance variables.

syntax:

------

abstract class <class\_name>

{

-

- //abstract method

- //concrete method

- //instance variable

-

}

If we know partial implementation then we need to use abstract class.

ex:

---

abstract class Plan

{

//instance variable

protected double rate;

//abstract method

public abstract void getRate();

//concrete method

public void calculateBill(int units)

{

System.out.println("Total Units :"+units);

System.out.println("Total Bill :"+ units\*rate);

}

}

class DomesticPlan extends Plan

{

public void getRate()

{

rate=2.5d;

}

}

class CommercialPlan extends Plan

{

public void getRate()

{

rate=5.0d;

}

}

class Test

{

public static void main(String[] args)

{

DomesticPlan dp=new DomesticPlan();

dp.getRate();

dp.calculateBill(250);

CommercialPlan cp=new CommercialPlan();

cp.getRate();

cp.calculateBill(250);

}

}

Q) What is the difference between interface and abstract class?

Interface Abstract class

------------------ ---------------

To declare interface we will use interface To declare abstract class we will use abstract

keyword. keyword.

It is a collection of abstract methods, default It is a collection of abstract methods and concrete

methods and static methods. methods.

It contains constants. It contains instance variables.

We can achieve multiple inheritance. We can't achieve multiple inheritance.

We will use implementation class to write the We will use sub class to write the logic for

logic for abstract methods. abstract methods.

If we know only specification then we need If we know partial implementation then we need to use

to use interface. abstract class.

Abstraction

===========

Hiding internal implementation and highlighting the set of services is called abstraction.

Using abstract class and interfaces we can implements abstraction.

ex:

abstract class Animal

{

//abstract method

public abstract void makeSound();

}

class Cat extends Animal

{

public void makeSound()

{

System.out.println("Meow Meow");

}

}

class Test

{

public static void main(String[] args)

{

Cat c=new Cat();

c.makeSound();

}

}

Class37:-

Package

========

A package is a collection of classes,interfaces,enums and annotations.

Enum is a special class and annotation is a special interface.

In general , a package is a collection of classes and interfaces.

A package is also known as folder or a directory.

In java packages are divided into two types.

1) Predefined packages

--------------------

Built-In packages are called predefined packages.

ex:

java.lang

java.io

java.util

java.util.stream

java.time

and etc.

2) Userdefined packages

-----------------------

A package which is created by the user based on the application requirement is called predefined package.

To declare predefined package we need to use package keyword.

It is recommanded to declare a package name in the reverse order of url.

syntax:

-----

package <package\_name>;

ex:

package com.google.www;

ex:

----

package com.ihub.www;

import java.util.Calendar;

class Test

{

public static void main(String[] args)

{

Calendar c=Calendar.getInstance();

int h=c.get(Calendar.HOUR\_OF\_DAY);

if(h<12)

System.out.println("Good Morning");

else if(h<16)

System.out.println("Good Afternoon");

else if(h<20)

System.out.println("Good Evening");

else

System.out.println("Good Night");

}

}

We can compile above program by using below command.

ex:

current directory

|

javac -d . Test.java

|

destination folder

We can run above program by using below command.

ex:

java com.ihub.www.Test

|

package name

Enum

=====

Enum is a group of named constants.

Enum concept introduced in 1.5 version.

Using enum we can create our own datatype called enumerated datatype.

When compare to old language enum, java enum is more powerful.

To declare the enum we will use enum keyword.

syntax:

------

enum type\_name

{

value1,value2,.....,valueN

}

Internal implementation of enum

-------------------------------------------

Every enum internally implements as class concept and it extends with java.lang.Enum class.

Every enum constant is a reference variable of enum type.

ex:

enum Months final class Months extends java.lang.Enum

{ {

JAN,FEB,MAR ==> public static final Months JAN=new Months();

} public static final Months FEB=new Months();

public static final Months MAR=new Months();

}

Declaration and Usage of enum

--------------------------------

enum Months

{

JAN,FEB,MAR

}

class Test

{

public static void main(String[] args)

{

Months m=Months.FEB;

System.out.println(m);//FEB

}

}

ex:

---

enum Months

{

JAN,FEB,MAR

}

class Test

{

public static void main(String[] args)

{

Months m=Months.FEB;

switch(m)

{

case JAN: System.out.println("January"); break;

case FEB: System.out.println("February"); break;

case MAR: System.out.println("March"); break;

}

}

}

java.lang.Enum class

---------------------------

The power to enum will be inherited from java.lang.Enum class.

It contains following two methods.

1) values()

---------

It is used to read set of constants from enum.

2) ordinal()

-----------

It is used to display ordinal number. (index number)

ex:

---

enum Week

{

MON,TUE,WED,THU,FRI,SAT,SUN

}

class Test

{

public static void main(String[] args)

{

Week[] w=Week.values();

for(Week w1:w)

{

System.out.println(w1+" ------------- "+w1.ordinal());

}

}

}

When compare to old language enum, java enum is more powerful because in addition to constants

we can declare variables, methods and constructors.

ex:

----

enum Cloths

{

SILK,COTTON,KHADI;

Cloths()

{

System.out.println("constructor");

}

}

class Test

{

public static void main(String[] args)

{

Cloths c=Cloths.SILK;

}

}

ex:

---

enum Cloths

{

SILK,COTTON,KHADI;

static int i=100;

public static void main(String[] args)

{

System.out.println(i);

}

}

Singleton Class

================

Singleton is one of the design pattern which allows us to create only one object for a class.

Using a class name if we call any method and that method returns same class object is called singleton class.

ex:

Calendar c = Calendar.getInstance();

LocalDate date = LocalDate.now();

LocalTime time = LocalTime.now();

To create a singleton class we required private constructor and static method.

ex:

---

class Singleton

{

static Singleton singleton=null;

private Singleton() // (private constractor)

{

}

public static Singleton getInstance() // singleton is return type and method name is getInstance

{

if(singleton==null)

{

singleton=new Singleton(); //creating object

}

return singleton;

}

}

class Test

{

public static void main(String[] args)

{

Singleton s1=Singleton.getInstance();

System.out.println(s1.hashCode());

Singleton s2=Singleton.getInstance();

System.out.println(s2.hashCode());

Singleton s3=Singleton.getInstance();

System.out.println(s3.hashCode());

}

}

Wrapper classes

===============

The main objective of wrapper classes are.

1) To wrap primitive type to wrapper object and vice versa.

2) To define several utility method.

ex:

Primitive type wrapper class

----------------- -------------

byte Byte

short Short

int Integer

long Long

float Float

double Double

boolean Boolean

char Character

constructor

------------

There are two ways to create object for wrapper classes. One will take corresponding primitive as an argument and another will take corresponding String as an argument.

ex:

wrapper class constructor

----------------- -------------

Byte byte or String

Short short or String

Integer int or String

Long long or String

Float float or String

Double double or String

Boolean boolean or String

Character char

ex:

---

class Test

{

public static void main(String[] args)

{

Integer i1=new Integer(10);

System.out.println(i1); //10

Integer i2=new Integer("20");

System.out.println(i2); //20

}

}

ex:

---

class Test

{

public static void main(String[] args)

{

Boolean b1=new Boolean(true);

System.out.println(b1);

Boolean b2=new Boolean("false");

System.out.println(b2);

}

}

ex:

---

class Test

{

public static void main(String[] args)

{

Character c=new Character('a');

System.out.println(c);//a

}

}

Utility methods

===============

1) parseXxx()

--------------

It is used to convert string to primitive type.

ex:

class Test

{

public static void main(String[] args)

{

String str="10";

int i= Integer.parseInt(str);

System.out.println(i); // 10

long l= Long.parseLong(str);

System.out.println(l); // 10

float f= Float.parseFloat(str);

System.out.println(f); // 10.0

double d= Double.parseDouble(str);

System.out.println(d); // 10.0

}

}

2) toString()

----------------

It is used to convert wrapper object to string.

ex:

--

class Test

{

public static void main(String[] args)

{

Integer i1=new Integer(10);

String str =i1.toString();

System.out.println(str); // 10

}

}

3) xxxValue()

---------------

It is used to convert wrapper object to primitive type.

ex:

class Test

{

public static void main(String[] args)

{

Integer i1=new Integer(10);

byte b = i1.byteValue();

System.out.println(b);

short s = i1.shortValue();

System.out.println(s);

}

}

Q) Write a java program to perform sum of two binary numbers?

input:

1010

0101

output:

1111

ex:

---

import java.util.Scanner;

class Test

{

public static void main(String[] args)

{

Scanner sc=new Scanner(System.in);

System.out.println("Enter the first binary number :");

String binary1=sc.next();

System.out.println("Enter the second binary number :");

String binary2=sc.next();

//convert binary to decimal

int a = Integer.parseInt(binary1,2);

int b = Integer.parseInt(binary2,2);

int c = a + b;

//convert decimal to binary

String result=Integer.toBinaryString(c);

System.out.println(result);

}

}

Assignment

==========

Q) Write a java program to display second highest element from given array?

input:

6 9 2 4 1 2 7

output: 7

Class 38:-

Inner classes

==============

Sometimes we will declare a class inside another class such concept is called inner class.

ex:

class Outer\_class

{

class Inner\_class

{

-

-

-

}

}

Inner classes introduced as a part of event handling to remove GUI bugs.

But due to powerful features and benefits of inner classes. Programmers started to use inner classes in regular programming.

Inner class does not allow static members.

Accessing inner class data from static area of outer class

----------------------------------------------------------

class Outer

{

class Inner

{

public void m1()

{

System.out.println("Inner-M1 Method");

}

}

public static void main(String[] args)

{

Outer.Inner i=new Outer().new Inner();

i.m1();

}

}

If we compile above program we will get two .class files i.e Outer.class and Outer$Inner.class.

ex:

----

class Outer

{

class Inner

{

public void m1()

{

System.out.println("Inner-M1 Method");

}

}

public static void main(String[] args)

{

new Outer().new Inner().m1();

}

}

Accessing inner class data from non-static area of outer class

---------------------------------------------------------------

class Outer

{

class Inner

{

public void m1()

{

System.out.println("Inner-M1 Method");

}

}

public void m2()

{

Inner i=new Inner();

i.m1();

}

public static void main(String[] args)

{

Outer o=new Outer();

o.m2();

}

}

class Outer

{

class Inner

{

public static void m1()

{

System.out.println("Inner-M1 Method");

}

}

public void m2()

{

Inner i=new Inner();

i.m1();

}

public static void main(String[] args)

{

Outer o=new Outer();

o.m2();

}

}

o/p:

C.T.E : Illegal static declaration in inner class

Types of objects in java

=========================

We have two types of objects in java.

1) Immutable object

2) Mutable object

1) Immutable object

--------------------

After object creation if we perform any changes then for every change a new object is will be created such type of object is called immutable object.

ex:

String and Wrapper classes

2) Mutable object

-----------------

After object creation if we perform any changes then all the required changes will be done in a same object such type of object is called mutable object.

ex:

StringBuffer and StringBuilder

**String**

=========

It is a collection of characters which is enclosed in a double quotation.

case1:

------

Once if we create a String object we can't perform any changes. If we perform any changes then for every change a new object will be created such behavior is called immutability of an object.

Diagram: class38.1
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case2:

-----

What is the difference between == and .equals() method?

==

----

It is a comparision operator which returns boolean value either true or false.

It is used for reference comparision or address comparision.

ex:

class Test

{

public static void main(String[] args)

{

String s1=new String("ihub");

String s2=new String("ihub");

System.out.println(s1==s2); // false

}

}

.equals()

----------

It is a predefined method present in String which returns boolean value either true or false.

It is used for content comparision and it is a case sensitive.

ex:

---

class Test

{

public static void main(String[] args)

{

String s1=new String("ihub");

String s2=new String("ihub");

System.out.println(s1.equals(s2)); // true

}

}

case3:

-----

Once if we create a String object. Two objects will be created one is on heap and another is on SCP area. But 's' always points to heap area.

Diagram: class38.2
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Object creation in SCP area is always optional. First JVM will check is there object is created with same content or not. If it is not created then JVM will create a new object. If it is created then JVM Won't create any new object. Hence there is no chance of having duplicate objects in SCP area.

SCP area objects do not have any object reference even though garbage collector can't access them.

SCP objects will destroy automatically when JVM shutdowns or terminated.

Diagram: class38.3
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Interning of String object

==========================

With the help of heap object reference if we need corresponding SCP object reference then we need to use intern() method.

Diagram: class38.4
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String important methods

========================

Q1.) Write a java program to find out length of the string?

input:

hello

output:

5

ex:

class Test

{

public static void main(String[] args)

{

String str="hello";

System.out.println(str.length());

}

}

Q2.) Write a java program to display string character by character?

input:

hello

output:

h

e

l

l

o

ex:

class Test

{

public static void main(String[] args)

{

String str="hello";

for(int i=0;i<str.length();i++)

{

System.out.println(str.charAt(i));

}

}

}

Q3.) Write a java program to concatinate two strings?

input:

ihub

talent

output:

ihubtalent

ex:

---

class Test

{

public static void main(String[] args)

{

String str1="ihub";

String str2="talent";

System.out.println(str1.concat(str2));

}

}

Q4.) Write a java program to check both strings are equal or not?

input:

ihub

ihub

output:

Both are equals

ex:

class Test

{

public static void main(String[] args)

{

String str1="ihub";

String str2="ihub";

if(str1.equals(str2))

System.out.println("Both are equals");

else

System.out.println("Both are not equals");

}

}

Q5.) Write a java program to check both strings are equal or not?

input:

IHUB

ihub

output:

Both are equals

ex:

class Test

{

public static void main(String[] args)

{

String str1="IHUB";

String str2="ihub";

if(str1.equalsIgnoreCase(str2))

System.out.println("Both are equals");

else

System.out.println("Both are not equals");

}

}

Q6.) Write a java program to convert uppercase string to lowercase ?

input:

IHUBTALENT

output:

ihubtalent

ex:

class Test

{

public static void main(String[] args)

{

String str="IHUBTALENT";

str=str.toLowerCase();

System.out.println(str);

}

}

Q7.) Write a java program to convert lowercase string to uppercase ?

input:

ihubtalent

output:

IHUBTALENT

ex:

class Test

{

public static void main(String[] args)

{

String str="ihubtalent";

str=str.toUpperCase();

System.out.println(str);

}

}

Q8.) Write a java program to remove special characters from given string?

input:

I\_h@ub$Tale#nt1

output:

IhubTalent1

ex:

---

class Test

{

public static void main(String[] args)

{

String str="I\_h@ub$Tale#nt1";

str=str.replaceAll("[^A-Za-z0-9]","");

System.out.println(str);

}

}

Q9.) Write a java program to remove the spaces from string?

input:

I hub Tale nt

output:

IhubTalent

ex:

---

class Test

{

public static void main(String[] args)

{

String str="I hub Tale nt";

str=str.replaceAll("\\s","");

System.out.println(str);

}

}

Q10.) Write a java program to concatinate two strings?

input:

Ihub12

Talent18

output:

IhubTalent30

ex:

---

class Test

{

public static void main(String[] args)

{

String str1="Ihub12";

String str2="Talent18";

String word1=str1.replaceAll("[^A-Za-z]","");

int num1=Integer.parseInt(str1.replaceAll("[^0-9]",""));

String word2=str2.replaceAll("[^A-Za-z]","");

int num2=Integer.parseInt(str2.replaceAll("[^0-9]",""));

String word = word1 + word2;

int num = num1 + num2;

System.out.println(word+num);

}

}

Q11.) Write a java program to display the string in reverse order?

input:

hello

output:

olleh

class Test

{

public static void main(String[] args)

{

String str="hello";

for(int i=str.length()-1;i>=0;i--)

{

System.out.print(str.charAt(i));

}

}

}

Assignment

----------

Q12.) Write a java program to find out given string is palindrome or not?

input:

racar

output:

It is a palindrome string

Class 39:-

Q13.) Write a java program to display reverse of a string?

input:

hello

output:

olleh

ex:

---

class Test

{

public static void main(String[] args)

{

String str="hello";

char[] carr=str.toCharArray(); // h e l l o

//reverse variable

String rev="";

//reading reverse

for(int i=carr.length-1;i>=0;i--)

{

rev+=carr[i];

}

System.out.println(rev);

}

}

Q14.) Write a java program to check given string is palindrome or not?

input:

racar

output:

It is a palindrome string

ex:

---

class Test

{

public static void main(String[] args)

{

String str="racar";

char[] carr=str.toCharArray(); //r a c a r

//reverse variable

String rev="";

//reading reverse

for(int i=carr.length-1;i>=0;i--)

{

rev+=carr[i];

}

if(str.equals(rev))

System.out.println("It is a palindrome string");

else

System.out.println("It is not a palindrome string");

}

}

Q15.) Write a java program to display reverse of a sentence?

Input:

This is java class

output:

class java is This

ex:

class Test

{

public static void main(String[] args)

{

String str="This is java class";

String[] sarr=str.split(" "); // This is java class

//reading reverse

for(int i=sarr.length-1;i>=0;i--)

{

System.out.print(sarr[i]+" ");

}

}

}

Q16.) Write a java program to display reverse of a string?

input:

This is java class

output:

sihT si avaj ssalc

ex:

---

class Test

{

public static void main(String[] args)

{

String str="This is java class";

String[] sarr=str.split(" "); // This is java class

//for each loop

for(String s:sarr)

{

char[] carr=s.toCharArray(); // T h i s

for(int i=carr.length-1;i>=0;i--)

{

System.out.print(carr[i]);

}

//space

System.out.print(" ");

}

}

}

Q17.) Write a java program to display the string starting with uppercase letter?

input:

This is Java class For students

output:

This Java For

ex:

class Test

{

public static void main(String[] args)

{

String str="This is Java class For students";

String[] sarr=str.split(" ");

//for each loop

for(String s:sarr)

{

char ch=s.charAt(0);

if(ch>='A' && ch<='Z')

{

System.out.print(s+" ");

}

}

}

}

Q18.) Write a java program to check given string is anagram or not?

input:

silent

listen

output:

It is a anagram string

import java.util.Arrays;

class Test

{

public static void main(String[] args)

{

String str1="silent";

String str2="listen";

char[] carr1=str1.toCharArray();

char[] carr2=str2.toCharArray();

Arrays.sort(carr1); // e i l n s t

Arrays.sort(carr2); // e i l n s t

boolean flag=true;

for(int i=0;i<carr1.length && i<carr2.length;i++)

{

if(carr1[i]!=carr2[i])

{

flag=false;

break;

}

}

if(flag==true)

System.out.println("It is a Anagram string");

else

System.out.println("It is not a Anagram string");

}

}

Q19.) Write a java program to perform right rotation of a given string?

input:

str = ihubtalent

cnt = 4

output:

talentihub

ex

---

class Test

{

public static void main(String[] args)

{

String str="ihubtalent";

int cnt=4;

String str1=str.substring(0,cnt);

String str2=str.substring(cnt,str.length());

str=str2+str1;

System.out.println(str);

}

}

Q20.) Write a java program to get below below output?

input:

str = Ihubtalentstudents

index = 10

word = for

output:

Ihubtalentforstudents

ex:

---

class Test

{

public static void main(String[] args)

{

String str="Ihubtalentstudents";

int index=10;

String word="for";

String word1=str.substring(0,index);

String word2=str.substring(index,str.length());

str = word1+word+word2;

System.out.println(str);

}

}

Q21.) Write a java program to display the string in a given format?

input:

XYZ

output:

XY

XZ

YX

YZ

ZX

ZY

ex:

class Test

{

public static void main(String[] args)

{

String str="XYZ";

for(int i=0;i<str.length();i++)

{

for(int j=0;j<str.length();j++)

{

if(i!=j)

{

System.out.println(str.charAt(i)+""+str.charAt(j));

}

}

}

}

}

Assignment

===========

Q22.) Write a java program to display palindrome strings?

input:

racar is madam for java

output:

racar madam

Class 40:-

Q23.) Write a java program to display unique/distinct characters from given string?

input:

google

output:

gole

ex:

----

class Test

{

public static void main(String[] args)

{

String str="google";

String duplicates="";

String unique="";

for(int i=0;i<str.length();i++)

{

String current=Character.toString(str.charAt(i));

if(unique.contains(current))

{

if(!duplicates.contains(current))

{

duplicates+=current;

continue;

}

}

unique+=current;

}

System.out.println(unique);

}

}

Q24.) Write a java program to display duplicate characters from given string?

input:

google

output:

og

ex:

---

class Test

{

public static void main(String[] args)

{

String str="google";

String duplicates="";

String unique="";

for(int i=0;i<str.length();i++)

{

String current=Character.toString(str.charAt(i));

if(unique.contains(current))

{

if(!duplicates.contains(current))

{

duplicates+=current;

continue;

}

}

unique+=current;

}

System.out.println(duplicates);

}

}

Q25.) Write a java program to display most repeating character in a given string?

input:

ihubtalentinstitute

output:

t repeating for 5 times

ex:

---

class Test

{

public static void main(String[] args)

{

String str="ihubtalentinstitute";

char character=' ';

int maxCount=0;

for(int i=0;i<str.length();i++)

{

int cnt=0;

for(int j=0;j<str.length();j++)

{

if(str.charAt(i) == str.charAt(j))

{

cnt++;

}

}

if(maxCount<cnt)

{

maxCount=cnt;

character=str.charAt(i);

}

}

System.out.println(character+" repeating for "+maxCount+" times");

}

}

Q26.) Write a java program to display the string in a given format?

input:

A1B2C3D4

output:

ABBCCCDDDD

ex:

class Test

{

public static void main(String[] args)

{

String str="A1B2C3D4";

for(int i=0;i<str.length();i++)

{

if(Character.isAlphabetic(str.charAt(i)))

{

System.out.print(str.charAt(i));

}

else

{

int n=Character.getNumericValue(str.charAt(i));

for(int k=1;k<n;k++)

{

System.out.print(str.charAt(i-1));

}

}

}

}

}

Q27.) Write a java program to perform permutation of a given string?

input:

ABC

output:

ABC

ACB

BAC

BCA

CBA

CAB

ex:

---

class Test

{

public static void main(String[] args)

{

String str="ABC";

permutation(str.toCharArray(),0);

}

public static void permutation(char[] arr,int fi)

{

if(fi==arr.length-1)

{

System.out.println(arr);

return;

}

for(int i=fi;i<arr.length;i++)

{

swapping(arr,fi,i);

permutation(arr,fi+1);

swapping(arr,fi,i);

}

}

public static void swapping(char[] arr,int fi,int i)

{

char temp=arr[fi];

arr[fi]=arr[i];

arr[i]=temp;

}

}

Q28.) Write a java program to encode the string?

input:

1106

output:

AAJF

class Test

{

public static void main(String[] args)

{

String str="1106";

for(int i=0;i<str.length();i++)

{

int n=Character.getNumericValue(str.charAt(i));

if(n>0)

{

System.out.print((char)('A'+n-1));

}

else

{

int k=Integer.parseInt(str.substring(i-1,i+1));

System.out.print((char)('A'+k-1));

}

}

}

}

StringBuffer

============

If our content change frequently then it is never recommanded to use String because for every change a new object will be created.

To overcome this limitation Sun Micro System introduced StringBuffer concept.

In StringBuffer all the changes will reflect to single or same object only.

constructor

-----------

1) StringBuffer sb=new StringBuffer()

-------------------------------------

It will create empty StringBuffer object with default initial capacity of 16.

If capacity reaches to maximum capacity then new capacity will be created with below formulea.

ex:

new capacity = current\_capacity + 1 \* 2 ;

ex:

----

class Test

{

public static void main(String[] args)

{

StringBuffer sb=new StringBuffer();

System.out.println(sb.capacity()); // 16

sb.append("abcdefghijklmnop");

System.out.println(sb.capacity()); // 16

sb.append("qr");

System.out.println(sb.capacity()); // 16+1\*2=34

}

}

2) StringBuffer sb=new StringBuffer(int initialcapacity)

-----------------------------------------------

It will create StringBuffer object with specified initial capacity.

ex:

--

class Test

{

public static void main(String[] args)

{

StringBuffer sb=new StringBuffer(19);

System.out.println(sb.capacity()); // 19

}

}

3) StringBuffer sb=new StringBuffer(String s)

-----------------------------------------------

It will create StringBuffer object equivalent to String.

Here capacity will be created with below formulea.

ex:

capacity = s.length() + 16

ex:

---

class Test

{

public static void main(String[] args)

{

StringBuffer sb=new StringBuffer("ihub");

System.out.println(sb.capacity()); // 4 + 16 = 20

}

}

Q1.) Write a java program to display reverse of a string?

input:

hello

output:

olleh

ex:

---

class Test

{

public static void main(String[] args)

{

String str="hello";

StringBuffer sb=new StringBuffer(str);

String rev=sb.reverse().toString();

System.out.println(rev);

}

}

Q2.) Write a java program to check given string is palindrome or not?

input:

racar

output:

It is a palindrome string

ex:

class Test

{

public static void main(String[] args)

{

String str="racar";

StringBuffer sb=new StringBuffer(str);

String rev=sb.reverse().toString();

if(str.equals(rev))

System.out.println("It is a palindrome string");

else

System.out.println("It is not a palindrome string");

}

}

Assignment

===========

Q) Write a java program to count number of 2's in a given number?

input:

22

output:

6 (2,12,20,21,22)

Class : 41

========

Q3.) Write a java program to count number of 2's present in a given number?

input:

22

output:

6 (2,12,20,21,22)

ex:

---

class Test

{

public static void main(String[] args)

{

int num=22;

StringBuffer sb=new StringBuffer();

for(int i=1;i<=num;i++)

{

sb.append(i);

}

int cnt=0;

for(int i=0;i<sb.length();i++)

{

int n=Character.getNumericValue(sb.charAt(i));

if(n==2)

{

cnt++;

}

}

System.out.println(cnt);

}

}

Q4.) Write a java program to multiply two arrays?

input:

5 3 1

2 5

output:

13275 (531\*25)

ex:

---

class Test

{

public static void main(String[] args)

{

int[] arr1={5,3,1};

int[] arr2={2,5};

//caller method

int a =Integer.parseInt(arrayToString(arr1));

int b =Integer.parseInt(arrayToString(arr2));

System.out.println(a\*b);

}

//callie method

public static String arrayToString(int[] arr)

{

StringBuffer sb=new StringBuffer();

for(int i:arr)

{

sb.append(i);

}

return sb.toString();

}

}

Q5.) Write a java program to display the string in a given format?

input:

ABBCCCDDDD

output:

A1B2C3D4

ex:

---

class Test

{

public static void main(String[] args)

{

String str="ABBCCCDDDD";

StringBuffer sb=new StringBuffer();

int count=1;

for(int i=0;i<str.length();i++)

{

if(i<str.length()-1 && str.charAt(i) == str.charAt(i+1))

{

count++;

}

else

{

sb.append(str.charAt(i)).append(count);

count=1;

}

}

System.out.println(sb.toString());

}

}

StringBuilder

=============

StringBuilder is exactly same as StringBuffer with following differences.

StringBuffer StringBuilder

------------- --------------

Every method present in StringBuffer is No method present in StringBuilder is synchronized.

synchronized.

At a time only one thread is allowed to Multiple threads are allowed to operate on

operator on StringBuffer object. Hence it StringBuilder object. Hence it is not thread safe.

is thread safe.

Waiting time of a thread will increase There is no waiting threads relatively performance

relatively performance is low. is high.

It is introduced in 1.0v. It is introduced in 1.5v.

Note:-

-----

If our content not change frequently then it is recommanded to use String.

If our content change frequently where thread safety is required then we need to use StringBuffer.

If our content change frequently where thread safety is not required then we need to use StringBuilder.

StringTokenizer

================

StringTokenizer is a class which is present in java.util package.

It is used to tokenize the string irrespective of regular expression.

We can create StringTokenizer class object as follow.

ex:

StringTokenizer st=new StringTokenizer(String s,RegularExpression regex);

StringTokenizer class contains following five methods.

ex:

public int countTokens()

public boolean hasMoreTokens() // used to check if more words exists

public String nextToken() //given the words one by on

public boolean hasMoreElements()

public Object nextElement()

ex:

---

import java.util.StringTokenizer;

class Test

{

public static void main(String[] args)

{

StringTokenizer st=new StringTokenizer("this is java class"," ");

System.out.println(st.countTokens());//4

}

}

ex:

--

import java.util.StringTokenizer;

class Test

{

public static void main(String[] args)

{

StringTokenizer st=new StringTokenizer("this is java class"," ");

while(st.hasMoreTokens())

{

String s=st.nextToken();

System.out.println(s);

}

}

}

ex:

---

import java.util.StringTokenizer;

class Test

{

public static void main(String[] args)

{

StringTokenizer st=new StringTokenizer("this is java class"," ");

while(st.hasMoreElements())

{

String s=(String)st.nextElement();

System.out.println(s);

}

}

}

ex:

---

import java.util.StringTokenizer;

class Test

{

public static void main(String[] args)

{

StringTokenizer st=new StringTokenizer("9,99,999",",");

while(st.hasMoreElements())

{

String s=(String)st.nextElement();

System.out.println(s);

}

}

}

Q) What is garbage collection and in how many ways we can call garbage collector?

Garbage is a daemon thread which is used to destroy unused or useless objects from java.

There are two ways to call garbage collector in java.

1) System.gc()

2) Runtime.getRuntime().gc()

What is Garbage Collection ?

In java, garbage means unreferenced objects.

Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects.

To do so, we were using free() function in C language and delete() in C++. But, in java it is performed automatically. So, java provides better memory management.

How to work Garbage Collection ?

Note: The Garbage collector of JVM collects only those objects that are created by new keyword.

So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).

ex:

--

class Test

{

//instance variable

int i=10;

public static void main(String[] args)

{

Test t1=new Test();

System.out.println(t1.i);//10

t1=null;

//System.gc();

Runtime.getRuntime().gc();

}

public void finalize()

{

System.out.println("Garbage Collector called");

}

}

Exception Handling

==================

Q) What is the difference between Exception and Error?

Exception

---------

Exception is a problem for which we can provide solution programmatically.

Exceptions raised due to syntax errors.

ex:

ArithmeticException

FileNotFoundException

IllegalArgumentException

Error

-----

Compile time error,runtime error(*Exception Handling always raises at run time*),logical error.

Error is a problem for which we can't provide solution programmatically.

Errors raised due to lack of system resources.

ex:

OutOfMemoryError

StackOverFlowError

LinkageError

As a part of java application development it is a responsibility of a programmer to provide smooth termination for every java program.

We have two types of terminations.

1) Smooth termination / Graceful termination

2) Abnormal termination

1) Smooth termination

---------------------

During the program execution suppose if we are not getting any interruption in the middle of the program such type of termination is called smooth termination.

ex:

class Test

{

public static void main(String[] args)

{

System.out.println("Hello World");

}

}

2) Abnormal termination

-----------------------

During the program execution suppose if we are getting any interruption in the middle of the program such type of termination is called abnormal termination.

ex:

class Test

{

public static void main(String[] args)

{

System.out.println(10/0);

}

}

If any exception raised in our program, we must and should handle that exception otherwise our program will terminates abnormally.

Here exception will display name of the exception, description of the exception and line number of the exception.

Exception

=========

It is a unwanted, unexpected event which disturbs normal flow of a program.

Exceptions always raise at runtime so they are also known as runtime events.

The main objective of exception handling is to provide graceful termination.

In java , exception are divided into two types.

1) Predefined exceptions

2) Userdefined exceptions

1) Predefined exceptions

--------------------------

Built-In exceptions are called predefined exceptions.

It is categories into two types.

i) Checked exceptions

ii) Unchecked exceptions

Diagram; class41.1

i) Checked exceptions

-------------------

Exceptions which are checked by the compiler at the time of compilation are called checked exceptions.

ex:

InterruptedException

EOFException

IOException

ii) Unchecked exceptions

-------------------------

Exceptions which are checked by the JVM at the time of runtime are called checked exceptions.

ex:

ArithmeticException

ClassCastException

IllegalArgumentException
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========

If any checked exception raised in our program we must and should handle that exception by using try and catch block.

try block

==========

It is a block which contains risky code.

A try block associate with catch block.

If any exception raise in try block then it won't be executed.

A try block is used to throw the exception to catch block.

catch block

===========

It is a block which contains error handling code.

A catch block always associate with try block.

A catch block is used to catch the exception from try block.

If there is no exception in try block then catch block won't be executed.

A catch block takes exception name as a parameter and that name must match with exception class name.

syntax:

-----

try

{

-

- //Risky Code

-

}

catch(ArithmeticException ae)

{

-

-

-

}

ex:

---

class Test

{

public static void main(String[] args)

{

try

{

System.out.println("try-block");

}

catch(Exception e)

{

System.out.println("catch-block");

}

}

}

ex:

---

class Test

{

public static void main(String[] args)

{

try

{

System.out.println(10/0);

}

catch(ArithmeticException ae)

{

System.out.println("catch-block");

}

}

}

ex:

---

class Test

{

public static void main(String[] args)

{

try

{

System.out.println("stmt1");

System.out.println(10/0);

System.out.println("stmt2");

}

catch(ArithmeticException ae)

{

System.out.println("catch-block");

}

}

}

ex:

---

class Test

{

public static void main(String[] args)

{

int i=10;

try

{

i++;

}

catch(Exception e)

{

i++;

}

System.out.println(i); // 11

}

}

A try with multiple catch blocks

===============================

A try block can have multiple catch blocks.

If a try block contains multiple catch blocks then order of catch block is very important it should be from child to parent but not from parent to child.

ex:

--

class Test

{

public static void main(String[] args)

{

try

{

System.out.println(10/0);

}

catch (ArithmeticException ae)

{

System.out.println("From AE");

}

catch (RuntimeException re)

{

System.out.println("From RE");

}

catch (Exception e)

{

System.out.println("From E");

}

}

}

Various methods methods to display exception details

====================================================

Throwable class defines following methods to display exception details.

1) printStackTrace()

-----------------

It is used to display name of the exception, description of the exception and line number of the exception.

2) toString()

-----------

It is used to display name of the exception and description of the exception.

3) getMessage()

-------------

It is used to display description of the exception.

ex:

----

class Test

{

public static void main(String[] args)

{

try

{

System.out.println(10/0);

}

catch(ArithmeticException ae)

{

ae.printStackTrace();

System.out.println("=======================");

System.out.println(ae.toString());

System.out.println("=======================");

System.out.println(ae.getMessage());

}

}

}

Q) How to handle multiple exceptions in a single catch block?

class Test

{

public static void main(String[] args)

{

try

{

System.out.println(10/0);

}

catch(IllegalArgumentException | ArithmeticException | ClassCastException e)

{

e.printStackTrace();

}

}

}

finally block

=============

It is never recommanded to maintain cleanup code in try block because if any exception raised in try block then try block won't be executed.

It is never recommanded to maintain cleanup code in catch block because if there is no exception in try block then catch block won't be executed.

But we need a place where we can maintain cleanup code and it should execute irrespective of exception raised or not. Handle or not. Such block is called finally block.

syntax:

-----

try

{

-

- //Risky Code

-

}

catch(Exception e)

{

-

- //Error Handling Code

-

}

finally

{

-

- //Cleanup code

-

}

ex:

---

class Test

{

public static void main(String[] args)

{

try

{

System.out.println("try-block");

}

catch(Exception e)

{

e.printStackTrace();

}

finally

{

System.out.println("finally-block");

}

}

}

o/p:

try-block

finally-block

ex:

----

class Test

{

public static void main(String[] args)

{

try

{

System.out.println(10/0);

}

catch(Exception e)

{

e.printStackTrace();

}

finally

{

System.out.println("finally-block");

}

}

}

o/p:

java.lang.ArithmeticException: / by zero

at Test.main(Test.java:7)

finally-block

try and finally combination is valid in java.

ex:

class Test

{

public static void main(String[] args)

{

try

{

System.out.println("try-block");

}

finally

{

System.out.println("finally-block");

}

}

}

Q) What is the difference between final, finally and finalize method?

final

-------

It is a modifier which is applicable for variables, methods and classes.

If we declare any variable as final then reassignment of that variable is not possible.

If we declare any method as final then overriding of that method is not possible.

If we declare any class as final then creating child class is not possible.

finally

--------

It is a block which contains cleanup code and it will execute irrespective of exception raised or not.

finalize

----------

It is a method called by garbage collector just before destroying an object for cleanup activity.

throw statement

===============

Sometimes we will create exception objects explicitly and handover to JVM manually by using throw statement.

syntax:

-------

throw new ArithmeticException("Don't divide by zero");

ex:

---

class Test

{

public static void main(String[] args)

{

System.out.println(10/0);

}

}

Here exception object is created and handover to JVM by main method.

ex:

---

class Test

{

public static void main(String[] args)

{

throw new ArithmeticException("Don't divide by zerooooo");

}

}

Here exception object is created explicitly and handover to JVM manually by using throw statement.

throws statement

================

If any checked exception raised in our program we must and should handle that exception by using try and catch block or by using throws statement.

ex:

---

class Test

{

public static void main(String[] args)

{

try

{

Thread.sleep(3000);

System.out.println("Welcome to Java");

}

catch (InterruptedException ie)

{

ie.printStackTrace();

}

}

}

ex:

---

class Test

{

public static void main(String[] args)throws InterruptedException

{

Thread.sleep(5000);

System.out.println("Welcome to Java World");

}

}

2) Userdefined exceptions

=========================

Exceptions which are created by the user based on the application requirement are called custom exceptions.

ex:

NoInterestInJavaException

NeedEnjoymentException

ACNotWorkingException

EligibleToVoteException

NotEligibleToVoteException

and etc.

ex

---

import java.util.Scanner;

class EligibleToVoteException extends RuntimeException

{

EligibleToVoteException(String msg)

{

super(msg);

}

}

class NotEligibleToVoteException extends RuntimeException

{

NotEligibleToVoteException(String msg)

{

super(msg);

}

}

class Test

{

public static void main(String[] args)

{

Scanner sc=new Scanner(System.in);

System.out.println("Enter the age :");

int age=sc.nextInt();

if(age<18)

throw new NotEligibleToVoteException("Not Eligible to vote");

else

throw new EligibleToVoteException("Eligible to vote");

}

}
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===============

java.io package

=============

File

===

File f=new File("abc.txt");

File will check is there any abc.txt file already created or not.

If it is available it simply refers to that file.If it is not created then

it won't create any new file.

ex:

---

import java.io.\*;

class Test

{

public static void main(String[] args)

{

File f=new File("abc.txt");

System.out.println(f.exists());//false

}

}

A File object can be used to create a physical file.

ex:

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

File f=new File("abc.txt");

System.out.println(f.exists());//false

f.createNewFile();

System.out.println(f.exists());//true

}

}

A File object can be used to create a directory also.

ex:

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

File f=new File("bhaskar123");

System.out.println(f.exists());//false

f.mkdir();

System.out.println(f.exists());//true

}

}

Q)Write a java program to Create a "cricket123" folder and inside that folder create "abc.txt" file?

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

File f1=new File("cricket123");

f1.mkdir();

File f2=new File("cricket123","abc.txt");

f2.createNewFile();

System.out.println("Please check the location");

}

}

FileWriter

==========

FileWriter is used to write character oriented data into a file.

constructor

--------------

FileWriter fw=new FileWriter(String s);

FileWriter fw=new FileWriter(File f);

ex:

FileWriter fw=new FileWriter("aaa.txt");

or

File f=new File("aaa.txt");

FileWriter fw=new FileWriter(f);

If file does not exist then FileWriter will create a physical file.

Methods

-----------

1)write(int ch)

-----------------

It will insert single character into a file.

2)write(char[] ch)

-----------------

It will insert array of characters into a file.

3)write(String s)

-------------------

It will insert String into a file.

4)flush()

----------

It gives guaranttee that last character of a file is also inserted.

5)close()

-----------

It is used to close the FileWriter object.

ex:

-----

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

FileWriter fw=new FileWriter("aaa.txt");

fw.write(98);// b

fw.write("\n");

char[] ch={'a','b','c'};

fw.write(ch);

fw.write("\n");

fw.write("bhaskar\nsolution");

fw.flush();

fw.close();

System.out.println("Please check the location");

}

}

FileReader

==================

It is used to read character oriented data from a file.

constructor

--------------

FileReader fr=new FileReader(String s);

FileReader fr=new FileReader(File f);

ex:

FileReader fr=new FileReader("aaa.txt");

or

File f=new File("aaa.txt");

FileReader fr=new FileReader(f);

Methods

----------

1)read()

--------

It will read next character from a file and return unicode value.

If next character is not available then it will return -1.

2)read(char[] ch)

----------------

It will read collection of characters from a file.

3)close()

---------

It is used to close FileReader object.

ex:1

-------

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

FileReader fr=new FileReader("aaa.txt");

int i=fr.read();

while(i!=-1)

{

System.out.print((char)i);

i=fr.read();

}

fr.close();

}

}

ex:2

----------

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

FileReader fr=new FileReader("aaa.txt");

char[] carr=new char[255];

//load the data from file to char array

fr.read(carr);

//reading the data from char array

for(char c:carr)

{

System.out.print(c);

}

fr.close();

}

}

Usage of FileWriter and FileReader is not recommanded to use

==============================================================

While inserting the data by using FileWriter ,we need to insert line

seperator(\n) which is very headache for the programmer.

While reading the data by using FileReader object ,we need to read character

by character which is not convenient to the programmer.

To overcome this limitation Sun micro system introduced BufferedWriter and BufferedReader.

BufferedWriter

=================

It is used to insert character oriented data into a file.

constructor

-----------

BufferedWriter bw=new BufferedWriter(Writer w);

BufferedWriter bw=new BufferedWriter(Writer w,int buffersize);

BufferedWriter object does not communicate with files directly.

It will take the support of some writer objects.

ex:

FileWriter fw=new FileWriter("bbb.txt");

BufferedWriter bw=new BufferedWriter(fw);

or

BufferedWriter bw=new BufferedWriter(new FileWriter("bbb.txt"));

Methods

---------

1)write(int ch)

-----------------

It will insert single character into a file.

2)write(char[] ch)

-----------------

It will insert array of characters into a file.

3)write(String s)

-------------------

It will insert String into a file.

4)flush()

----------

It gives guaranttee that last character of a file is also inserted.

5)close()

-----------

It is used to close the BufferedWriter object.

6)newLine()

----------

It will insert new line into a file.

ex:

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

BufferedWriter bw=new BufferedWriter(new FileWriter("bbb.txt"));

bw.write(98);//b

bw.newLine();

char[] ch={'a','b','c'};

bw.write(ch);

bw.newLine();

bw.write("bhaskar");

bw.newLine();

bw.flush();

bw.close();

System.out.println("Please check the location");

}

}

BufferedReader

=================

It is enhanced reader to read character oriented data from a file.

constructor

------------

BufferedReader br=new BufferedReader(Reader r);

BufferedReader br=new BufferedReader(Reader r,int buffersize);

BufferedReader object can't communicate with files directly.IT will take

support of some reader objects.

ex:

FileReader fr=new FileReader("bbb.txt");

BufferedReader br=new BufferedReader(fr);

or

BufferedReader br=new BufferedReader(new FileReader("bbb.txt"));

The main advantage of BufferedReader over FileReader is we can read

character line by line instead of character by character.

methods

---------

1)read()

--------

It will read next character from a file and return unicode value.

If next character is not available then it will return -1.

2)read(char[] ch)

----------------

It will read collection of characters from a file.

3)close()

---------

It is used to close BufferedReader object.

4)nextLine()

------------

It is used to read next line from the file.If next line is

not available then it will return null.

ex:

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

BufferedReader br=new BufferedReader(new FileReader("bbb.txt"));

String line=br.readLine();

while(line!=null)

{

System.out.println(line);

line=br.readLine();

}

br.close();

}

}

PrintWriter

===============

It is enhanced write to write character oriented data into a file.

constructor

-----------

PrintWriter pw=new PrintWriter(String s);

PrintWriter pw=new PrintWriter(File f);

PrintWriter pw=new PrintWriter(Writer w);

PrintWriter can communicate with files directly and it will take the support of some writer objects.

ex:

PrintWriter pw=new PrintWriter("ccc.txt");

or

PrintWriter pw=new PrintWriter(new File("ccc.txt"));

or

PrintWriter pw=new PrintWriter(new FileWriter("ccc.txt"));

The main advantage of PrintWriter over FileWriter and BufferedWriter is we can insert any type of data.

Assume if we want insert primitive values then PrintWriter is best choice.

methods

------------

write(int ch)

write(char[] ch)

write(String s)

flush()

close()

writeln(int i)

writeln(float f)

writeln(double d)

writeln(String s)

writeln(char c)

writeln(boolean b)

write(int i)

write(float f)

write(double d)

write(String s)

write(char c)

write(boolean b)

ex:

------

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

PrintWriter pw=new PrintWriter("ccc.txt");

pw.write(100);// d

pw.println(100);// 100

pw.print('a');

pw.println(true);

pw.println("hi");

pw.println(10.5d);

pw.flush();

pw.close();

System.out.println("Please check the location");

}

}

various ways to provide input values from the keyboard

======================================================

There are various ways to provide input values from keyboard.

1)Command line argument

2)BufferedReader class

3)Console class

4)Scanner class

1)Command line argument

-------------------------

In command line argument we need to pass our inputs at runtime.

ex:

class Test

{

public static void main(String[] args)

{

String name=args[0];

System.out.println("Welcome : "+name);

}

}

o/p:

javac Test.java

java Test Alan

2)BufferedReader class

--------------------------

BufferedReader class present in java.io package.

BufferedReader class will take InputStreamReader object as a parameter

which is embedded with System.in.

ex:

BufferedReader br=

new BufferedReader

(new InputStreamReader(System.in));

To read input values from console we need to readLine() method.

ex:

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

BufferedReader br=new BufferedReader(new InputStreamReader(System.in));

System.out.println("Enter the Name :");

String name=br.readLine();

System.out.println("Welcome : "+name);

}

}

3)Console class

================

Console class present in java.io package.

We can create Console class object by using console() method of System class.

ex:

Console c=System.console();

To read inputs from console we need to use readLine() method.

ex:

import java.io.\*;

class Test

{

public static void main(String[] args)throws IOException

{

Console c=System.console();

System.out.println("Enter the Name :");

String name=c.readLine();

System.out.println("Welcome : "+name);

}

}

4)Scanner class

==================

Scanner class present java.util package.

We can create Scanner object class as follow.

ex:

Scanner sc=new Scanner(System.in);

We can read inputs from the console by using following methods.

ex:

next()

nextLine()

nextInt()

nextFloat()

nextDouble()

next().charAt(0);

and etc.

ex:

import java.util.\*;

class Test

{

public static void main(String[] args)

{

Scanner sc=new Scanner(System.in);

System.out.println("Enter the No :");

int no=sc.nextInt();

System.out.println("Enter the Name :");

String name=sc.next();

System.out.println("Enter the Fee :");

double fee=sc.nextDouble();

System.out.println(no+" "+name+" "+fee);

}

}

Class 44:-

Generics

==========

Arrays are typesafe. It means we can give guarantee that what type of elements are present in array.

If requirement is there to store String values then it is recommanded to use String[] array.

ex:

String[] sarr=new String[5];

sarr[0]="hi";

sarr[1]="hello";

sarr[2]=10;// C.T.E

At the time of retrieving the data from array we don't need to perform typecasting.

ex:

String[] sarr=new String[5];

sarr[0]="hi";

sarr[1]="hello";

-

-

String val=sarr[0];

Collections are not typesafe.We can't give guarantee that what type of elements are present in Collections.

If requirement is there to store String values then it is never recommanded to use ArrayList because we won't get any compile time error or runtime error but sometimes our program get failure.

ex:

ArrayList al=new ArrayList();

al.add("hi");

al.add("hello");

al.add(10);

At the time of retrieving the data compulsary we need to perform typecasting.

ex:

ArrayList al=new ArrayList();

al.add("hi");

al.add("hello");

al.add(10);

-

-

String s=(String)al.get(0);

To overcome this limitations Sun Micro System introduced Generics concept in 1.5v.

The main objective of generics are

1) To make Collections as typesafe.

2) To avoid typecasting problem.

java.util package

=================

Q) What is the difference between Arrays and Collections?

Arrays Collections

---------- -------------

It is a collection of homogeneous data It is a collection of homogeneous and hetrogeneous

elements. data elements.

Arrays are fixed in size. Collections are growable in nature.

Performance point of view arrays are Memory point of view Collections are recommanded

recommanded to use. to use.

Arrays not implemented based on data Collections are implemented based on data structure

Structure concept. concept.

Hence we can't expect any readymade concept. Hence we can expect readymade methods.

method.

It can hold primitive types and object types. It can hold only object types.

Collection Framework

=====================

It defines several interfaces and classes to represent group of objects in a single entity.

Collection

=============

Collection is an interface which is present in java.util package.

It is a root interface for entire collection framework.

If we want to represent group of individual objects in a single entity then we need to use Collection.

Collection interface contains common methods which are applicable for entire Collection objects.

ex:

cmd> javap java.util.Collection

List

======

It is a child interface of Collection interface.

If we want to represent group of individual objects in a single entity where duplicate objects are allowed and order is preserved then we need to use List interface.
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ArrayList

=========

The underlying data structure is resizable array or growable array.

Duplicate objects are allowed.

Insertion order is preserved.

Hetrogeneous objects are allowed.

Null insertion is possible.

It implements List, Serializable,Cloneable and RandomAccess interface.

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList al=new ArrayList();

al.add("one");

al.add("two");

al.add("three");

System.out.println(al);//[one,two,three]

al.add("one");

System.out.println(al);//[one,two,three,one]

al.add(10);

System.out.println(al); //[one,two,three,one,10]

al.add(null);

System.out.println(al); //[one,two,three,one,10,null]

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList al=new ArrayList();

al.add("one");

al.add("two");

al.add("three");

System.out.println(al);//[one,two,three]

System.out.println(al.isEmpty()); // false

System.out.println(al.contains("one")); // true

al.add(1,"gogo");

System.out.println(al); //[one,gogo,two,three]

al.remove("gogo");

System.out.println(al);//[one,two,three]

al.clear();

System.out.println(al); //[]

}

}

ex

----

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList<String> al=new ArrayList<String>();

al.add("one");

al.add("two");

al.add("three");

for(int i=0;i<al.size();i++)

{

String s= al.get(i);

System.out.println(s);

}

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

List<String> list=new ArrayList<String>();

list.add("one");

list.add("two");

list.add("three");

for(int i=0;i<list.size();i++)

{

String s= list.get(i);

System.out.println(s);

}

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,3,9,1,2,5);

System.out.println(list);

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList<String> al1=new ArrayList<String>();

al1.add("HTML");

al1.add("CSS");

al1.add("JAVA");

al1.add("ORACLE");

al1.add("FRAMEWORK");

ArrayList<String> al2=new ArrayList<String>();

al2.add("HTML");

al2.add("CSS");

al2.add("DOTNET");

al2.add("SQLSERVER");

al2.add("FRAMEWORK");

al1.retainAll(al2);

System.out.println(al1);//[HTML, CSS, FRAMEWORK]

}

}

LinkedList

============

The underlying data structure is doubly LinkedList.

Duplicate objects are allowed.

Insertion order is preserved.

Hetrogeneous objects are allowed.

Null insertion is possible.

It implements List, Serializable,Cloneable and Deque interface.

LinkedList interface contains following methods.

ex:

public E getFirst();

public E getLast();

public E removeFirst();

public E removeLast();

public void addFirst(E);

public void addLast(E);

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

LinkedList ll=new LinkedList();

ll.add("one");

ll.add("two");

ll.add("three");

System.out.println(ll);//[one,two,three]

ll.add("one");

System.out.println(ll);//[one,two,three,one]

ll.add(10);

System.out.println(ll);//[one,two,three,one,10]

ll.add(null);

System.out.println(ll);//[one,two,three,one,10,null]

}

}

ex:

----

import java.util.\*;

class Test

{

public static void main(String[] args)

{

LinkedList ll=new LinkedList();

ll.add("one");

ll.add("two");

ll.add("three");

System.out.println(ll);//[one,two,three]

ll.addFirst("gogo");

ll.addLast("jojo");

System.out.println(ll);//[gogo,one,two,three,jojo]

System.out.println(ll.getFirst());

System.out.println(ll.getLast());

ll.removeFirst();

ll.removeLast();

System.out.println(ll);//[one,two,three]

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

LinkedList<String> ll1=new LinkedList<String>();

ll1.add("one");

ll1.add("two");

ll1.add("three");

System.out.println(ll1);//[one,two,three]

LinkedList<String> ll2=new LinkedList<String>();

ll2.add("raja");

System.out.println(ll2);//[raja]

ll2.addAll(ll1);

System.out.println(ll2);//[raja,one,two,three]

System.out.println(ll2.containsAll(ll1)); // true

ll2.removeAll(ll1);

System.out.println(ll2);//[raja]

}

}

Vector

========

The underlying data structure is resizable array or growable array.

Duplicate objects are allowed.

Insertion order is preserved.

Hetrogeneous objects are allowed.

Null insertion is possible.

It implements List, Serializable,Cloneable and RandomAccess interface.

All methods present in Vector are synchronized.

Vector class contains following methods.

ex:

addElement()

removeElementAt()

removeAllElements()

firstElement()

lastElement()

and etc.

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

Vector<Integer> v=new Vector<Integer>();

System.out.println(v.capacity()); //10

for(int i=1;i<=10;i++)

{

v.addElement(i);

}

System.out.println(v); //[1,2,3,4,5,6,7,8,9,10]

System.out.println(v.firstElement());//1

System.out.println(v.lastElement());//10

v.removeElementAt(5);

System.out.println(v);//[1, 2, 3, 4, 5, 7, 8, 9, 10]

v.removeAllElements();

System.out.println(v); //[]

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

Vector<Integer> v=new Vector<Integer>();

for(int i=1;i<=10;i++)

{

v.add(i);

}

System.out.println(v); //[1,2,3,4,5,6,7,8,9,10]

System.out.println(v.get(0));//1

System.out.println(v.get(v.size()-1));//10

v.remove(5);

System.out.println(v);//[1, 2, 3, 4, 5, 7, 8, 9, 10]

v.clear();

System.out.println(v); //[]

}

}

Class 45:-

==============

Q) What is the difference between ArrayList and LinkedList?

ArrayList LinkedList

-------------- --------------

The underlying data structure is resizable The underlying data structure is doubly linkedlist.

array or growable array.

ArrayList is better for storing and accessing LinkedList is better for manipulating the data.

the data.

Memory location for ArrayList elements are Memory location for LinkedList elements are not

contigeous. contigeous.

When ArrayList is initialized, a default There is no case of default capacity in LinkedList.

capacity 10 is assigned to it.

Q) What is the difference between ArrayList and Vector?

ArrayList Vector

------------- ------------

No method is synchronized. All methods are synchronized.

At a time only one thread is allowed to operate Multiple threads are allowed to operator

ArrayList object.Hence it is thread safe. Vector object.Hence it is not thread safe.

Relatively performance is low because waiting time Relatively performance is high because there

of a thread is increasing. is no waiting threads.

It is a non-legacy class. It is a legacy class.

It is introduced in 1.2v. It is introduced in 1.0v.

Q) What is the difference between Collection and Collections?

Collection Collections

---------------- -------------

It is a root interface for entire collection It is a utility class.

framework.

It is used to represent group of individual It defines several utility methods that are operator

objects in a single entity. on Collection.

It contains abstract methods, default methods It contains only static methods.

and static methods.

Q) Write a java program to sort the string?

input:

dog apple boy cat

output:

apple boy cat dog

import java.util.\*;

class Test

{

public static void main(String[] args)

{

String str="dog apple boy cat";

String[] sarr=str.split(" ");

List<String> list=Arrays.asList(sarr);

Collections.sort(list);

list.forEach(element -> System.out.print(element+" "));

}

}

Q) How to make ArrayList as synchronized?

import java.util.\*;

class Test

{

public static void main(String[] args)

{

List<String> list=new ArrayList<String>();

List<String> synchronizedList = Collections.synchronizedList(list);

synchronizedList.add("one");

synchronizedList.add("two");

synchronizedList.add("three");

synchronizedList.forEach(element -> System.out.print(element+" "));

}

}

Stack

=======

It is a child class of Vector class.

If we depend upon Last In First Out order then we need to use Stack.

constructor

-----------

Stack s=new Stack();

methods

--------

1) push(E)

---------

It is used to push the element to stack.

2) pop()

----------

It is used to pop toppest element from stack.

3) peek()

--------

It will return toppest element of stack.

4) isEmpty()

---------

It will check stack is empty or not.

5) search(Object o)

-----------------

It will return offset value if element is found otherwise it will return -1.

ex:

----

import java.util.\*;

class Test

{

public static void main(String[] args)

{

Stack<String> s=new Stack<String>();

s.push("A");

s.push("B");

s.push("C");

System.out.println(s);//[A,B,C]

s.pop();

System.out.println(s);//[A,B]

System.out.println(s.peek());// B

System.out.println(s.isEmpty()); // false

System.out.println(s.search("Z")); // -1

System.out.println(s.search("A")); // 2

}

}

Q) Write a java program to check given string is balanced or not?

input:

{[()]}

output:

It is a balanced string

import java.util.\*;

class Test

{

public static void main(String[] args)

{

String str="{[()]}";

//caller method

if(isBalanced(str))

System.out.println("It is balanced string");

else

System.out.println("It is not balanced string");

}

//callie method

public static boolean isBalanced(String str)

{

Stack<Character> stack=new Stack<Character>();

for(int i=0;i<str.length();i++)

{

char ch=str.charAt(i);

if(ch=='{' || ch=='[' || ch=='(')

{

stack.push(ch);

}

else if(ch==')' && !stack.isEmpty() && stack.peek()=='(')

{

stack.pop();

}

else if(ch==']' && !stack.isEmpty() && stack.peek()=='[')

{

stack.pop();

}

else if(ch=='}' && !stack.isEmpty() && stack.peek()=='{')

{

stack.pop();

}

else

{

return false;

}

}

return stack.isEmpty();

}

}

Set

======

It is a child interface of Collection interface.

If we want to represent group of individual objects in a single entity where duplicate objects are not allowed and order is not preserved then we need to use Set interface.
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![java45.1.png](data:image/png;base64,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)

HashSet

=======

The underlying data structure is Hashtable.

Duplicate objects are not allowed.

Insertion order is not preserved because it will take hash code of an object.

Hetrogeneous objects are allowed.

Null insertion is possible.

ex:

import java.util.\*;

class Test

{

public static void main(String[] args)

{

HashSet hs=new HashSet();

hs.add("one");

hs.add("six");

hs.add("nine");

System.out.println(hs);//[nine, six, one]

hs.add("one");

System.out.println(hs);//[nine, six, one]

hs.add(10);

System.out.println(hs);//[nine, six, one, 10]

hs.add(null);

System.out.println(hs);//[null, nine, six, one, 10]

}

}

LinkedHashSet

==============

It is a child class of HashSet class.

LinkedHashSet is exactly same as HashSet class with following differences.

HashSet LinkedHashSet

------------- ----------------

The underlying data structure is Hashtable. The underlying data structure is Hashtable and

LinkedList.

Insertion order is not preserved. Insertion order is preserved.

It is introduced in 1.2v. It is introduced in 1.4v.

ex:

import java.util.\*;

class Test

{

public static void main(String[] args)

{

LinkedHashSet lhs=new LinkedHashSet();

lhs.add("one");

lhs.add("six");

lhs.add("nine");

System.out.println(lhs);//[one, six, nine]

lhs.add("one");

System.out.println(lhs);//[one, six, nine]

lhs.add(10);

System.out.println(lhs);//[one, six, nine, 10]

lhs.add(null);

System.out.println(lhs);//[one, six, nine, 10, null]

}

}

Class 46:-

============

Q) Write a java program to display distinct elements from given array?

input:

1 2 2 3 3 3 4 4 4 4

output:

1 2 3 4

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

int[] arr={1,2,2,3,3,3,4,4,4,4};

Set<Integer> set = new LinkedHashSet<Integer>();

//for each loop

for(int i:arr)

{

set.add(i);

}

set.forEach(element -> System.out.print(element+" "));

}

}

TreeSet

=======

The underlying datastructure is Balanced Tree.

Duplicate objects are not allowed.

Insertion order is not preserved because it will take sorting order.

Hetrogeneous objects are not allowed. If we try to insert hetrogeneous objects then we will get ClassCastException.

Null insertion is not possible. If we insert null then we will get NullPointerException.

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

TreeSet ts=new TreeSet();

ts.add(10);

ts.add(1);

ts.add(5);

ts.add(7);

System.out.println(ts); // [1,5,7,10]

ts.add(1);

System.out.println(ts); // [1,5,7,10]

//ts.add("one");

//System.out.println(ts); // R.E ClassCastException

//ts.add(null);

//System.out.println(ts); // R.E NullPointerException

}

}

Q) What is the difference between Comparable and Comparator interface?

Comparable

----------

Comparable is an interface which is present in java.lang package.

Comparable interface contains only one method i.e compareTo() method.

If we depend upon default natural sorting order then we need to use Comparable interface.

ex:

obj1.compareTo(obj2)

It returns -ve if obj1 comes before obj2

It returns +ve if obj1 comes after obj2

it returns 0 if both objects are same

ex:

---

class Test

{

public static void main(String[] args)

{

System.out.println("A".compareTo("Z")); // -25

System.out.println("Z".compareTo("A")); // 25

System.out.println("K".compareTo("K")); // 0

}

}

Comparator

-----------

Comparator is an interface which is present in java.util package.

Comparator interface contains following two methods i.e compare() and equals() method.

If we depend upon customized sorting order then we need to use Comparator interface.

ex:

public int compare(Object obj1,Object obj2)

It returns +ve if obj1 comes before obj2

It returns -ve if obj1 comes after obj2

it returns 0 if both objects are same

Implementation of equals() method is optional because it is present in Object class which is available to the class through inheritance.

Implementation of compare() method is mandatory.

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

TreeSet<Integer> ts=new TreeSet<Integer>(new MyComparator());

ts.add(10);

ts.add(1);

ts.add(5);

ts.add(7);

System.out.println(ts);//[10, 7, 5, 1]

}

}

class MyComparator implements Comparator

{

public int compare(Object obj1,Object obj2)

{

Integer i1=(Integer)obj1;

Integer i2=(Integer)obj2;

if(i1<i2)

return 1;

else if(i1>i2)

return -1;

else

return 0;

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

TreeSet<Integer> ts=new TreeSet<Integer>(new MyComparator());

ts.add(10);

ts.add(1);

ts.add(5);

ts.add(7);

System.out.println(ts);//[1, 5, 7, 10]

}

}

class MyComparator implements Comparator

{

public int compare(Object obj1,Object obj2)

{

Integer i1=(Integer)obj1;

Integer i2=(Integer)obj2;

if(i1<i2)

return -1;

else if(i1>i2)

return 1;

else

return 0;

}

}

Q) Write a java program to compare two dates?

import java.time.\*;

class Test

{

public static void main(String[] args)

{

LocalDate date1=LocalDate.now();

LocalDate date2=LocalDate.of(2024,10,15);

if(date1.compareTo(date2)>0)

System.out.println("date1 is biggest");

else if(date1.compareTo(date2)<0)

System.out.println("date2 is biggest");

else

System.out.println("Both are same");

}

}

Map

====

It is not a child interface of Collection interface.

If we want to represent group of individual objects in key and value pair then we need to use

Map interface.

Key and value both must be objects.

Key can't be duplicate but value can be duplicate.

Each key and value pair is called single/one entry.

Diagram: class46.1
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HashMap

=========

The underlying data structure is Hashtable.

Duplicate key is not allowed but value can be duplicate.

Insertion order is not preserved because it will take hash code of a key.

Hetrogeneous objects are allowed for both key and value.

Null insertion is possible for both key and value.

ex:

--

import java.util.\*;

class Test

{

public static void main(String[] args)

{

HashMap hm=new HashMap();

hm.put("one","raja");

hm.put("six","jose");

hm.put("nine","brook");

hm.put("five","alan");

System.out.println(hm);//{nine=brook, six=jose, one=raja, five=alan}

hm.put("one","gogo");

System.out.println(hm);//{nine=brook, six=jose, one=gogo, five=alan}

hm.put(10,100);

System.out.println(hm);//{nine=brook, six=jose, one=gogo, 10=100, five=alan}

hm.put(null,null);

System.out.println(hm);//{null=null, nine=brook, six=jose, one=gogo, 10=100, five=alan}

}

}

LinkedHashMap

==============

LinkedHashMap is a child class of HashMap class.

LinkedHashMap is exactly same as HashMap class with following differences.

HashMap LinkedHashMap

------------ ---------------

The underlying data structure is Hashtable. The underlying data structure is Hashtable and

LinkedList.

Insertion order is not preserved. Insertion order is preserved.

It is introduced in 1.2v. It is introduced in 1.4v.

import java.util.\*;

class Test

{

public static void main(String[] args)

{

LinkedHashMap lhm=new LinkedHashMap();

lhm.put("one","raja");

lhm.put("six","jose");

lhm.put("nine","brook");

lhm.put("five","alan");

System.out.println(lhm);//{one=raja, six=jose, nine=brook, five="alan"}

lhm.put("one","gogo");

System.out.println(lhm);//{one=gogo, six=jose, nine=brook, five="alan"}

lhm.put(10,100);

System.out.println(lhm);//{one=gogo, six=jose, nine=brook, five="alan", 10=100}

lhm.put(null,null);

System.out.println(lhm);//{one=gogo, six=jose, nine=brook, five="alan", 10=100, null=null}

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

Map<String,String> map=new LinkedHashMap<String,String>();

map.put("one","raja");

map.put("two","ravi");

map.put("three","ramana");

Set s=map.keySet();

System.out.println(s);

Collection c=map.values();

System.out.println(c);

Set s1=map.entrySet();

System.out.println(s1);

}

}

Class 47:-

============

TreeMap

========

The underlying data structure is RED BLACK TREE.

Duplicate key is not allowed but value can be duplicate.

Insertion order is not preseved because it takes sorting order of key.

If we depend upon default natural sorting order then key must be homogeneous and Comparable.

If we depend upon customized sorting order then key must be hetrogeneous and Non-Comparable.

Key can't be null but value can be null.

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

TreeMap<Integer,String> tm=new TreeMap<Integer,String>();

tm.put(10,"ten");

tm.put(1,"one");

tm.put(5,"five");

tm.put(7,"seven");

System.out.println(tm); // {1=one, 5=five, 7=seven, 10=ten}

tm.put(1,"gogo");

System.out.println(tm);//{1=gogo, 5=five, 7=seven, 10=ten}

tm.put(4,null);

System.out.println(tm); //{1=gogo, 4=null, 5=five, 7=seven, 10=ten}

tm.put(null,"four");

System.out.println(tm); //R.E NullPointerException

}

}

Hashtable

=========

The underlying data structure is Hashtable.

Duplicate key is not allowed but value can be duplicate.

Insertion order is not preserved because it takes descending order of key.

Hetrogeneous objects are allowed for both key and value.

Null insertion is not possible for both key and value.

ex:

----

import java.util.\*;

class Test

{

public static void main(String[] args)

{

Hashtable ht=new Hashtable();

ht.put(1,"one");

ht.put(10,"ten");

ht.put(5,"five");

ht.put(3,"three");

System.out.println(ht);//{10=ten, 5=five, 3=three, 1=one}

ht.put(1,"gogo");

System.out.println(ht);//{10=ten, 5=five, 3=three, 1=gogo}

ht.put("four",4);

System.out.println(ht);//{10=ten, 5=five, four=4, 3=three, 1=gogo}

//ht.put(6,null);

//System.out.println(ht); //R.E NullPointerException

//ht.put(null,"six");

//System.out.println(ht); // R.E NullPointerException

}

}

Diagram: class47.1
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Q) Write a java program to display number of occurance of a given string?

input:

This is is java class class

output:

This=1 is=2 java=1 class=2

ex:

import java.util.\*;

class Test

{

public static void main(String[] args)

{

String str="This is is java class class";

String[] sarr=str.split(" ");

Map<String,Integer> map=new LinkedHashMap<String,Integer>();

for(String s:sarr)

{

if(map.get(s)!=null)

{

map.put(s,map.get(s)+1);

}

else

{

map.put(s,1);

}

}

map.forEach((key,value)-> System.out.print(key+"="+value+" "));

}

}

Q) Write a java program to display number of occurance of a given string?

input:

java

output:

j=1 a=2 v=1

ex:

import java.util.\*;

class Test

{

public static void main(String[] args)

{

String str="java";

char[] carr=str.toCharArray();

Map<Character,Integer> map=new LinkedHashMap<Character,Integer>();

for(char c:carr)

{

if(map.get(c)!=null)

{

map.put(c,map.get(c)+1);

}

else

{

map.put(c,1);

}

}

map.forEach((key,value)-> System.out.print(key+"="+value+" "));

}

}

Q) Write a java program to display lucky number from given array?

input:

1 1 2 3 3 3 4 4

output:

3

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

int[] arr={1,1,2,3,3,3,4,4};

System.out.println(luckyNumber(arr));

}

//callie method

public static int luckyNumber(int[] arr)

{

Map<Integer,Integer> map=new HashMap<Integer,Integer>();

for(int i:arr)

{

if(map.containsKey(i))

{

map.put(i,map.get(i)+1);

}

else

{

map.put(i,1);

}

}

int x=0;

int max=-1;

for(Map.Entry<Integer,Integer> entry:map.entrySet())

{

if(entry.getKey() == entry.getValue())

{

x = entry.getKey();

max = Math.max(x,max);

}

}

return max;

}

}

Types of Cursors in java

===================

Cursors are used to read the objects one by one from Collections.

We have three types of cursors.

1) Enumeration

2) Iterator

3) ListIterator

1) Enumeration

--------------

It is used to read the objects one by one from legacy Collection objects.

We can create Enumeration object as follow.

ex:

Enumeration e=v.elements();

Enumeration interface contains two methods.

ex:

public boolean hasMoreElements();

public Object nextElement();

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

Vector v=new Vector();

for(int i=1;i<=10;i++)

{

v.add(i);

}

System.out.println(v); //[1,2,3,4,5,6,7,8,9,10]

Enumeration e=v.elements();

while(e.hasMoreElements())

{

Integer i=(Integer)e.nextElement();

System.out.print(i+" ");

}

}

}

Limitations with Enumeration

---------------------------

Enumeration is used to read objects one by one from legacy Collections objects only.Hence it is a not a universal cursor.

Using Enumeration we can perform read operation but not remove operation.

To overcome this limitation Sun Micro System introduced Iterator.

2) Iterator

------------

Iterator is used to read objects one by one from any Collection object.Hence it is a universal cursor.

Using Iterator we can perform read and remove operations.

We can create Iterator object as follow.

ex:

Iterator itr=al.iterator();

Iterator interface contains following three methods.

ex:

public boolean hasNext();

public Object next();

public void remove();

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList al=new ArrayList();

for(int i=1;i<=10;i++)

{

al.add(i);

}

System.out.println(al);//[1,2,3,4,5,6,7,8,9,10]

Iterator itr=al.iterator();

while(itr.hasNext())

{

Integer i=(Integer)itr.next();

if(i%2==0)

System.out.println(i+" ");

else

itr.remove();

}

System.out.println(al);//[2,4,6,8,10]

}

}

Limitations with Iterator

------------------------

Using Enumeration and Iterator we can read objects only in forward direction but not in backward direction.Hence they are not bi-directional cursors.

Using Iterator we can perform read and remove operations but not adding and replacement of new object.

To overcome this limitation Sun Micro System introduced ListIterator.

3) ListIterator

-------------

It is a child interface of Iterator interface.

ListIterator is used to read objects only from List Collection objects.

Using Listiterator we can perform read , remove, adding and replacement of new objects.

We can create ListIterator object as follow.

ex:

ListIterator litr=al.listIterator();

ListIterator interface contains following methods.

ex:

public boolean hasNext()

public Object next()

public void remove()

public boolean hasPrevious()

public Object previous()

public int nextIndex()

public int previousIndex()

public void set(Object o)

public void add(Object o)

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList al=new ArrayList();

al.add("bala");

al.add("venki");

al.add("chiru");

al.add("nag");

ListIterator litr=al.listIterator();

while(litr.hasNext())

{

String s=(String)litr.next();

System.out.println(s);

}

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList al=new ArrayList();

al.add("bala");

al.add("venki");

al.add("chiru");

al.add("nag");

ListIterator litr=al.listIterator();

while(litr.hasNext())

{

String s=(String)litr.next();

if(s.equals("bala"))

{

litr.remove();

}

}

System.out.println(al); //[venki,chiru,nag]

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList al=new ArrayList();

al.add("bala");

al.add("venki");

al.add("chiru");

al.add("nag");

ListIterator litr=al.listIterator();

while(litr.hasNext())

{

String s=(String)litr.next();

if(s.equals("bala"))

{

litr.add("charan");

}

}

System.out.println(al); //[bala, charan, venki, chiru, nag]

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

ArrayList al=new ArrayList();

al.add("bala");

al.add("venki");

al.add("chiru");

al.add("nag");

ListIterator litr=al.listIterator();

while(litr.hasNext())

{

String s=(String)litr.next();

if(s.equals("bala"))

{

litr.set("charan");

}

}

System.out.println(al); //[charan, venki, chiru, nag]

}

}

Diagram: class47.2

Class 48:-

============

Multithreading

===============

Q) What is the difference between Thread and Process?

Thread

------

It is a leight weight sub process.

We can run multiple threads concurently.

One thread can communicate with another thread.

Process

-------

It is a collection of threads.

We can run multiple process concurently.

One process can't communicate with another process.

Multitasking

============

Executing several task simultenously such concept is called multitasking.

We have two types of multitasking.

1) Thread based multitasking

2) Process based multitasking

1) Thread based multitasking

------------------------------

Executing several task simultenously where each task is a same part of a program.

It is best suitable for programmatic level.

2) Process based multitasking

---------------------------

Executing several task simultenously where each task is a independent process.

It is best suitable for OS level.

MultiThreading

===============

Executing several threads simultenously such concept is called multithreading.

In multithreading only 10% of work should be done by a programmer and 90% of work will be done by JAVA API.

The main important application area of multithreading are.

1) To implements multi media graphics.

2) To develop video games.

3) To develop animations.

Ways to start a thread in java

=============================

There are two ways to start a thread in java.

1) By extending Thread class

2) By implementing Runnable interface

1) By extending Thread class

----------------------------

class MyThread extends Thread

{

public void run()

{

for(int i=1;i<=5;i++)

{

System.out.println("Child-Thread");

}

}

}

class Test

{

public static void main(String[] args)

{

//instantitate a thread

MyThread t=new MyThread();

//start a thread

t.start();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

case1: Thread Schedular

-----------------------

If multiple threads are waiting for execution which thread has to be executed will decided by thread schedular.

What algorithm, behaviour, mechanism used by thread schedular is depends upon JVM vendor.

Hence we can't expect any execution order or exact output in multithreading.

case2: Difference between t.start() method and t.run() method

--------------------------------------------------------------

If we invoke t.start() method then a new thread will be created which is responsible to execute run() method automatically.

class MyThread extends Thread

{

public void run()

{

for(int i=1;i<=5;i++)

{

System.out.println("Child-Thread");

}

}

}

class Test

{

public static void main(String[] args)

{

//instantitate a thread

MyThread t=new MyThread();

//start a thread

t.start();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

If we invoke t.run() method then no new thread will be created but run() method will execute just like normal method.

ex:

class MyThread extends Thread

{

public void run()

{

for(int i=1;i<=5;i++)

{

System.out.println("Child-Thread");

}

}

}

class Test

{

public static void main(String[] args)

{

//instantitate a thread

MyThread t=new MyThread();

//no new thread

t.run();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

case3: If we won't override run() method

-------------------------------------------------------

If we won't override run() method then Thread class run() method will execute automatically.

Thread class run() method is empty implementation.Hence we won't get any output from child thread.

ex:

---

class MyThread extends Thread

{

}

class Test

{

public static void main(String[] args)

{

//instantitate a thread

MyThread t=new MyThread();

//start a thread

t.start();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

case4: If we overload run() method

----------------------------------

If we overload run() method then Thread class start() method always execute run() method with zero arguments only.

ex:

---

class MyThread extends Thread

{

public void run(int i)

{

System.out.println("int-arg method");

}

public void run()

{

System.out.println("0-arg method");

}

}

class Test

{

public static void main(String[] args)

{

//instantitate a thread

MyThread t=new MyThread();

//start a thread

t.start();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

case 5: Life cycle of a thread

-------------------------------

Diagram: class48.1
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Once if we create thread then our thread will be in new or born state.

Once if we call t.start() method our thread goes to ready/runnable state.

If thread schedular allocates to CPU then our thread enters to running state.

Once the run() method execution is completed then our thread goes to dead state.

2) By implementing Runnable interface

---------------------------------------

class MyRunnable implements Runnable

{

public void run()

{

for(int i=1;i<=5;i++)

{

System.out.println("Child-Thread");

}

}

}

class Test

{

public static void main(String[] args)

{

MyRunnable r=new MyRunnable();

Thread t=new Thread(r); // r is a targatable interface

t.start();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

Setting and getting name of a thread

=====================================

In java, every thread has a name. Explicitly provided by the programmer or automatically generated by the JVM.

We have following methods to set and get name of a thread.

ex:

public final void setName(String name);

public final String getName();

ex:

---

class MyThread extends Thread

{

}

class Test

{

public static void main(String[] args)

{

System.out.println(Thread.currentThread().getName());// main

MyThread t=new MyThread();

System.out.println(t.getName());//Thread-0

Thread.currentThread().setName("Parent-Thread");

System.out.println(Thread.currentThread().getName());//Parent-Thread

t.setName("Child-Thread");

System.out.println(t.getName());//Child-Thread

}

}

Thread priority

================

In java, every thread has a priority explicitly provided by the programmer and automatically generated by JVM.

The valid range of thread priority is 1 to 10. Where 1 is a least priority and 10 is a highest priority.

If we take more then 10 priority then we will get IllegalArgumentException.

Thread class defines following standard constants as thread priority.

ex:

Thread.MAX\_PRIORITY - 10

Thread.NORM\_PRIORITY - 5

Thread.MIN\_PRIORITY - 1

We don't have such constants like LOW\_PRIORITY and HIGH\_PRIORITY.

A thread which is having highest priority will be executed first.

If multiple threads having same priority then we can't expect any execution order.

Thread schedular uses thread priorities while allocating to CPU.

We have following methods to set and get thread priority.

ex:

public final void setPriority(int priority)

public final int getPriority()

ex

---

class MyThread extends Thread

{

}

class Test

{

public static void main(String[] args)

{

System.out.println(Thread.currentThread().getPriority());// 5

MyThread t=new MyThread();

System.out.println(t.getPriority());//5

Thread.currentThread().setPriority(10);

System.out.println(Thread.currentThread().getPriority());//10

t.setPriority(4);

System.out.println(t.getPriority());//4

//t.setPriority(11);//R.E IllegalArgumentException

}

}

Daemon Thread

=============

Daemon thread is a service provider thread which provides services to user threads.

Life of daemon thread is depends upon user threads because when user threads died then daemon thread will die automatically.

There are many daemon thread are running internally like Garbage collector , finalizer and etc.

We can start a daemon thread by using setDeamon(true) method.

To check a thread is a daemon or not we will use isDaemon() method.

ex:

---

class MyThread extends Thread

{

public void run()

{

for(int i=1;i<=5;i++)

{

System.out.println(Thread.currentThread().isDaemon());

System.out.println("Child-Thread");

}

}

}

class Test

{

public static void main(String[] args)

{

MyThread t=new MyThread();

t.setDaemon(true);

t.start();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

Assignment

===========

class Employee

{

private int empId;

private String empName;

private double empSal;

//parameterized constructor

//setter and getter methods

}

interface IEmployee

{

public List<Employee> getAllEmployees();

}

class EmployeeImpl implements IEmployee

{

public List<Employee> getAllEmployees()

{

List<Employee> list=new ArrayList<Employee>();

list.add(new Employee(101,'raja',1000d));

list.add(new Employee(102,'ravi',2000d));

list.add(new Employee(103,'ramana',3000d));

return list;

}

}

Class 49:-

============

Various ways to prevent a thread from execution

===============================================

There are three ways to prevent(stop) a thread from execution.

1) yield()

2) join()

3) sleep()

1) yield()

-----------

It pause the current execution thread and gives the chance to other threads having same

priority.

If there is no waiting threads or low priority threads then same thread will continue

it's execution.

If multiple waiting threads having same priority then we can't expect any execution order.

ex:

public static native void yield();

Diagram: class49.1

class MyThread extends Thread

{

public void run()

{

for(int i=1;i<=5;i++)

{

Thread.currentThread().yield();

System.out.println("Child-Thread");

}

}

}

class Test

{

public static void main(String[] args)

{

MyThread t=new MyThread();

t.start();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

2) join()

----------

If a thread wants to wait untill the completion of some other threads then we need to

join().

A join() method throws one checked exception called InterruptedException so we must

and should handle that exception by using try and catch block or by using throws stmt.

ex:

public final void join()throws InterruptedException

public final void join(long ms)throws InterruptedException

public final void join(long ms,int ns)throws InterruptedException

Diagram: class49.2

class MyThread extends Thread

{

public void run()

{

for(int i=1;i<=5;i++)

{

System.out.println("Child-Thread");

}

}

}

class Test

{

public static void main(String[] args)throws InterruptedException

{

MyThread t=new MyThread();

t.start();

t.join();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

3) sleep()

-----------

If a thread don't want to perform any operation on perticular amount of time then we

need to use sleep() method.

A sleep() method throws one checked exception so we must and should handle that exception

by using try and catch block or by using throws statement.

ex:

public static native void sleep()throws InterruptedException

public static native void sleep(long ms)throws InterruptedException

public static native void sleep(long ms,int ns)throws InterruptedException

Diagram: class49.3
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ex:

---

class MyThread extends Thread

{

public void run()

{

for(int i=1;i<=5;i++)

{

System.out.println("Child-Thread");

try

{

Thread.sleep(2000);

}

catch (InterruptedException ie)

{

ie.printStackTrace();

}

}

}

}

class Test

{

public static void main(String[] args)

{

MyThread t=new MyThread();

t.start();

for(int i=1;i<=5;i++)

{

System.out.println("Parent-Thread");

}

}

}

Problem without synchronization

===============================

If there is no sychronization then we will face following problems.

1) Data inconsistency

2) Thread interference

ex:

---

class Table

{

void printTable(int n)

{

for(int i=1;i<=5;i++)

{

System.out.println(n\*i);

try

{

Thread.sleep(2000);

}

catch (InterruptedException ie)

{

ie.printStackTrace();

}

}

}

}

class MyThread1 extends Thread

{

Table t;

MyThread1(Table t)

{

this.t=t;

}

public void run()

{

t.printTable(5);

}

}

class MyThread2 extends Thread

{

Table t;

MyThread2(Table t)

{

this.t=t;

}

public void run()

{

t.printTable(10);

}

}

class Test

{

public static void main(String[] args)

{

Table obj=new Table();

MyThread1 t1=new MyThread1(obj);

MyThread2 t2=new MyThread2(obj);

t1.start();

t2.start();

}

}

synchronization

================

A synchronized keyword is applicable for methods and blocks.

A synchronization is allowed one thread to execute given object. Hence we achieve thread safety.

The main advantage of synchronization is we solve data inconsistence problem.

The main disadvantage of synchronization is ,it will increase waiting time of a thread which reduce the performance of the system.

If there is no specific requirement then it is never recommanded to use synchronization concept.

synchronization internally uses lock mechanism.

Whenever a thread wants to access object , first it has to acquire lock of an object and thread will release the lock when it completes it's task.

When a thread wants to execute synchronized method.It automatically gets the lock of an object.

When one thread is executing synchronized method then other threads are not allowed to execute other synchronized methods in a same object concurently.But other threads are allowed to execute non-synchronized method concurently.

ex:

class Table

{

synchronized void printTable(int n)

{

for(int i=1;i<=5;i++)

{

System.out.println(n\*i);

try

{

Thread.sleep(2000);

}

catch (InterruptedException ie)

{

ie.printStackTrace();

}

}

}

}

class MyThread1 extends Thread

{

Table t;

MyThread1(Table t)

{

this.t=t;

}

public void run()

{

t.printTable(5);

}

}

class MyThread2 extends Thread

{

Table t;

MyThread2(Table t)

{

this.t=t;

}

public void run()

{

t.printTable(10);

}

}

class Test

{

public static void main(String[] args)

{

Table obj=new Table();

MyThread1 t1=new MyThread1(obj);

MyThread2 t2=new MyThread2(obj);

t1.start();

t2.start();

}

}

synchronized block

====================

If we want to perform synchronization on specific resource of a program then we need to use

synchronization.

ex:

If we have 100 lines of code and if we want to perform synchronization only for

10 lines then we need to use synchronized block.

If we keep all the logic in synchronized block then it will act as a synchronized method.

ex:

class Table

{

void printTable(int n)

{

synchronized(this)

{

for(int i=1;i<=5;i++)

{

System.out.println(n\*i);

try

{

Thread.sleep(2000);

}

catch (InterruptedException ie)

{

ie.printStackTrace();

}

}

}//sync

}

}

class MyThread1 extends Thread

{

Table t;

MyThread1(Table t)

{

this.t=t;

}

public void run()

{

t.printTable(5);

}

}

class MyThread2 extends Thread

{

Table t;

MyThread2(Table t)

{

this.t=t;

}

public void run()

{

t.printTable(10);

}

}

class Test

{

public static void main(String[] args)

{

Table obj=new Table();

MyThread1 t1=new MyThread1(obj);

MyThread2 t2=new MyThread2(obj);

t1.start();

t2.start();

}

}

3)Static synchronization

====================

In static synchronization the lock will be on class but not on object.

If we declare any static method as synchronized then it is called static synchronization method.

ex:

class Table

{

static synchronized void printTable(int n)

{

for(int i=1;i<=5;i++)

{

System.out.println(n\*i);

try

{

Thread.sleep(2000);

}

catch (InterruptedException ie)

{

ie.printStackTrace();

}

}

}

}

class MyThread1 extends Thread

{

public void run()

{

Table.printTable(5);

}

}

class MyThread2 extends Thread

{

public void run()

{

Table.printTable(10);

}

}

class Test

{

public static void main(String[] args)

{

MyThread1 t1=new MyThread1();

MyThread2 t2=new MyThread2();

t1.start();

t2.start();

}

}

.Inter-Thread Communication

========================

Two threads can communicate with one another by using wait(),notify() and notifyAll() method.

The Thread which is expecting updations it has to wait() method and the thread which is performing updations it has to call notify() method.

wait(),notify() and notifyAll() method present in Object class but not in Thread class.

To call wait(),notify() and notifyAll() method our current thread must be in a synchronized area otherwise we will get IllegalMonitorStateException.

Once a thread calls wait() method on a given object ,1st it will release the lock of that object immediately and entered into waiting state.

Once a thread calls notify() and notifyAll() method on a given object.It will release the lock of that object but not immediately.

Except wait(),notify() and notifyAll() method ,there is no such concept where lock release can happen.

ex:

class MyThread extends Thread

{

int total=0;

public void run()

{

synchronized(this)

{

System.out.println("Child Thread started calculation");

for(int i=1;i<=10;i++)

{

total=total+i;

}

System.out.println("Child thread giving notification");

this.notify();

}

}

}

class Test

{

public static void main(String[] args)throws InterruptedException

{

MyThread t=new MyThread();

t.start();

synchronized(t)

{

System.out.println("Main Thread waiting for updating");

t.wait();

System.out.println("Main -Thread got notification ");

System.out.println(t.total);

}

}

}

DeadLock in java

===============

DeadLock will occur in a suitation when one thread is waiting to access

object lock which is acquired by another thread and that thread is waiting

to access object lock which is acquired by first thread.

Here both the threads are waiting release the thread but no body will

release such situation is called DeadLock.

ex:

class Test

{

public static void main(String[] args)

{

final String res1="hi";

final String res2="bye";

Thread t1=new Thread()

{

public void run()

{

synchronized(res1)

{

System.out.println("Thread1: Locking Resource 1");

synchronized(res2)

{

System.out.println("Thread1: Locking Resource2");

}

}

}

};

Thread t2=new Thread()

{

public void run()

{

synchronized(res2)

{

System.out.println("Thread2: Locking Resource 2");

synchronized(res1)

{

System.out.println("Thread1: Locking Resource 1");

}

}

}

};

t1.start();

t2.start();

}

}

Drawbacks of multithreading

======================

1)DeadLock

2)Thread Starvation

Class 50:-

============

Java 8 Features

================

Functional Interface

====================

Interface which contains only one abstract method is called functional interface.

It can have any number of default methods and static methods.

It is also known as SAM interface or Single Abstract Method interface.

The main objective of functional interface is to achieve functional programming.

ex:

a = f1()

{

}

f1(f2(){})

{

}

@FunctionalInterface annotation is used to declare functional interface and it is optional.

ex:

---

@FunctionalInterface

interface A

{

public abstract void m1();

}

class B implements A

{

public void m1()

{

System.out.println("M1-Method");

}

}

class Test

{

public static void main(String[] args)

{

A a=new B();

a.m1();

}

}

ex:

---

@FunctionalInterface

interface A

{

public abstract void m1();

}

class Test

{

public static void main(String[] args)

{

A a=new A()

{

public void m1()

{

System.out.println("From M1 Method");

}

};

a.m1();

}

}

Lamda Expression

=================

Lamda expression introduced in Java 8.

It is used to concise the code.

We can use lamda expression when we have functional interface.

Lamda expression consider as method.

The main objective of lamda expression is to achieve functional programming.

Lamda expression does not allow name, returntype and modifier.

ex:

Java method

-----------

public void m1()

{

System.out.println("M1 Method");

}

Lamda Expression

---------------

()->

{

System.out.println("M1 Method");

};

ex:

---

@FunctionalInterface

interface A

{

public abstract void m1();

}

class Test

{

public static void main(String[] args)

{

A a=()->

{

System.out.println("M1 Method");

};

a.m1();

}

}

ex:

---

@FunctionalInterface

interface A

{

public abstract void m1(int i,int j);

}

class Test

{

public static void main(String[] args)

{

A a=(int i,int j)->

{

System.out.println(10+20);

};

a.m1(10,20);

}

}

ex:

---

@FunctionalInterface

interface A

{

public abstract int m1(int i,int j);

}

class Test

{

public static void main(String[] args)

{

A a=(int i,int j)->

{

return i+j;

};

System.out.println(a.m1(100,200));

}

}

default methods in interface

=============================

Java provides facility to declare default methods in interface.

If we declare any method in interface and tagged with default keyword is called default method.

It is a non-abstract method.

It can be override.

ex:

---

interface A

{

//abstract method

public abstract void m1();

//default method

default void m2()

{

System.out.println("M2 Method");

}

}

class B implements A

{

public void m1()

{

System.out.println("M1 Method");

}

}

class Test

{

public static void main(String[] args)

{

A a=new B();

a.m1();

a.m2();

}

}

ex:

--

interface A

{

//abstract method

public abstract void m1();

//default method

default void m2()

{

System.out.println("M2 Method");

}

}

class B implements A

{

public void m1()

{

System.out.println("M1 Method");

}

public void m2()

{

System.out.println("M2 Method Override");

}

}

class Test

{

public static void main(String[] args)

{

A a=new B();

a.m1();

a.m2();

}

}

Using default methods of an interface we can achieve multiple inheritance in java.

ex:

---

interface Right

{

default void m1()

{

System.out.println("Right-M1 Method");

}

}

interface Left

{

default void m1()

{

System.out.println("Left-M1 Method");

}

}

class Middle implements Right,Left

{

public void m1()

{

System.out.println("Middle-M1 Method");

}

}

class Test

{

public static void main(String[] args)

{

Middle m=new Middle();

m.m1();

}

}

ex:

--

interface Right

{

default void m1()

{

System.out.println("Right-M1 Method");

}

}

interface Left

{

default void m1()

{

System.out.println("Left-M1 Method");

}

}

class Middle implements Right,Left

{

public void m1()

{

Right.super.m1();

}

}

class Test

{

public static void main(String[] args)

{

Middle m=new Middle();

m.m1();

}

}

ex:

---

interface Right

{

default void m1()

{

System.out.println("Right-M1 Method");

}

}

interface Left

{

default void m1()

{

System.out.println("Left-M1 Method");

}

}

class Middle implements Right,Left

{

public void m1()

{

Left.super.m1();

}

}

class Test

{

public static void main(String[] args)

{

Middle m=new Middle();

m.m1();

}

}

static methods in interface

======================

Java provides facility to declare static methods in interface.

If we declare any method in interface and tagged with static keyword is called static method.

It is a non-abstract method.

It can't be override.

ex:

---

interface A

{

static void m1()

{

System.out.println("M1 Method");

}

}

class Test

{

public static void main(String[] args)

{

A.m1();

}

}

Stream API

===========

Stream API introduced in Java 8.

It is used to perform bulk operations on Collections.

If we want to process the objects from Collections we need to use Stream API.

It is present in java.util.stream package.

ex:

---

import java.util.\*;

import java.util.stream.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,8,1,2,5,9,4);

List<Integer> newList=list.stream().filter(i->i%2==0).collect(Collectors.toList());

System.out.println(newList);

}

}

ex:

---

import java.util.\*;

import java.util.stream.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,8,1,2,5,9,4);

long count=list.stream().filter(i->i%2!=0).count();

System.out.println(count);

}

}

ex:

---

import java.util.\*;

import java.util.stream.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,8,1,2,5,9,4);

List<Integer> newList=list.stream().sorted().collect(Collectors.toList());

System.out.println(newList);

}

}

ex:

---

import java.util.\*;

import java.util.stream.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,8,1,2,5,9,4);

List<Integer> newList=list.stream().sorted(Comparator.reverseOrder()).collect(Collectors.toList());

System.out.println(newList);

}

}

ex:

---

import java.util.\*;

import java.util.stream.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,8,1,2,5,9,4);

long minimum=list.stream().min((i1,i2)->i1.compareTo(i2)).get();

System.out.println(minimum);

}

}

ex:

---

import java.util.\*;

import java.util.stream.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,8,1,2,5,9,4);

long maximum=list.stream().max((i1,i2)->i1.compareTo(i2)).get();

System.out.println(maximum);

}

}

ex:

---

import java.util.\*;

import java.util.stream.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,7,8,4,1,2,5,5,9,4);

List<Integer> newList=list.stream().distinct().collect(Collectors.toList());

System.out.println(newList);

}

}

forEach() method

=================

A forEach() method introduced in Java 8.

It is used to iterate the objects from Collections.

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,8,4,1,2,5,9);

list.forEach(element -> System.out.print(element+" "));

}

}

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

Map<Integer,String> map=new LinkedHashMap<Integer,String>();

map.put(1,"one");

map.put(2,"two");

map.put(3,"three");

map.forEach((key,value)-> System.out.print(key+"="+value+" "));

}

}

Method Reference(::)

====================

Method reference introduced in java 8.

Method reference is used to refer method of functional interface.

Method reference is a special type of lambda expression.

ex:

---

import java.util.\*;

class Test

{

public static void main(String[] args)

{

List<Integer> list=Arrays.asList(7,8,4,1,2,5,9);

list.forEach(System.out::println);

}

}

Interview Question

==================

Q) Write a java program to display employee information based on sorting order of employee id?

import java.util.\*;

import java.util.stream.\*;

class Employee

{

private int empId;

private String empName;

private double empSal;

//parameterized constructor

public Employee(int empId,String empName,double empSal)

{

this.empId=empId;

this.empName=empName;

this.empSal=empSal;

}

//getter methods

public int getEmpId()

{

return empId;

}

public String getEmpName()

{

return empName;

}

public double getEmpSal()

{

return empSal;

}

}

class Test

{

public static void main(String[] args)

{

List<Employee> list=new ArrayList<Employee>();

list.add(new Employee(104,"Lisa",4000d));

list.add(new Employee(101,"Alan",1000d));

list.add(new Employee(102,"Ben",2000d));

list.add(new Employee(103,"Jessi",3000d));

List<Employee> newList=list.stream().sorted(Comparator.comparingInt(Employee::getEmpId)).collect(Collectors.toList());

newList.forEach(employee -> System.out.println(employee.getEmpId()+" "+employee.getEmpName()+" "+employee.getEmpSal()));

}

}

Q) Write a java program to display employee information based on sorting order of employee name?

import java.util.\*;

import java.util.stream.\*;

class Employee

{

private int empId;

private String empName;

private double empSal;

//parameterized constructor

public Employee(int empId,String empName,double empSal)

{

this.empId=empId;

this.empName=empName;

this.empSal=empSal;

}

//getter methods

public int getEmpId()

{

return empId;

}

public String getEmpName()

{

return empName;

}

public double getEmpSal()

{

return empSal;

}

}

class Test

{

public static void main(String[] args)

{

List<Employee> list=new ArrayList<Employee>();

list.add(new Employee(104,"Lisa",4000d));

list.add(new Employee(101,"Alan",1000d));

list.add(new Employee(102,"Ben",2000d));

list.add(new Employee(103,"Jessi",3000d));

List<Employee> newList=list.stream().sorted(Comparator.comparing(Employee::getEmpName)).collect(Collectors.toList());

newList.forEach(employee -> System.out.println(employee.getEmpId()+" "+employee.getEmpName()+" "+employee.getEmpSal()));

}

}

Assignment

==========

Q) Write a java program to display duplicate and unique elements from given array?

input:

1 1 2 3 3 4 5 5 6

output:

duplicate elements : 1 3 5

unique elements : 2 4 6