Check your system

First, let's see if we have Git installed. We can do it on different ways

dpkg -l | grep git

The ii in the list means (if there are packages installed, you should see this mark) that the package is correctly installed and available.

apt list git -a

apt-cache pkgnames git

or... Just try run git command :D

As you can see, Git is installed, but nevertheless, we'll try to install it again

# install Git

In order to install Git, you can use multiple ways, we will use apt command.

apt install -y git

In case if package was installed in the same version, you wil lse notification about it. Sometimes system will communicate the posibility of purging the obsolete files. But now we can skip it.

# Did we install Git successfully?

Let's check, by running

git --version

This command will show you version of installed package.

ubuntu $ dpkg -l | grep git

ii git 1:2.25.1-1ubuntu3.2 amd64 fast, scalable, distributed revision control system

ii git-man 1:2.25.1-1ubuntu3.2 all fast, scalable, distributed revision control system (manual pages)

ii libplymouth5:amd64 0.9.4git20200323-0ubuntu6.2 amd64 graphical boot animation and logger - shared libraries

ii librtmp1:amd64 2.4+20151223.gitfa8646d.1-2build1 amd64 toolkit for RTMP streams (shared library)

ii plymouth 0.9.4git20200323-0ubuntu6.2 amd64 boot animation, logger and I/O multiplexer

ii plymouth-theme-ubuntu-text 0.9.4git20200323-0ubuntu6.2 amd64 boot animation, logger and I/O multiplexer - ubuntu text theme

ubuntu $ apt list git -a

Listing... Done

git/focal-updates,focal-security 1:2.25.1-1ubuntu3.5 amd64 [upgradable from: 1:2.25.1-1ubuntu3.2]

git/now 1:2.25.1-1ubuntu3.2 amd64 [installed,upgradable to: 1:2.25.1-1ubuntu3.5]

git/focal 1:2.25.1-1ubuntu3 amd64

ubuntu $ apt-cache pkgnames git

git-phab

gitsome

git-ftp

git-gui

gitlab-shell

git-reintegrate

git-merge-changelog

git2cl

git-review

gitano

git-revise

git-sizer

git-daemon-run

git-lfs

gitbatch

git-man

gitmagic

git-extras

git-remote-gcrypt

git-restore-mtime

github-backup

gitit

gitbrute

gitso

git-svn

git

git-annex-remote-rclone

gitlab-cli

git-daemon-sysvinit

git-publish

git-buildpackage

gitpkg

gitg

gitk

git-build-recipe

gitlab-runner

gitlab-workhorse

gitweb

git-mediawiki

gitinspector

git-quick-stats

git-repair

git-crecord

git-email

git-secret

git-buildpackage-rpm

git-annex

git-crypt

git-debrebase

gitless

gitolite3

gitlabracadabra

git-debpush

git-all

git-cola

gitlint

git-secrets

git-cvs

git-doc

git-dpm

git-flow

git-el

ubuntu $ apt install -y git

Reading package lists... Done

Building dependency tree

Reading state information... Done

Suggested packages:

git-daemon-run | git-daemon-sysvinit git-doc git-el git-email git-gui gitk gitweb git-cvs git-mediawiki git-svn

The following packages will be upgraded:

git

1 upgraded, 0 newly installed, 0 to remove and 165 not upgraded.

Need to get 4557 kB of archives.

After this operation, 41.0 kB of additional disk space will be used.

Get:1 http://archive.ubuntu.com/ubuntu focal-updates/main amd64 git amd64 1:2.25.1-1ubuntu3.5 [4557 kB]

Fetched 4557 kB in 1s (4254 kB/s)

(Reading database ... 72425 files and directories currently installed.)

Preparing to unpack .../git\_1%3a2.25.1-1ubuntu3.5\_amd64.deb ...

Unpacking git (1:2.25.1-1ubuntu3.5) over (1:2.25.1-1ubuntu3.2) ...

Setting up git (1:2.25.1-1ubuntu3.5) ...

ubuntu $ git --version

git version 2.25.1

# Configure git

# Config's must have

let's run

git config --global --list

hm... Don't be surprised if system returned error.

Ok, let's configure the must have things.

At this moment we are working on global table, which means we are setting global configuration, relevant everywhere **for this user**, until overwritten.

So:

--system - table relevant for the whole machine

--global - for the current user

--local (default) for the current repository

Ok, let's make some entries.

git config --global user.name "John Doe"

git config --global user.email johndoe@myemail.com

We created our "personality". Of course it can be overwritten with the --local in any of repos.

And now the file .gitconfig in the root directory of our user exist: ls -al

Let's add one more important thing.

git config --global core.editor vim

Let's see what we have in our config.

git config --list -a ll settings are printed.

git config --list --global - only --global table is listed

git config user.name - selected record is printed.

# Config of the repository

In the background system created a directory and initialized git repo. Let's list the content.

cd test && ls -al

There is a .git directory, which is a hidden one (. on the beginning). This directory is created during git init operation.

What is inside?

ls -al .git

So, what is what? Let's explain the important files /directories.

hooks directory contains all custom hooks. These are small (usually) scripts which have to be executed before commit, or after, before push, etc.

branches - this is deprecated. Don't think about it anymore.

HEAD - pointer to the current branch and its latest commit.

config - configuration file for the repository.

info - the place where you stage the files using git add.

refs - the current state of the whole repo.

objects - commits, trees and blobs are stored here. May be very big.

logs - quite self explanatory.

description - description of the repository.

Ok, so, what we have in config file?

cat .git/config

For now it doesn't contains much. But when you start to work with branches, remote, etc, more lines will appear there.

# Nice to have things

Let's come back to our configuration.

Maybe we will add some colors?

git config --global color.status auto

git config --global color.branch auto

git config --global color.interactive auto

git config --global color.diff auto

git config --global alias.adog "log --all --decorate --oneline --graph"

Explanation. A dog is very popular way to remember the most useful set of parameters for git log.

git config --list

We have a file to commit in the repo. We can do it now, as we configured our user.

git add .

git commit testfile-01 -m "create testfile-01"

And now it is time to execute our alias.

git adog

These are only simple example. You can go crazy here.

ubuntu $ git config --global --list

fatal: unable to read config file '/root/.gitconfig': No such file or directory

ubuntu $ git config --global user.name "John Doe"

ubuntu $ git config --global user.email johndoe@myemail.com

ubuntu $ git config --global core.editor vim

ubuntu $ git config --list

user.name=John Doe

user.email=johndoe@myemail.com

core.editor=vim

ubuntu $ git config --list --global

user.name=John Doe

user.email=johndoe@myemail.com

core.editor=vim

ubuntu $ git config user.name

John Doe

ubuntu $ cd test && ls -al

total 16

drwxr-xr-x 3 root root 4096 Sep 5 10:19 .

drwx------ 5 root root 4096 Sep 5 10:20 ..

drwxr-xr-x 7 root root 4096 Sep 5 10:19 .git

-rw-r--r-- 1 root root 5 Sep 5 10:19 testfile-01

ubuntu $ ls -al .git

total 40

drwxr-xr-x 7 root root 4096 Sep 5 10:19 .

drwxr-xr-x 3 root root 4096 Sep 5 10:19 ..

-rw-r--r-- 1 root root 23 Sep 5 10:19 HEAD

drwxr-xr-x 2 root root 4096 Sep 5 10:19 branches

-rw-r--r-- 1 root root 92 Sep 5 10:19 config

-rw-r--r-- 1 root root 73 Sep 5 10:19 description

drwxr-xr-x 2 root root 4096 Sep 5 10:19 hooks

drwxr-xr-x 2 root root 4096 Sep 5 10:19 info

drwxr-xr-x 4 root root 4096 Sep 5 10:19 objects

drwxr-xr-x 4 root root 4096 Sep 5 10:19 refs

ubuntu $ cat .git/config

[core]

repositoryformatversion = 0

filemode = true

bare = false

logallrefupdates = true

ubuntu $ git config --global color.status auto

ubuntu $ git config --global color.branch auto

ubuntu $ git config --global color.interactive auto

ubuntu $ git config --global color.diff auto

ubuntu $ git config --global alias.adog "log --all --decorate --oneline --graph"

ubuntu $ git config --list

user.name=John Doe

user.email=johndoe@myemail.com

core.editor=vim

color.status=auto

color.branch=auto

color.interactive=auto

color.diff=auto

alias.adog=log --all --decorate --oneline --graph

core.repositoryformatversion=0

core.filemode=true

core.bare=false

core.logallrefupdates=true

ubuntu $ git add .

ubuntu $ git commit testfile-01 -m "create testfile-01"

[master (root-commit) e2a1b49] create testfile-01

1 file changed, 1 insertion(+)

create mode 100644 testfile-01

ubuntu $ git adog

\* e2a1b49 (HEAD -> master) create testfile-01

ubuntu $

# Lesson 3: Commiting the first files

# nitialize the repository

If you start work on the new repository locally (what means repo wasn't cloned earlier), you need to initialize the repository and build all internal structure needed to work with version control. In the nutshell, it will create the .git directory and all content inside (this will be part of another scenario)

## **Step 1**

Create a directory

mkdir test-repo

and navigate there

cd test-repo

The directory is obviously empty

ls -al

Now it is time to initialize repository

git init

Now you should be able to execute status command

git status

And also the .git directory

ls -al

# Commit first file

We are already in proper directory, and git was initialized. Now it is the time to create first file.

touch newfile && echo hello > newfile

Let's check, if git sees the file

git status

In the output you should see that our new file is untracked.

# add file to staging area

It is the time to inform git, that we wish to stage our changes. to do so, execute command

git add newfile

this command added the file to the stage area, what can be seen after

git status

You see that the file is tracked and ready to be commited.

It is important to know, if you stage the file once, you don't need to repeat this action again during the work.

# Commit the file

Now it is the time to commit the file.

Commit is a proces to create a revision of the file. A version which will be stored in Version Control.

Let's be sure that our file is staged

git status

Yes, it is, so let's commit it!

git commit newfile -m "my first commit"

By adding -m <comment> we describe what this commit is about.

We commited a specific file here, a newfile. By using -a instead, we are able to commit all files from repository. By using . we will commit changes from current path recursively.

It is not the place here to explain the best practices how to create commit messages, though.

git status

Now our file is commited and its version is created. Status command shows empty list.

Congratulations, you commited your first file!

Add and commit multiple files

Scenario created some files for you. What was created?

* two directories
* one file in root directory of our repo
* one file in directory
* please notice, one directory is empty

tree

So, how our git status looks?

git status

What we have here?

First, we see one file is ready to be staged. One directory also.

But where are the missing pieces?

file inside the directory is not visibe, as the directory itself is not tracked yet. But Git is aware, that this directory is not empty, therefore we see it as ready to be added.

Second directory is empty, Git knows that, and it decides that adding the directory at this moment is not needed.

Lets add all files in one simple command. Last time we added specific file with git add command. This time we will use

git add .

Let's check

git status

Please, notice the difference. Now, your file is listed as listed to be commited. Empty directory is ommited.

Please be aware of one thing. git add . will add all files **from your current directory and subdirectories, not from repository's root**. If you are in subdirectory, only files from this path will be added.

Now we are ready to commit.

git commit -m "my second commit"

Let's check

git status

You succesfully commited multiple files!

ubuntu $ mkdir test-repo

ubuntu $ cd test-repo

ubuntu $ ls -al

total 8

drwxr-xr-x 2 root root 4096 Sep 5 10:21 .

drwx------ 5 root root 4096 Sep 5 10:21 ..

ubuntu $ git init

Initialized empty Git repository in /root/test-repo/.git/

ubuntu $ git status

On branch master

No commits yet

nothing to commit (create/copy files and use "git add" to track)

ubuntu $ ls -al

total 12

drwxr-xr-x 3 root root 4096 Sep 5 10:21 .

drwx------ 5 root root 4096 Sep 5 10:21 ..

drwxr-xr-x 7 root root 4096 Sep 5 10:21 .git

ubuntu $ touch newfile && echo hello > newfile

ubuntu $ git status

On branch master

No commits yet

Untracked files:

(use "git add <file>..." to include in what will be committed)

newfile

nothing added to commit but untracked files present (use "git add" to track)

ubuntu $ git add newfile

ubuntu $ git status

On branch master

No commits yet

Changes to be committed:

(use "git rm --cached <file>..." to unstage)

new file: newfile

ubuntu $ git status

On branch master

No commits yet

Changes to be committed:

(use "git rm --cached <file>..." to unstage)

new file: newfile

ubuntu $ git commit newfile -m "my first commit"

[master (root-commit) cd636e2] my first commit

1 file changed, 1 insertion(+)

create mode 100644 newfile

ubuntu $ git status

On branch master

nothing to commit, working tree clean

ubuntu $ tree

.

|-- anotherfile

|-- directory

| `-- thirdfile

|-- emptydirectory

`-- newfile

2 directories, 3 files

ubuntu $ git status

On branch master

Untracked files:

(use "git add <file>..." to include in what will be committed)

anotherfile

directory/

nothing added to commit but untracked files present (use "git add" to track)

ubuntu $ git add .

ubuntu $ git status

On branch master

Changes to be committed:

(use "git restore --staged <file>..." to unstage)

new file: anotherfile

new file: directory/thirdfile

ubuntu $ git commit -m "my second commit"

[master e0a4b92] my second commit

2 files changed, 2 insertions(+)

create mode 100644 anotherfile

create mode 100644 directory/thirdfile

ubuntu $ git status

On branch master

nothing to commit, working tree clean

# Lesson 4: Remove file from commit

# Remove files from stage

Let's check, what we have in stage.

But before we do it, we need to navigate to repo's directory.

cd test

git status

Let's imagine the situation, you want to remove all staged files from index for some reason. Honestly speaking, if you need to do so, please, revise your approach to work :)

Anyway, we have 4 files in stage. Let's remove testfile-01

git rm --cached testfile-01

git status

Great! We removed one file from stage. What about three others?

Yes, we can do the same command like before and change the name of the file in the command. But what if we have 10 files? 100?

git rm --cached -r .

please notice, we used . to say everything from here and -r which means recursive.

Our stage should be empty and all files ready for being staged.

git status

Yes, our assumption was correct!

NEXT

# Restore previous state of the file

Our files were staged again and even commited in the background.

Let's see our commit

git log

About git log we will talk in another scenario.

Also, you can see some modifications were done in files after previous commit.

git status

We have all 4 files ready to be commited, but unfortunately, we don't want those changes.

First, let's check what is in the file testfile-01

cat testfile-01

git checkout testfile-01

cat testfile-01

git status

We succesfully reset the file to the state from previous commit, using git checkout. In this way we do the checkout of the last indexed state of this file on current branch.

In similar way like in some scenarios before, we can remove all changes in one short command. Let's do it.

git checkout .

git status

All changes are reverted and our directory in consistent with previous commit.

# Reset the current HEAD to the selected state

git reset moves the current pointer in HEAD and branch refs to specific state. git checkout does similar thing, but in fact, both of these commands operates on different levels. This theory will be explained later.

Reset has three main ways of operating, but we will touch only two of them. This time --mixed is not covered.

## **--soft**

git log shows that we have many changes done. We have one commit for each file.

git log

Let't reset the HEAD to the state before commiting the last file.

But before, let's see what is inside the files

cat testfile-04

cat testfile-02

git reset --soft HEAD~1

Now let's see what we have.

git status

git log

cat testfile-04

With --soft parameter we came back to the previous HEAD of the repository, but all changes which we commited are unchanged.

## **--hard**

Now let's try something more powerful.

git reset --hard HEAD~2

And let's look what happened

git status

git log

cat testfile-04

cat testfile-02

What we did?

We came back two more commits (~HEAD~2) and we said, this time we want to not only move back, but also we want to remove all changes which were done.

BACKNEXT

ubuntu $ cd test

ubuntu $ git status

On branch master

No commits yet

Changes to be committed:

(use "git rm --cached <file>..." to unstage)

new file: testfile-01

new file: testfile-02

new file: testfile-03

new file: testfile-04

ubuntu $ git rm --cached testfile-01

rm 'testfile-01'

ubuntu $ git status

On branch master

No commits yet

Changes to be committed:

(use "git rm --cached <file>..." to unstage)

new file: testfile-02

new file: testfile-03

new file: testfile-04

Untracked files:

(use "git add <file>..." to include in what will be committed)

testfile-01

ubuntu $ git rm --cached -r .

rm 'testfile-02'

rm 'testfile-03'

rm 'testfile-04'

ubuntu $ git status

On branch master

No commits yet

Untracked files:

(use "git add <file>..." to include in what will be committed)

testfile-01

testfile-02

testfile-03

testfile-04

nothing added to commit but untracked files present (use "git add" to track)

ubuntu $ git log

commit 19e75c58caad76336e4894e6721a858f92ed2581 (HEAD -> master)

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:09 2022 +0000

first commit

ubuntu $ git status

On branch master

Changes not staged for commit:

(use "git add <file>..." to update what will be committed)

(use "git restore <file>..." to discard changes in working directory)

modified: testfile-01

modified: testfile-02

modified: testfile-03

modified: testfile-04

no changes added to commit (use "git add" and/or "git commit -a")

ubuntu $ cat testfile-01

first file

change

ubuntu $ git checkout testfile-01

Updated 1 path from the index

ubuntu $ cat testfile-01

first file

ubuntu $ git status

On branch master

Changes not staged for commit:

(use "git add <file>..." to update what will be committed)

(use "git restore <file>..." to discard changes in working directory)

modified: testfile-02

modified: testfile-03

modified: testfile-04

no changes added to commit (use "git add" and/or "git commit -a")

ubuntu $ git checkout .

Updated 3 paths from the index

ubuntu $ git status

On branch master

nothing to commit, working tree clean

ubuntu $ git log

commit 81c5703f6d505c5fbc767a2b6653259efcf1cedc (HEAD -> master)

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:31 2022 +0000

commit of testfile-04

commit 5c363081beec7c15325cc03be3601a85914dc662

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:31 2022 +0000

commit of testfile-03

commit c27a4f03c47a017ffff9d5a6ae3535019c07f938

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:31 2022 +0000

commit of testfile-02

commit 4ebbf664ba79773bb781afe39c019966762466b9

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:31 2022 +0000

commit of testfile-01

commit 19e75c58caad76336e4894e6721a858f92ed2581

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:09 2022 +0000

first commit

ubuntu $ cat testfile-04

fourth file

change

ubuntu $ cat testfile-02

second file

change

ubuntu $ git reset --soft HEAD~1

ubuntu $ git status

On branch master

Changes to be committed:

(use "git restore --staged <file>..." to unstage)

modified: testfile-04

ubuntu $ git log

commit 5c363081beec7c15325cc03be3601a85914dc662 (HEAD -> master)

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:31 2022 +0000

commit of testfile-03

commit c27a4f03c47a017ffff9d5a6ae3535019c07f938

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:31 2022 +0000

commit of testfile-02

commit 4ebbf664ba79773bb781afe39c019966762466b9

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:31 2022 +0000

commit of testfile-01

commit 19e75c58caad76336e4894e6721a858f92ed2581

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:09 2022 +0000

first commit

ubuntu $ cat testfile-04

fourth file

change

ubuntu $ git status

On branch master

Changes to be committed:

(use "git restore --staged <file>..." to unstage)

modified: testfile-04

ubuntu $ git reset --hard HEAD~2

HEAD is now at 4ebbf66 commit of testfile-01

ubuntu $ git status

On branch master

nothing to commit, working tree clean

ubuntu $ git log

commit 4ebbf664ba79773bb781afe39c019966762466b9 (HEAD -> master)

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:31 2022 +0000

commit of testfile-01

commit 19e75c58caad76336e4894e6721a858f92ed2581

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:24:09 2022 +0000

first commit

ubuntu $ cat testfile-02

second file

ubuntu $

# Lesson 5: Visual commit

# Text editor for create message for commit

Until now we add messages to commits using -m parameter. Let's do something different. We have repo prepared and some files are in stage, so let's commit one of them

cd test

git commit testfile-01

As you see, the default editor was executed and we can add commit using it. Feel free to add message and commit, or exit.

## **Default editor**

Let's check if we have anything configured

git config --global --list | grep editor

No, we do not have anything configured.

What we've done? We asked git to show us the whole configuration in global space. We can use system and local too. Local obviously means the configuration of this specific repo. Also, we grep the output to find information about editor only.

Let's change it to the best editor ever - vi!

git config --global core.editor vi

Check the config again

git config --global --list | grep editor

All looks good, so now it is the time to commit our next file

git commit testfile-02

This time we used vi!

Ah, vi ;P Do you wish to quit the editor? Click ESC key and then write :q!

# Lesson 6: Revert changes

# Git revert

We have our repo prepared, two files created and two commits done. Let's see how it looks.

cd test

git status

git log

Let's move ourselves back by one commit.

git revert --no-edit HEAD

We succesfully moved back by creating new commit.

git log

By using --no-edit we informed git that we don't want to pass any message and we ask to use default. We will see what git did for us, using git log soon.

So, now we are back one commit from two already done and... we have three commits. Strange? Please, try to think about the logic behind. We do not want to create problems for other users which can work on the same repo with us. So, we 'go back by going forward'. We keep the history and logic process of work, however we bring back the part of the work from kind of 'backup'.

Our current status is like this: we are between two commits, for file-01 and file-02.

Let's have some fun, and revert our revert. Shall we?

git revert --no-edit HEAD

Before you run next commad, please try to imagine what happened in our git :)

git log

Of course, we can revert more changes than the last commit.

We can revert multiple commits by

git revert --edit HEAD~3

This time we reverted to the beginning of our history. And we forced git to give us possibility to add message (by the way, --edit is default behavior).

So, to make sure we all are on the ame page. HEAD is the current 'place' where we are. For now, let's think about it as combination of current branch and current place in git history.

So, with HEAD~3 we said: I want to move back from HEAD by 3 commits . But that's not all. This place becomes our new HEAD .

We can revert to specific commit hash too. more about hashes in git log scenario.

**Important** Very often you can experience problems when revert more than one commit and the same file is involed. We will talk about troubleshooting in future lesson.

ubuntu $ cd test

ubuntu $ git status

On branch master

nothing to commit, working tree clean

ubuntu $ git log

commit d0fbe1e8d1cbd9852dfba29e60c3f6702208078e (HEAD -> master)

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:27:31 2022 +0000

commit for testfile-02

commit 1d39d421b85bedff3fcf14af4e1edf38acd6e3bc

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:27:31 2022 +0000

commit for testfile-01

ubuntu $ git revert --no-edit HEAD

Removing testfile-02

[master e69a5d4] Revert "commit for testfile-02"

Date: Mon Sep 5 10:28:33 2022 +0000

1 file changed, 1 deletion(-)

delete mode 100644 testfile-02

ubuntu $ git log

commit e69a5d48114b25d9529d5a285dbbd98c2f0e9323 (HEAD -> master)

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:28:33 2022 +0000

Revert "commit for testfile-02"

This reverts commit d0fbe1e8d1cbd9852dfba29e60c3f6702208078e.

commit d0fbe1e8d1cbd9852dfba29e60c3f6702208078e

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:27:31 2022 +0000

commit for testfile-02

commit 1d39d421b85bedff3fcf14af4e1edf38acd6e3bc

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:27:31 2022 +0000

commit for testfile-01

ubuntu $ git revert --no-edit HEAD

[master 950e27b] Revert "Revert "commit for testfile-02""

Date: Mon Sep 5 10:28:38 2022 +0000

1 file changed, 1 insertion(+)

create mode 100644 testfile-02

ubuntu $ git log

commit 950e27b2d9a4731af8e755c8711242017e8b71cd (HEAD -> master)

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:28:38 2022 +0000

Revert "Revert "commit for testfile-02""

This reverts commit e69a5d48114b25d9529d5a285dbbd98c2f0e9323.

commit e69a5d48114b25d9529d5a285dbbd98c2f0e9323

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:28:33 2022 +0000

Revert "commit for testfile-02"

This reverts commit d0fbe1e8d1cbd9852dfba29e60c3f6702208078e.

commit d0fbe1e8d1cbd9852dfba29e60c3f6702208078e

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:27:31 2022 +0000

commit for testfile-02

commit 1d39d421b85bedff3fcf14af4e1edf38acd6e3bc

Author: John Doe <student@example.com>

Date: Mon Sep 5 10:27:31 2022 +0000

commit for testfile-01

ubuntu $ git revert --edit HEAD~3

Removing testfile-01

[master e10f534] Revert "commit for testfile-01"

1 file changed, 1 deletion(-)

delete mode 100644 testfile-01

ubuntu $

# Lesson 7: Check the differences

# Check the changes

We have repo prepared. changes are done and commited. And one file is updated again.

Before we start, we have to change the work directory.

cd test

git status

git log

Another command, git diff, allows to check the differences between HEAD and current working directory. Another words, what was changed during our recent work.

git diff

As usual, this command checks HEAD by default. However, we can modify it.

clear && git diff HEAD~1

As you can expect, when we go deeper into past, more information is printed. If we want to avoid the mess, we can check diff for one file.

clear && git diff HEAD~1 testfile-01

Now we see information about testfile-02 only in comparision of current working directory and one commit before HEAD.

# Staged differences

We already learned that git diff shows differences between commit and working directory. So, what about staged changes?

Let's test

touch testfile-03 && echo "testfile-03" > testfile-03 && git add testfile-03

We created a new file and added it to staging. now let's see the difference between the current working directory and HEAD.

git diff

Well, there is nothing about our new file.

In order to see the difference between staged work and HEAD, you need to say this explicitly.

git diff --staged

# Git show

Another useful commad is git show. This will give you information similar to git log.

git show work by default against HEAD. Of course you can use it to any commit and any file.

git show

# Lesson 8: Detailed information about previous commits

# Formatting information from git log

Right now we know how git log works. Well, it is ok, but is there any way to extract some data or format messages? Or even query them?

Yes!

**Remember to quit git log with q. If logs are longer than your screen, it always goes to interactive mode.**

We have repo prepared. Some work was done. Even one revert was executed.

git log shows it pretty well. But imagine, how it will look with thousands of commits?

## **Best for programmatic access**

Sometimes you want to check commits through scripts. In this case git log itself is unhandy. What to do to have it better formatted for scripts?

cd test && clear && git log --oneline

--oneline shows only most important info about commits. You have only hash and commit message.

Is this enough? We can argue. But definitely is more clear for high level understanding of previous work. How to make it better we will see soon.

Let's clear our screen

clear

Do you remember the

git show command?

It shows more details about last (or selected) commit.

But hey! We can do this for all commits!

clear && git log -p

Please remember to use q key to escape and come back to shell.

Some statistics' folks wish to know what amount of work was done in the commit. Git gives this possibility

clear && git log --stat

Now we can clearly see how many lines were added or removed in each commit.

Maybe you wish to see the information sorted by author of the commits?

clear && git shortlog is the answer!

# Prettier output?

Let's clear the screen first.

Ok, we know how to do some basics tricks. But maybe we want to visualize some work with branches, etc?

git log --graph

You can clearly see that in some moment we created another branch, we did some work there and then we merged it (branches will be described soon)

But... It doesn't look good, doesn't it?

Git gives us the possibility to connect multiple parameters in one command.

clear && git log --oneline --graph

# Formatting

Git allows us to use special formatting to print exactly what we want.

Sometimes your log is very plain. If this is your case and you would like to have more colorful output, use --decorate parameter.

A few examples which we combine into a working command:

%Cblue - switch output text to blue

%Creset - resets the color to default

%H - commit hash. Preferable is to use short hash with %h.

%an - who commited the changes

%ad - date of commit. For scripting purposes you can use UNIX timestamp - %at.

%s - commit message

How to format our commad to use these?

git log --pretty - this is how we start.

Please remember about q ;)

So let's try

clear && git log --graph --pretty="%C(yellow) Hash: %h %C(blue)Date: %ad %C(red) Message: %s " --date=human

Please, go through the command and understand all arguments.

Let's test some different ideas. Try to guess what the command output will be, before you execute them!

clear && git log --graph --pretty="%ad" --date=short

For better clarity you can add format to parameter

git log --graph --pretty=format:"%ad" --date=short

It will do the same. Here are another examples.

clear && git log --graph --pretty="%ad"

clear && git log --graph --pretty="%at"

clear && git log --graph --pretty="%as"

clear && git log --graph --pretty="%C(bold blue)%h"

clear && git log --graph --pretty="%C(bold blue)%h %Cred%s %C(Yellow)by %an"

Another example found on the Internet

clear && git log --graph --pretty=format:"%Cred%h%Creset -%C(yellow)%d%Creset %s %Cgreen(%cr) %C(bold blue)<%an>%Creset" --abbrev-commit

But... Will you enter this command every single time? No? What you need is on the next page :)

# Git config and aliases

You can create the aliases for your most commonly used commands.

Previously, we used very long command. Let's create an alias for it. We need to add it to the git config file. Of course logical will be to add it to global table.

git config --global alias.lg 'log --color --graph --pretty="%Cred%h%Creset -%C(yellow)%d%Creset %s %Cgreen(%cr) %C(bold blue)<%an>%Creset" --abbrev-commit'

We instruct git that we want to change configuration (config), on global table (--global) and we configure alias called lg (alias.lg). The alias itself is inside the '' section.

Now you can execute your alias

clear && git lg

# Querying

Or more useful functionality - searching through git log.

You already know how to make your git log beautiful and how to format the output. But all the time we used all information from log. How to narrow the search?

We have a few possibilities.

clear && git log --author="John Doe" will show all commits done by specific author.

clear && git log --author="John Doe\|Joe Smith" - with this regex we asked for all commits authored by these two people.

## **And now a little bit of theory**

It is a good practice to have standards of creating messages for commits. There are a lot of examples in the Internet. Most of them propose to use kind of identifier. When we work with tools like Jira, we have amazing identifier given by the tool - Jira ticket number. So our commit message should look similar to:

JIRA-1234 my commit message

And voila! we have identifier, we can even attach it to Jira itself (by plugins). And use it... for searching through git log!

clear && git log --grep="JIRA-1234"

## **Theory ends :)**

Another way is to look at logs for specific file.

clear && git log -- testfile-01

clear && git log -- testfile-02 branchfile-01

Please notice the --. This way we inform git that we have files, not branches in mind.

We can compare two branches

clear && git log master..second-branch

clear && git log second-branch..master

Please, notice the differences between those two!!

Previously we tried to look for "merge" messages. There is better way.

clear && git log --merges

So, how to exclude merge commits:

clear && git log --no-merges

In our example it will not work very well, but we can search using dates

clear && git log --after=2021-4-21

clear && git log --before=2021-4-21

clear && git log --before 2021-4-30 --after=2021-4-1

clear && git log --after=yesterday

on the end, the easiest thing. We can limit number of returned commits

clear && git log -1

clear && git log -3

And also we can mix search functionalitites

clear && git log -1 --grep="JIRA"

clear && git log -5 --grep="commit" --oneline

Please notice revert message, without commit. hm... Please, check why we see it?

# Lesson 9: Houston, we have conflicts!

Conflict!

We will create a conflict in unusual but not uncommon way. In the background the system did some work, commits, etc. Now our goal is to go back two commits with revert. Unfortunately, our last two commits are about the same file.

Let's go to our repo cd test

How the history looks now?

git log --oneline

And for the curiosity, what is in testfile-02 ?

cat testfile-02

Let's try to do revert.

clear && git revert --no-edit HEAD~1

Ouch...

CONFLICT (content): Merge conflict in testfile-02

error: could not revert XXXXXXX... my new feature

Let's see what we have in file

cat testfile-02

Thank you git. You were supposed to destroy mess in the universe, not create one!

But wait... Let's look closely what happened.

How the revert works? It removes changes from selected commit, not from all changes!. Now things should be more clear, right?

* change1 commit
* change2 commit
* revert to change1

That means, we have change2 unattended!

<<<<<<< HEAD

This is my important change

=======

>>>>>>> parent of XXXX... my new feature

Here is our conflict.

<<<<<< - this is what we have in current branch

====== = center of our conflict

>>>>>> - this wants to be merged / added. In our case this part is empty (as it should be).

How to solve it? The simplest will be... talk with developers who did the changes which we are reverting, first. Find common solution. And then use vim and make appropriate changes.

Normally you should use vim , and remove lines from 2 to 5 . But here we do:

sed -i '2,5d' testfile-02

We removed mentioned lines. Now the file looks like we want.

cat testfile-02

Please notice, this example is extremely simple :)

The last thing to do is to add and commit the file again. Please look carefully on comments after

clear && git status

Ok, let's do the work.

git add testfile-02

git status

clear && git commit testfile-02 -m "fixed conflict"

git status

# Lesson 10: Powerful stash!

# Lesson 11: How to ignore some content

.gitignore

Git gives us the possibility to control what will be synchronized with remote and what will be not.

This is realized by file named .gitignore

Let's see what we have. In the background system initialized the repo and do some work. Nothing is staged, nothing is commited.

cd test && ls -al

git status

We don't want to commit

* seconddirectory{{}} directory and its content
* neveringit file

But these are in git status, right?

Let's create gitignore file

touch .gitignore

echo neveringit >> .gitignore

echo seconddirectory >> .gitignore

cat .gitignore

Let'ss check the status again

git status

Ok, we are ready to run

git add .

and

git status

And commit

git commit -a -m "first commit"

And now we can run git status to see what is changed.

Yes, we can confirm, what shouldn't be in remote isn't on the list.

# More configs

Ok, so now we are able to ignore some specified files.

Now we want the file with the same name neveringit from firstdirectory to be sent to remote. Maybe it is only an example how it should work. Some instruction for other people for example.

Let's create additional file then.

touch firstdirectory/neveringit

And its content

echo "this file has to go to git!" >> firstdirectory/neveringit

Ok. do

git status

git add . and then again

git status

Well. It is not what we want.

Ok, first, we know, the filename we used itself works for all directories in repo. Git has strict rules how these 'masks' work, please check in documentation if you want to have it more complicated.

The good practice is to be as most specific as possible. So, what we need, really is:

\*\*/neveringit

!firstdirectory/neveringit

First line says explicitly - all files anywhere in the structure (and now it is clear, readable and visible

In second line the exlamation mark negates the pattern. Another words, we negate the deny and allow this file to be sent to remote.

Ok, let's check.

sed -i 's/neveringit/\*\*\/neveringit/g' .gitignore

echo '!firstdirectory/neveringit' >> .gitignore

And check

cat .gitignore

Ok, to be sure, let's do an experiment.

mkdir thirddirectory && echo "gotogit" > thirddirectory/togit && echo "not for git!" > thirddirectory/neveringit

After a

git add . let's run

git status

Yep, we can confirm, neveringit file is never added to commit, except only one situation: when we forced it.

# Lesson 12: Git tags

# Create tags

The system prepared the repo with a few commits. At this moment we can say "ok, this is what we can treat as full functionality", a snapshot, if you wish.

First, let's go into repo's directory.

cd work

Now, let's check the status and log

git status

git adog

Yes, we see some work done.

We can do lightweight tags or annotated. Honestly, I do not like the first one. I prefer annotated tags as we can see some info there.

The difference here is how these types of tags are build. For lightweight tags git creates something similar to branch that doesn't change. In case of annotaded tag, git stores it as whole odject in database.

Let's check if we have any tags

git tag

No, we don't.

So we make one!

git tag -a v1.0 -m "version 1.0. initial state"

You can use what you wish for a tag. But good practice is to use v and number which describes the changes from previous tag. How to create proper tagging strategy - there is many documents about it.

# Check the tags

Ok, now we can check our tags again.

git tag

Yes, one is created. What is inside?

git show v1.0

# More tags and navigation

Right now system creates a few new files and commits them.

So, we will create more tags.

Let's try with checking what we have and the we tag current HEAD.

git adog

As we can see, tag v1.0 is marker somewhere in the middle.

Ok, we do the new tag now.

git tag -a v2.0 -m "version 2.0. A lot of new features"

git tag

git adog

As we can see, now git has two tags.

# Tag by commit

Oh... We just realized... We had to tag our state with v1.5 after the commit for testfile-06...

Now worries, we still can do it.

git adog | grep 'testfile-06' | awk '{print $2}' | head -n1

What happened here?

git adog - this is obvious by now, I hope.

grep 'testfile-06 - this will select entries with message where this filename occurs (not the best way, but in our case it is more than enough).

awk '{print $2}' - with awk we are 'cutting' the output and print only the third (counted from 0) element, where separator (default one) is a space.

head -n1 - on the end we are printing ony the first element (if there is more records with the same name). git log shows commits by descending through date, so this works for us.

Ok, as this is Killercoda, let's have some automation. We chaange output of the command above into variable.

commit2tag=$(git adog | grep 'testfile-06' | awk '{print $2}' | head -n1)

To be sure, we confirm if variable contains proper value.

cat $commit2tag

Now we will use this variable for commit.

git tag -a v1.5 -m "version 1.5. Some updates" $commit2tag

git tag

git adog

We succesfully tagged commit from history.

# Navigate through tags

Navigation between tags is very easy. We already know the command.

clear && git tag

let's jump to first tag

git checkout v1.0

Ok. We switched. Probably. Let's check.

git adog

Yes, HEAD is on the same commit as tag v1.0.

But...

Where we are on our branch?

git branch

Oh... We are detached from master. Makes sense, we jumped back into past.

Ok. log gives us information where we are. Let's be sure.

git tag

Hm... Not very helpfull, right?

To check what on what tag you are currently on, use

git describe

Or

git describe --tags

to be more exact.

git describe will return info about current tag. If there is no tag created yet, git will throw an error. If we are somewhere in the middle:

commitbetweentags=$(git adog | grep 'testfile-05' | awk '{print $2}' | head -n1)

git checkout $commitbetweentags

git adog

git describe

We see now the tag on which we already started to build our changes.

# Delete tag

Ok, let's go back to the Master branch (what means to the top of our work before the recent change - in our case).

git checkout master

And now we delete v1.0 tag.

git tag -d v1.0

git tag

git adog

Yep, tag is deleted.

**v1.0**

**v1.5**

**v2.0**

**ubuntu $ git checkout v1.0**

**Note: switching to 'v1.0'.**

**You are in 'detached HEAD' state. You can look around, make experimental**

**changes and commit them, and you can discard any commits you make in this**

**state without impacting any branches by switching back to a branch.**

**If you want to create a new branch to retain commits you create, you may**

**do so (now or later) by using -c with the switch command. Example:**

**git switch -c <new-branch-name>**

**Or undo this operation with:**

**git switch -**

**Turn off this advice by setting config variable advice.detachedHead to false**

**HEAD is now at 9221558 my new feature**

**ubuntu $ git adog**

**\* 306943c (tag: v2.0, master) new features**

**\* 604e85d (tag: v1.5) commit for testfile-06**

**\* a702fd4 commit for testfile-05**

**\* 9221558 (HEAD, tag: v1.0) my new feature**

**\* ca98126 commit for all new files**

**\* bb92606 commit for testfile-02**

**\* 260234f commit for testfile-01**

**ubuntu $ git branch**

**\* (HEAD detached at v1.0)**

**master**

**ubuntu $ git tag**

**v1.0**

**v1.5**

**v2.0**

**ubuntu $ git describe**

**v1.0**

**ubuntu $ git describe --tags**

**v1.0**

**ubuntu $ commitbetweentags=$(git adog | grep 'testfile-05' | awk '{print $2}' | head -n1)**

**ubuntu $ git checkout $commitbetweentags**

**Previous HEAD position was 9221558 my new feature**

**HEAD is now at a702fd4 commit for testfile-05**

**ubuntu $ git adog**

**\* 306943c (tag: v2.0, master) new features**

**\* 604e85d (tag: v1.5) commit for testfile-06**

**\* a702fd4 (HEAD) commit for testfile-05**

**\* 9221558 (tag: v1.0) my new feature**

**\* ca98126 commit for all new files**

**\* bb92606 commit for testfile-02**

**\* 260234f commit for testfile-01**

**ubuntu $ git describe**

**v1.0-1-ga702fd4**

**ubuntu $ git checkout master**

**Previous HEAD position was a702fd4 commit for testfile-05**

**Switched to branch 'master'**

**ubuntu $ git tag -d v1.0**

**Deleted tag 'v1.0' (was 6a0085a)**

**ubuntu $ git tag**

**v1.5**

**v2.0**

**ubuntu $ git adog**

**\* 306943c (HEAD -> master, tag: v2.0) new features**

**\* 604e85d (tag: v1.5) commit for testfile-06**

**\* a702fd4 commit for testfile-05**

**\* 9221558 my new feature**

**\* ca98126 commit for all new files**

**\* bb92606 commit for testfile-02**

**\* 260234f commit for testfile-01**

**ubuntu $**

# Lesson 13: Merge branches

# Branches

As Atlassians explains, branch represents an independent line of development. We create branches to independently and uninterruptly work on some functionality, which later is merged to the main line.

cd merge

The system prepared a few commits in the background. Let's see them.

git adog

Now we can check what branches we have and also on which branch we currently are.

git branch

Our current branch is pointed by asterisk (and color if enabled).

Ok, we are ready to create and swith to just created branch. We are lazy, so let's do it with one line command.

git checkout -b newbranch

git checkout moves us between branches. When we add -b, a new branch is created.

Are we on proper branch?

git branch

Yes, we are.

By the way, when git branch -r is executed, we list branches from remote. In our case we cannot do it, as we didn't set the remote for our repo.

Let's do some commits.

touch branchfile

echo "this was done on branch!" >> branchfile

git add .

git commit branchfile -m "first commit on branch"

echo "added on branch" >> testfile-02

git commit testfile-02 -m "second commit on branch"

git adog

We see the log is quite flat now. That's ok. In fact, we have this:
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Right, let's make some changes on master and then come back to this branch.

git checkout master

Confirm the proper branch by

git branch and check what we have in log

clear && git adog . Please notice the difference between HEAD pointer when checked on branch or master.

touch testfile-05

echo "this was done on master!" >> testfile-05

git add .

git commit testfile-05 -m "next commit on master"

echo "added on master" >> testfile-01

git commit testfile-01 -m "another commit on master"

git checkout newbranch

echo "another change on branch, again" >> testfile-02

git add .

git commit testfile-02 -m "commit from branch"

git adog

Ok, let's go back to master.

git checkout master

clear && git adog

This is what we have now:

Ok, now git log shows some trees, at least :) Why?

Simple, there are more changes, done in different time on different branches. The files and content of them started do be different.

The picture shows curent state.

Now we can switch to master and merge changes.

git checkout master

git merge newbranch --no-edit

clear && git adog

And this is the final state. Merge created a new commit to reflect changes caused by the process.

Final status is like on the picture below.
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As we finished work on branch, we can delete it

git branch -d newbranch && git branch

# Conflicts

During the work on two branches it is possible that the changes will be implemented to the same file.

The system prepared the repo, let's see what we have in branch. One file was modified in master and in branch too.

So, let's switch to new repo.

cd ~/merge2

git branch

git adog

git checkout master && git adog

We are ready to merge.

git merge newbranch

Ouch.

What happened?

Well, testfile-02 was updated that way, that different changes are done in the same place.

We need to fix the conflict.

Let's take it easy now. We remove only these things which are pointing the conflict.

cat testfile-02

sed -i '8d' testfile-02 && sed -i '5d' testfile-02 && sed -i '3d' testfile-02 && cat testfile-02

Ok.

git status says, we need to confirm fixes by adding the file to stage again.

git add testfile-02

Now we are ready to finalize merge

git commit -a -m "confirm merge"

git adog - yes, this is what we expected

and what we have in our problematic file?

cat testfile-02

git branch -d newbranch && git branch

# Better approach

If you work on huge amount of changes, the good practice is to merge the master to your branch before merge to master.

It doesn't help to solve conflicts, but conflict will be on your branch, not master. What is definitelly more confortable for everyone.

Ok, we need to go to the new repo

cd ~/merge3

Ok, we are on the branch, let's do the merge.

git branch

git merge master --no-edit

Yes, we have conflict, but master is still clean.

sed -i '8d' testfile-02 && sed -i '6d' testfile-02 && sed -i '3d' testfile-02 && cat testfile-02

Worth noticing, the center of the conflict (=======) lies in different place than in the example in conflicts lesson.

Now, like last time, we need to stage and commit file.

git status

git add testfile-02

git commit -a -m "merge master to newbranch"

git adog

Ok, we fixed problems, and we are ready to merge our changes on master.

git checkout master

git merge newbranch --no-edit

git adog

So, we completed our merge.

git branch -d newbranch && git branch

**\* 1ebdee3 (HEAD -> master) Merge branch 'newbranch'**

**|\**

**| \* de2fc45 (newbranch) commit from branch**

**| \* 6aeec77 second commit on branch**

**| \* f9ce94b first commit on branch**

**\* | ecd17c4 another commit on master**

**\* | bd310db next commit on master**

**|/**

**\* ba6cd2f my new feature**

**\* 97ed987 commit for all new files**

**\* 83ab310 commit for testfile-02**

**\* 3f93659 commit for testfile-01**

**ubuntu $ git branch -d newbranch && git branch**

**Deleted branch newbranch (was de2fc45).**

**\* master**

**ubuntu $ cd ~/merge2**

**ubuntu $ git branch**

**master**

**\* newbranch**

**ubuntu $ git adog**

**\* 7a91bb7 (master) another commit on master - file testfile-02**

**\* d49afc4 next commit on master**

**| \* 17b631f (HEAD -> newbranch) commit from branch - testfile-02**

**| \* ff0d4da second commit on branch**

**| \* 456f8d1 first commit on branch**

**|/**

**\* 8fed563 my new feature**

**\* 37f0394 commit for all new files**

**\* 1ec0dfc commit for testfile-02**

**\* 18fef50 commit for testfile-01**

**ubuntu $ git checkout master && git adog**

**Switched to branch 'master'**

**\* 7a91bb7 (HEAD -> master) another commit on master - file testfile-02**

**\* d49afc4 next commit on master**

**| \* 17b631f (newbranch) commit from branch - testfile-02**

**| \* ff0d4da second commit on branch**

**| \* 456f8d1 first commit on branch**

**|/**

**\* 8fed563 my new feature**

**\* 37f0394 commit for all new files**

**\* 1ec0dfc commit for testfile-02**

**\* 18fef50 commit for testfile-01**

**ubuntu $ git merge newbranch**

**Auto-merging testfile-02**

**CONFLICT (content): Merge conflict in testfile-02**

**Automatic merge failed; fix conflicts and then commit the result.**

**ubuntu $ cat testfile-02**

**second file**

**This is my important change**

**<<<<<<< HEAD**

**added on master**

**=======**

**added on branch**

**another change on branch, again**

**>>>>>>> newbranch**

**ubuntu $ sed -i '8d' testfile-02 && sed -i '5d' testfile-02 && sed -i '3d' testfile-02 && cat testfile-02**

**second file**

**This is my important change**

**added on master**

**added on branch**

**another change on branch, again**

**ubuntu $ git status**

**On branch master**

**You have unmerged paths.**

**(fix conflicts and run "git commit")**

**(use "git merge --abort" to abort the merge)**

**Changes to be committed:**

**new file: branchfile**

**Unmerged paths:**

**(use "git add <file>..." to mark resolution)**

**both modified: testfile-02**

**ubuntu $ git add testfile-02**

**ubuntu $ git commit -a -m "confirm merge"**

**[master 6e07f8e] confirm merge**

**ubuntu $ cat testfile-02**

**second file**

**This is my important change**

**added on master**

**added on branch**

**another change on branch, again**

**ubuntu $ git branch -d newbranch && git branch**

**Deleted branch newbranch (was 17b631f).**

**\* master**

**ubuntu $ cd ~/merge3**

**ubuntu $ git branch**

**master**

**\* newbranch**

**ubuntu $ git merge master --no-edit**

**Auto-merging testfile-02**

**CONFLICT (content): Merge conflict in testfile-02**

**Automatic merge failed; fix conflicts and then commit the result.**

**ubuntu $ sed -i '8d' testfile-02 && sed -i '6d' testfile-02 && sed -i '3d' testfile-02 && cat testfile-02**

**second file**

**This is my important change**

**added on branch**

**another change on branch, again**

**added on master**

**ubuntu $ git status**

**On branch newbranch**

**You have unmerged paths.**

**(fix conflicts and run "git commit")**

**(use "git merge --abort" to abort the merge)**

**Changes to be committed:**

**new file: testfile-05**

**Unmerged paths:**

**(use "git add <file>..." to mark resolution)**

**both modified: testfile-02**

**ubuntu $ git add testfile-02**

**ubuntu $ git commit -a -m "merge master to newbranch"**

**[newbranch 4b5e6cd] merge master to newbranch**

**ubuntu $ git adog**

**\* 4b5e6cd (HEAD -> newbranch) merge master to newbranch**

**|\**

**| \* df23782 (master) another commit on master - file testfile-02**

**| \* e2d5da7 next commit on master**

**\* | 8cd44b8 commit from branch - testfile-02**

**\* | a1eff49 second commit on branch**

**\* | 5a1085f first commit on branch**

**|/**

**\* ef9ff63 my new feature**

**\* c83fc0c commit for all new files**

**\* 6b0b6b4 commit for testfile-02**

**\* ebecc7f commit for testfile-01**

**ubuntu $ git checkout master**

**Switched to branch 'master'**

**ubuntu $ git merge newbranch --no-edit**

**Updating df23782..4b5e6cd**

**Fast-forward**

**branchfile | 1 +**

**testfile-02 | 2 ++**

**2 files changed, 3 insertions(+)**

**create mode 100644 branchfile**

**ubuntu $ git adog**

**\* 4b5e6cd (HEAD -> master, newbranch) merge master to newbranch**

**|\**

**| \* df23782 another commit on master - file testfile-02**

**| \* e2d5da7 next commit on master**

**\* | 8cd44b8 commit from branch - testfile-02**

**\* | a1eff49 second commit on branch**

**\* | 5a1085f first commit on branch**

**|/**

**\* ef9ff63 my new feature**

**\* c83fc0c commit for all new files**

**\* 6b0b6b4 commit for testfile-02**

**\* ebecc7f commit for testfile-01**

**ubuntu $ git branch -d newbranch && git branch**

**Deleted branch newbranch (was 4b5e6cd).**

**\* master**

**ubuntu $**

# Lesson 14: Cheat the history!

# merge vs rebase

We already knows what merge do. Let's refresh our memory by this small picture. (numbers represent commit hashes)

![git-merge.png](data:image/png;base64,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)

It is quite simple. We create branch, do changes here and there and then merge. Work history should show exactly this. Let's check.

System creates two repos. One in merge directory, where all process was completed (final merge). Let's see how our history looks.

cd merge

git adog

(do you remember our "a dog" config setting from git config module?)

Pretty simple, and nothing new. So, how rebase works?

Rebase

Let's see how the rebase looks like.

First take a look on the picture.
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It is imperative to understand the rebase, especially the risks behind.

We are using rebase to make history more clean, clear and ordered. This clearly means, we play with history of commits. Not in the very aggresive way, but still, history is kind of corrupted. This is huge risk when a huge team is working on the same repository.

Also rebase may lead to many conflicts.

Ok, it is time to explain the steps.

* 1 step is similar to previous activity - merge. We have master and branch.
* Step2. When we perform the rebase operation, parent commit of the branch (the one from where we created branch) is moved to the HEAD of master, all differences between master and branch are merger and all commits on the branch are "copied/moved" (with all respective changes from master branch).
* Step 3. The last thing is to do merge on master branch in order to move HEAD of master to the proper place.

Let's see it in the example.

System prepared second repository in rebase directory, and the state is exactly the same like in the merge repo, but without final merge.

cd ../rebase

git adog

We see that branches are not merged.

Let's switch to the second-branch (in case if we are not there, but we should) and do the rebase with master.

git checkout second-branch

git rebase master

git adog

Right now we can see two things

* history looks totally different. Is 'flat' now and shuffled.
* HEAD of master is in the wrong position.

If we leave it that way, believe, we generate a chaos, mess, and comments of hatred ;P So, let's switch to master and then move the marker by merge the branch to master.

git checkout master

git merge second-branch

git adog

Now we have HEAD in proper place and the history which, in fact, does not represent the past work order, but is more readable.

Pleace notice, the merge was created in 'fast-forward' mode. It means that no additional commit was created, but the HEAD marker was moved.

**ubuntu $ cd merge**

**ubuntu $ git adog**

**\* 26ce1eb (HEAD -> master) Merge branch 'second-branch'**

**|\**

**| \* a908aed (second-branch) commit of branchfile-02 in branch**

**| \* 54b0f0f commit of branchfile-01 in branch**

**\* | a643f1b another work on master**

**|/**

**\* 522e98a JIRA-1234 my better feature!**

**\* bbd158c Revert "my new feature"**

**\* f45ad74 my new feature**

**\* 4d9e6d0 commit for all new files**

**\* b3f5b42 commit for testfile-02**

**\* 8c83747 commit for testfile-01**

**ubuntu $ cd ../rebase**

**ubuntu $ git adog**

**\* a643f1b (master) another work on master**

**| \* a908aed (HEAD -> second-branch) commit of branchfile-02 in branch**

**| \* 54b0f0f commit of branchfile-01 in branch**

**|/**

**\* 522e98a JIRA-1234 my better feature!**

**\* bbd158c Revert "my new feature"**

**\* f45ad74 my new feature**

**\* 4d9e6d0 commit for all new files**

**\* b3f5b42 commit for testfile-02**

**\* 8c83747 commit for testfile-01**

**ubuntu $ git checkout second-branch**

**Already on 'second-branch'**

**ubuntu $ git rebase master**

**First, rewinding head to replay your work on top of it...**

**Applying: commit of branchfile-01 in branch**

**Applying: commit of branchfile-02 in branch**

**ubuntu $ git adog**

**\* fb6dfb1 (HEAD -> second-branch) commit of branchfile-02 in branch**

**\* 32dcda2 commit of branchfile-01 in branch**

**\* a643f1b (master) another work on master**

**\* 522e98a JIRA-1234 my better feature!**

**\* bbd158c Revert "my new feature"**

**\* f45ad74 my new feature**

**\* 4d9e6d0 commit for all new files**

**\* b3f5b42 commit for testfile-02**

**\* 8c83747 commit for testfile-01**

**ubuntu $ git checkout master**

**Switched to branch 'master'**

**ubuntu $ git merge second-branch**

**Updating a643f1b..fb6dfb1**

**Fast-forward**

**branchfile-01 | 1 +**

**branchfile-02 | 1 +**

**2 files changed, 2 insertions(+)**

**create mode 100644 branchfile-01**

**create mode 100644 branchfile-02**

**ubuntu $ git adog**

**\* fb6dfb1 (HEAD -> master, second-branch) commit of branchfile-02 in branch**

**\* 32dcda2 commit of branchfile-01 in branch**

**\* a643f1b another work on master**

**\* 522e98a JIRA-1234 my better feature!**

**\* bbd158c Revert "my new feature"**

**\* f45ad74 my new feature**

**\* 4d9e6d0 commit for all new files**

**\* b3f5b42 commit for testfile-02**

**\* 8c83747 commit for testfile-01**