![](data:image/png;base64,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)

***CSE 2046.1 ANALYSIS OF ALGORITHM***

***HOMEWORK #3***

# *COURSE INSTRUCTOR: Assistant Prof.  Ömer Korçak*

# *COURSE T.A* : *Muhammed Nur Avcil*

# *GROUP MEMBERS*

*150116065 - Deniz Arda Gürzihin*

*150117509 - Mustafa Abdullah Hakkoz*

![](data:image/png;base64,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)

## What is Knapsack problem?

**The knapsack problem** or **rucksack problem** is a problem in combinatorial optimization: Given a set of items, each with a weight and a value, determine the number of each item to include in a collection so that the total weight is less than or equal to a given limit and the total value is as large as possible. It derives its name from the problem faced by someone who is constrained by a fixed-size knapsack and must fill it with the most valuable items.

1. ***0 – 1 Knapsack Problem***

The most common problem being solved is the **0-1 knapsack problem**, we are given a knapsack with finite capacity and a set of n items, where each item *i* is associated with a weight *wi* and a value *vi*. The objective of the KP is to select a subset of items such that the total value z is maximized, while the total weight b does not exceed the capacity of the knapsack.

* 1. ***Algorithm Explanation***

During our preperation phase for this project, we found many approaches to get optimum value, which are three common methods to do it, **dynamic programming[1]**, **branch & bound[2]** and some approximation algorithms like **greedy aproximation[3]** and **polynomial time approximation scheme[3].** In additionaly, we figured some further methods like **genetic algorithms[4]** and some local search methods like **one-bit-flip[5]**, **tabu search[5][6]** and **memetic algorithms[5]**.

When we compare each one of their performance, based on some research papers**[4]**, we saw that branch&bound method stays behind since it is just an improvement over exhaustive search with O(n2) complexity. So we choosed it’s rival, dynamic programming (O(W\*n)) to produce exact solutions as our control group and greedy aproximation (O(nlogn)) to create our main algorithm.

* First we did our experiments with basic greedy algorithm (with **Question1-basicGreedy.c** which produces 1 file *output-basicGreedy-filename.dat*) as follows;

**Step 1** calculates the ratio for n inputs between weight and values as (density=value /weight).

**Step 2** re-aarrange the array with the items in a non-diminishing order as per of the ratio value. (with built-in quick sort function: qsort())

**Step 3** picks the biggest ratio of the item that its weight is not exactly or equivalent to the W (knapsack limit) to add it to the solution set with it’s original index (which is stored in item structure).

**Step 4** repeat **Step 3** for all items and return optimum value of the sack.

* Then we tried some modification on basic greedy algorithm inspired from some local search methods pointed out above (with **Question1-modifiedGreedy.c** which produces 2 files *output- filename.dat* for modified greedy aproximation and *output-DP-filename.dat* for dynamic programming) as follows;

**In addition to same 4 steps of basic greedy algorithm;**

**Step 5** find the element with biggest ratio which is not in solution set (i.e. arr[x]🡪remark that solution set has x elements).

**Step 6** swap it with the first element of the array (arr[0]<->arr[x]) and calculate a new solution set. If new solution set has better value then the original one(which is calculated on **Step 4**), return it.

**Step 7** shift the beggining of the array one element to right to discard first element (arr[0]) and calculate a new solution set. If new solution set has better value then the original one, return it.

**Step 8** repeat **Step 7** by shifting j element for j=0,1,..,x (x is size of original solution step).

**Step 9** repeat Step 6, 7, 8 by incrementing i while swapping i*th* element and arr[x] (arr[0+i]<->arr[x]).

**Step 10** set time limit for Step 5-10 (i.e tlimit = runtime\_of \_dynamicprogramming/10)

**Briefly,**  we combined 2 modifications. First we swap the elements in solution set with an alternative candidate(arr[x]). Second we discard the elements in solution set one by one to try out new optimum values.

* 1. ***Test Outputs***

|  |  |  |  |
| --- | --- | --- | --- |
|  | ***Dynamic Programming*** | ***Basic Greedy Approximation*** | ***Modified Greedy Approximation*** |
| ***test1a.dat*** | 2697 | 2649 | 2649 |
| ***test1b.dat*** | 18051 | 18038 | 18038 |
| ***test1c.dat*** | 146919 | 146888 | 146888 |
| ***test1d.dat*** | - | 4241499 | 4241499 |

We can see our results (Greedy aproximation) are so close to exact values (Dynamic Programming) so we can say that we succeed on this part of experiment. But we didn’t have the chance to observe difference between our modified version with basic greedy. Maybe for some other test inputs they may differ.

Additionaly we did not calculate dynamic progrraming outputs for tes1d since it has big integers. We provided special version of our modified greedy code (**Question1-modifiedGreedy-bigint.c**) which excludes dynammic programming part.

* 1. ***Running Times and Complexity Analysis***

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | ***Dynamic Programming*** | | ***Basic Greedy Approximation*** | | ***Modified Greedy Approximation***  *(tlimit=dynamic/10)* | |
| ***(secs)*** | *Only algorithm* | *Whole code* | *Only algorithm* | *Whole code* | *Only algorithm* | *Whole code* |
| ***test1a.dat (n=200)*** | 0.003 | 0.049 | 0.001 | 0.003 | 0.001 | 0.038 |
| ***test1b.dat(n=2000)*** | 0.369 | 0.419 | 0.001 | 0.089 | 0.130 | 0.195 |
| ***test1c.dat(n=10000)*** | 13.949 | 19.273 | 0.005 | 0.130 | 3.471 | 3.976 |
| ***test1d.dat(n=2000 but big integers)*** | - | - | 0.001 | 0.043 | 0.001 | 0.004 |

Again we did not calculate dynamic progrraming outputs for tes1d since it has big integers. We used special version of our modified greedy code (**Question1-modifiedGreedy-bigint.c**) instead of (**Question1-modifiedGreedy.c).**

We can observe that our modified version has better runtime than dynamic programming algorithm, but a little bit more than basic greedy algorithm.

Time complexity of **Step1**->O(n), **Step2**->O(nlogn), **Step4**->O(n). Thus general complexity of basic greedy algorithm is O(n)+O(nlogn)+ O(n) = O(nlogn)

On our modified algorithm, we increased complexity of basic greedy algorithm on **Step 8** (x times) and **Step 9** (x times) with 2 nested loops. So our general complexity is O(x2nlogn) for x=size of original solution set. In most of cases, for small values of x, complexity can be considered as O(nlogn). For big values of x, it tends to become O(n2logn) but another constrait of our code, time limit, moves in and restrict it to not exceed pre-defined running time value (in our code one-tenth of running time of dynamic programming).

1. ***Multiple Knapsack Problem***

The Multiple Knapsack Problem (MKP) is the problem of assigning a subset of *n* items to *m* distinct knapsacks, such that the total profit sum of the selected items is maximized, without exceeding the capacity of each of the knapsacks.

* 1. ***Algorithm Explanation***

For this problem, we have started with making research on the Internet and we have not found any implementation that could show us the way so we have coded our algoritm. Our algorithm is not so complicated.

Lets start with the important variables we have used on coding part.

* int numberOfItems for to se how many values and weights has been given,
* int num\_Knapsack[] for how many knapsack will be used on solution,
* int values[] for storing the values in txt file,
* int weights[] for storing the weights part in txt file and additionally
* double Fractional[] for store the Fractional importance with calculating from the values[n]/weights[n]
* int solSet[][] for which element we have been used

Our algorithm is based on Fractional importance so we have created a while loop in order to test all possible elements where the condition is “any Fractional[] value is not equal to zero.” Then we have called the findMax() function which is finding the biggest value in the array return the index of this element and we have initialized this as an integer y value. After this, we have created a for loop the test all elements where the increment value is the number of Knapsack in the text file, we have started with findMax() again in order to find the index in for loop, then we have checked that is there enough space in Knapsack, if there is not with for loop we have checked the next Knapsack with array index, if there is then we have decreased the net capacity of the index by the weights of the element we have found, increased the net value on Knapsack by the value of the element, initialize the solSet[][] to show we have used this element and finally initialize the Fractional[y] value as 0.0. That was the end of the for loop. After for loop, we have initialized the Fractional[y] value as 0.0 again because if we want to continue in while loop we want to be sure about the value of Fractional and if we don't make this assignment while we can not find any elements to fit in Knapsack in for loop, first while loop cannot finish and we will enter the infinite loop. And in the last, we have found again and index with findMax() function as integer x value and this value is needed for the while loop condition to check Fractional[x] value is equal to zero or not. If the assignment of x becomes zero; the while loop has ended.

FindMax() is a function that finds the biggest value in array and returns the index of it. With O(n) time complexity.

***Step By Step Description***

*Step 1 -> Read the values from the .dat file and make the valid assingment*

*Step 2 -> Then call the multiple Knapsack function with variables from step 1*

*Step 3 -> Initialize the array value knapsack[] by zero*

*Step 4 -> Find the maximum fraction in the .dat file*

*Step 5 -> Until Fraction[] become zero, find the maximum fraction again and create a for loop with going zero to number of knapsack times while doing this initiliaze an integer variable as the findMax() function to find the index of the maximum fraction, then check is there enough capacity in knapsack or, if not then make Fraction that we have used as 0.0 and find the maximum fraction index; if yes decrease te total capacity of the knapsack by weights[] at that index, increment the total value of knapsack by value[] at that index, make solset[][] as 1 to show we have used that element and finally assign the Fraction[] at that index to zero.*

*Step 6 -> Return the Total Value Of Knapsack from multiple\_Knapsack function and assign this to an integer*

*Step 7 -> Print the total value and solution set into a dat file*

* 1. ***Outputs and Time Complexity***

|  |  |  |  |
| --- | --- | --- | --- |
| Input File/Outputs | Total\_Value | First Timer(s) | Second Timer(s) |
| test2a.dat | 295 | 0.00400 | 0.00200 |
| test2b.dat | 423 | 0.00600 | 0.00300 |
| test2c.dat | 369 | 0.00800 | 0.00600 |
| test2d.dat | 326 | 0.00700 | 0.00500 |
| test2e.dat | 146485 | 2.888 | 2.557 |

Time complexity of our algorithm for multiple knapsack is O(n\* m) where n is the number of items and m is the total number of knapsacks.
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