[AspnetO](http://www.aspneto.com/)

We code, that works!

* [Home](http://www.aspneto.com/)

* [Asp.net](http://www.aspneto.com/category/aspnet/)

* [MVC](http://www.aspneto.com/category/mvc/)

* [Interview Questions](http://www.aspneto.com/category/interview-questions/)

You are here: [Home](http://www.aspneto.com/) / [Asp.net](http://www.aspneto.com/category/aspnet/) / Top 10 OOPS Concepts In C# .NET With Examples

Top 10 OOPS Concepts In C# .NET With Examples

[![http://1.gravatar.com/avatar/dda85a4b707b7b58a5308643c3652c24?s=64&d=monsterid&r=pg](data:image/jpeg;base64,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)](http://www.aspneto.com/author/mayank/)By: [Mayank Modi](http://www.aspneto.com/author/mayank/) | Folls In: [Asp.net](http://www.aspneto.com/category/aspnet/), [Interview Questions](http://www.aspneto.com/category/interview-questions/), [OOP](http://www.aspneto.com/category/oop/) | Last Updated: Aug 26, 2016

Introduction to OOPS Concepts

OOP stands for Object Oriented Programming. It is a programming methodology that uses Objects to build a system or web applications using programming languages like C#, Vb.net etc.

Here, Objects plays a very important role because it hides the implementation details and exposed only the needed functionalities and related stuff that is required to adopt it. We can access class properties and methods by creating class object that I’ll explain below in this tutorial.

OOPS Concepts, Features & Fundamentals

OOPS contains list of elements that are very helpful to make object oriented programming stronger. Here is the list of top 10 OOPS concepts that we can implement in all major programming languages like c#, vb.net etc.

1] Class:

A class is a collection of objects and represents description of objects that share same attributes and actions. It contains characteristics of the objects such as objects attributes, actions or behaviors.

Here is the syntax and declaration example of Class:

public class Bike  
{  
       //your code goes here..  
}

**Tip:** You may also like [100+ Frequently Asked Interview Questions on .Net, SQL and OOPS Concepts](http://www.aspneto.com/100-frequently-asked-interview-questions-on-asp-net-sql-server-oop-concepts.html" \o "100+ Frequently Asked Interview Questions on Asp.net, SQL Server and OOP Concepts" \t "_blank) and many more tutorials on [Interview Questions](http://www.aspneto.com/category/interview-questions" \o "Tutorials on Interview Questions" \t "_blank) here.

2] Method:

Method is an object’s behavior.

For example, if you consider “Bike” as a class then its behavior is to get bike color, engine, mileage etc. Here is the example of Method:

public class Bike  
{  
       //here is some properties of class Bike  
       public string color;  
       public string engine;  
       public int mileage;

       //here is some behavior/methods of class Bike  
       public string GetColor()  
       {  
               return "red";  
       }  
       public int GetMileage()  
       {  
               return 65;  
       }  
}

In above example *GetColor()* and *GetMileage()* are the methods considered as a object’s behavior.

3] Object:

An object is a real-world entity that keeps together property states and behaviors.

For example, A “Bike” usually has common elements such as bike color, engine, mileage etc. In OOP terminology these would be called as a *Class Properties or Attributes* of a Bike object. Here is the example of Object:

public class Bike  
{  
       //This is the class that contains all properties and behavior of an object

       //here is some properties of class Bike  
       public string color;  
       public string engine;  
       public int mileage;

       //here is some behavior of class Bike  
       public string GetColor()  
       {  
               return "red";  
       }  
       public int GetMileage()  
       {  
               return 65;  
       }  
}

Now we have a complete set of class with its properties and methods. So the question raise in mind is how we can access the class with its object? Right?

It is simple to create its object and access *Bike* class. You can create object of class via single line of code as shown below.

//It also considered as an "Instance of a Bike Class"  
Bike objBike = new Bike();

//Accessing Bike class methods  
objBike.GetColor();  
objBike.GetMileage();

**Tip:** You may also like [Difference Between ExecuteReader, ExecuteNonQuery and ExecuteScalar](http://www.aspneto.com/ado-net-main-difference-between-executereader-executenonquery-executescalar.html" \o "Main Difference Between ExecuteReader, ExecuteNonQuery, ExecuteScalar" \t "_blank) and more tutorials on [OOPS Concepts](http://www.aspneto.com/category/oop" \o "Tutorials on OOPS Concepts" \t "_blank), [Asp.net](http://www.aspneto.com/category/aspnet" \o "Tutorials on Asp.net" \t "_blank) here.

4] Encapsulation:

Encapsulation is the process of keeping or enclosing one or more items within a single physical or logical package. In object oriented programming methodology it prevents access to implementation details.

Encapsulation is implemented by using access specifiers. An access specifier defines the scope and visibility of a class member. Available access specifiers are public, private, protected, internal etc.

**How we can achieve Encapsulation?**  
We can achieve Encapsulation by using *private* access modifier as shown in below example method.

private string GetEngineMakeFormula()  
{  
       private string formula = "a\*b";  
       return formula;  
}

**Example – [Encapsulation]**

public class Bike  
{  
       public int mileage = 65;  
       public string color = "Black";  
       private string formula = "a\*b";

       //Its public – so accessible outside class  
       public int GetMileage()  
       {  
               return mileage;  
       }

       //Its public – so accessible outside class  
       public string GetColor()  
       {  
               return color;  
       }

       //Its private – so not accessible outside class  
       private string GetEngineMakeFormula()  
       {  
               return formula;  
       }  
}

public class Program  
{  
       public static void Main(string[] args)  
       {  
               Bike objBike = new Bike();  
               Console.WriteLine("Bike mileage is : " + objBike.GetMileage()); //accessible outside "Bike"  
               Console.WriteLine("Bike color is : " + objBike.GetColor()); //accessible outside "Bike"  
               //we can't call this method as it is inaccessible outside "Bike"  
               //objBike.GetEngineMakeFormula(); //commented because we can't access it  
               Console.Read();  
       }  
}

So as you can see from above code that we hide *GetEngineMakeFormula()* method by using *private* access modifier because there is no need to give the make formula to users. So exposed only necessary methods for users to use it using *public* access modifier.

5] Abstraction:

Abstraction is the process of providing only essential information to the outside real world and hiding overall background details to present an object. It relies on the separation of interface and implementation.

For example, we continue with “Bike” as an example, we have no access to the piston directly, we can use *start button* to run the piston. Just imagine if a bike manufacturer allows direct access to piston, it would be very difficult to control actions on the piston. That’s the reason why a bike provider separates its internal implementation from its external interface.

**Example – [Abstraction]**

public class Bike  
{  
       public int mileage = 65;  
       public string color = "Black";  
       private string formula = "a\*b";

       //Its public – so accessible outside class  
       public int GetMileage()  
       {  
               return mileage;  
       }

       //Its public – so accessible outside class  
       public string GetColor()  
       {  
               return color;  
       }

       //Its private – so not accessible outside class  
       private string GetEngineMakeFormula()  
       {  
               return formula;  
       }

       //Its public – so accessible outside class  
       public string DisplayMakeFormula()  
       {  
               //"GetEngineMakeFormula()" is private but accessible and limited to this class only  
               return GetEngineMakeFormula();  
       }  
}

public class Program  
{  
       public static void Main(string[] args)  
       {  
               Bike objBike = new Bike();  
               Console.WriteLine("Bike mileage is : " + objBike.GetMileage()); //accessible outside "Bike"  
               Console.WriteLine("Bike color is : " + objBike.GetColor()); //accessible outside "Bike"  
               //we can't call this method as it is inaccessible outside "Bike"  
               //objBike.GetEngineMakeFormula(); //commented because we can't access it  
               Console.WriteLine("Bike color is : " + objBike.DisplayMakeFormula()); //accessible outside  
               Console.Read();  
       }  
}

As you can see from the above code that necessary methods and properties exposed using *public* access modifier and unnecessary methods and properties are hidden using *private* access modifier. This way we can implement abstraction or we can achieve abstraction in our code or web application.

**Note:** Abstraction and Encapsulation are related features in object oriented programming. Abstraction allows making relevant information visible and Encapsulation enables a programmer to implement the desired level of abstraction. That means hidden part of class acts like Encapsulation and exposed part of class acts like Abstraction.

6] Information Hiding:

Information Hiding concept restricts direct exposure of the data. Data is accessed indirectly using safe mechanism, methods in case of programming object. Follow the example given in Abstraction.

7] Inheritance:

Inheritance in OOP allows us to create a new class using an existing one meaning extending one class to another.

This concept can also be related with the real world example. Let’s take a Bike example again. A Bike manufacturer uses same mechanism of existing version of the bike while launching a new version with some additional added functionality. This allows manufacturer to save their time and efforts both.

The main advantage of extending classes is that it provides a convenient way to reuse existing fully tested code in different context thereby saving lots of time with existing coding and its model style.

**Example – [Inheritance]**

public class Base  
{  
       public Base()  
       {  
               Console.WriteLine("Constructor of Base Class");  
       }

       public void DisplayMessage()  
       {  
               Console.WriteLine("Hello, how are you?");  
       }  
}

public class Child : Base  
{  
       public Child()  
       {  
               Console.WriteLine("Constructor of Child class");  
       }  
}

public class Program  
{  
       public static void Main(string[] args)  
       {  
               Child objChild = new Child();  
               //Child class don't have DisplayMessage() method but we inherited from "Base" class  
               objChild.DisplayMessage();  
               Console.Read();  
       }  
}

As you can see in the previous example code, We created an object of a Child class in *Main()* method and then called *DisplayMessage()* method of Base class. If you notice that the Child class doesn’t have *DisplayMessage()* method in it. So obviously it is inherited from the Base class. When you execute following code, result would be as show below:  
**Example Result**

Constructor of Base Class  
Constructor of Child class  
Hello, how are you?

As per sample result, we can say that the “Base” class constructor will automatically be called before the “Child” class constructor.

Thus, here conclusion is that “Base/Parent” classes are automatically instantiated before “Child/Derived” classes.

8] Polymorphism:

The word *Polymorphism* means having many forms. Generally, polymorphism occurs when there is a hierarchy of classes and they are related by inheritance.

Let’s take Bike example, A Bike can be into two forms like *cell start* or *kick start*. We can later on decide which form or method we will use to start bike to go for drive (meaning at *runtime*).

There are two types of Polymorphism:

* **Compile time polymorphism:** In this type of polymorphism, compiler identifies which polymorphism form it has to take and execute at compile time is called as *compile time polymorphism* or *early binding*. Examples of early binding are *Method Overloading* and *Operator Overloading*. The *Method Overloading* means more than one method having same name but different signatures (or parameters) in the same or different class.

– Advantage: Execution will be fast because everything about the method is known to compiler during compilation.  
– Disadvantage: It has lack of flexibility.

**Example – [Method Overloading]**

public class Base  
{  
       //1st: same method name, return type (object) but different parameter type (object)  
       public object Display(object a)  
       {  
               return (a);  
       }  
                 
       //2nd: same method name, return type (int) but different parameter type (int)  
       public int Display(int a)  
       {  
               return (a);  
       }  
}

public class Program  
{  
       public static void Main(string[] args)  
       {  
               Base objBase = new Base();  
               int val = 7;

               //here 2nd method will be called with type "int"  
               Console.WriteLine(objBase.Display(val));  
               Console.Read();  
       }  
}

In above example, when you run the program, *Display(int a)* method will be called first because *val* is of type *int* at compile time. The assigned *val* is only refer to as a *int* at execution time.

**Example Result**

7

**Note:** While overloading methods, a rule to follow is the overloaded methods must differ either in number of arguments they take or the data type of at least one argument. We can also consider *Method Overriding* as a compile time polymorphism that is called directly by using derived objects.

* **Runtime polymorphism:** In this type of polymorphism, compiler identifies which polymorphism form it has to take and execute at runtime but not at compile time is called as *runtime polymorphism* or *late binding*. Example of early binding is *Method Overriding*. The *Method Overriding* means having two methods with same name and same signature, one method in base class and other method in derived class. It must require changing the behavior of the base class methods in derived class to use its functionality differently.

– Advantage: It has flexibility to adjust object types at runtime.  
– Disadvantage: Execution will be slow as compiler has to get the information about the method to execute at runtime.

We need to use either virtual methods or abstract method to allow the derived class to override a method of the base class.

**Example – [Method Overriding by using virtual method]**

public class Base  
{  
       public virtual string BlogName()  
       {  
               return "AspnetO";  
       }  
}

public class Child : Base  
{  
       //same method name with same signature/parameters  
       public override string BlogName()  
       {  
               return "AspnetO – Quick Way To Learn Asp.net";  
       }  
}

public class Program  
{  
       public static void Main(string[] args)  
       {  
               Base objBase = new Child();  
               Console.WriteLine(objBase.BlogName());  
               Console.Read();  
       }  
}

In above example, when you run the program, at compile time the type of *objBase* is *Base* but it will still call the child class’s override method because at the *runtime*, the type of the *objBase* object refers to is *Child*.

**Example Result**

AspnetO – Quick Way To Learn Asp.net

**Example – [Method Overriding by using abstract method]**

public abstract class Base  
{  
       public abstract string BlogName();  
}

public class Child : Base  
{  
       //same method name with same signature/parameters  
       public override string BlogName()  
       {  
               //It's mandatory to implement abstract method in derived/child class  
               return "AspnetO – Quick Way To Learn Asp.net";  
       }  
}

public class Program  
{  
       public static void Main(string[] args)  
       {  
               Base objBase = new Child();  
               Console.WriteLine(objBase.BlogName());  
               Console.Read();  
       }  
}

In above example, when you run the program, at compile time the type of *objBase* is *Base* but it will still call the child class’s override method because at the *runtime*, the type of the *objBase* object refers to is *Child*.

**Example Result**

AspnetO – Quick Way To Learn Asp.net

**Note:** Method Overloading and Method Overriding both are different OOP concepts and important also. Don’t be panic with their names it looks similar.

9] Constructors:

Constructors are special methods, used when instantiating a class. A constructor can never return anything, which is why you don’t have to define a return type for it.

A normal method is defined like this:

public string bike()  
{  
}

A simple constructor(without parameters) can be defined like this:

public bike()  
{  
}

And here is the example of parameterized constructor:

public class bike  
{  
       private int mileage;  
       private string color;

       public bike()  
       {  
               //constructor without parameter  
       }

       public bike(int mil, string col)  
       {  
               //constructor with two parameters "mil" and "col"  
               mileage = mil;  
               color = col;  
       }

       public void DisplayBikeData()  
       {  
               Console.WriteLine("Bike's Mileage is " + mileage + " and color is " + color);  
       }  
}

Key points to note about constructor are:

* If no constructor defined then the CLR(Common Language Runtime) will provide an implicit constructor which is known as a *Default Constructor*.
* Constructor doesn’t return a value.
* Constructors can be overloaded.
* A class can have any number of constructors and they vary with the number of arguments that are passed, which is they should have different parameters or signatures.
* We don’t use references or pointers on constructors because their addresses cannot be taken.
* Constructor doesn’t be declared with the *virtual* keyword.

10] Destructors:

Since garbage cleanup is automatic system, framework will free the objects that are no longer in use BUT there may be times where we need to do some manual cleanup. In this case we can use Destructor, which is used to destroy the objects that we no longer want to use.

A destructor method called once an object is disposed, can be used to cleanup resources used by the object. Destructors don’t look very much like other methods.

Here is an example of a destructor for our Bike class:

public class Bike  
{  
       public Bike()  
       {  
               //Constructor  
       }  
       ~Bike()  
       {  
               //Destructor  
       }  
}

Once the class object is instantiated, *Constructor* will be called and when object is collected by the garbage collector, *Destructor* method will be called.