**Instructor:**

* Mr. Nazeef Ul Haq

Registration No. **2022-CS-65** Name: **Muhammad Wali Ahmad**

### Guide Lines/Instructions:

You may talk with your fellow CS261-ers about the problems. However:

* Try the problems on your own *before* collaborating.
* Write up your answers yourself, in your own words. You should never share your typed-up solutions with your collaborators.
* If you collaborated, list the names of the students you collaborated with at the beginning of each problem.

**Today’s Task:**

* Divide and conquer paradigm

# Problem 1: Meet Multiplication

**Note:** All the functions go to Karatsuba.py

i Multiply two integers a and b, using partial products and carry and show the time consumed with the increased number of digits.

Multiply\_integer(a,b) – a, b are integers, return type is string containing answer. ii Repeat part(i) to take input a and b as string.

Multiply\_string(a,b) – a, b are strings, return type is string containing answer. iii Visualize the multiplication process in the following format.

|  |  |
| --- | --- |
| 2 2  4 5  1 1 0  8 8 0  ------ 9 9 0  ------ | 1 2 2  2 4 5  6 1 0  4 8 8 0  2 4 4 0 0  ---------- 2 9 8 9 0 |

Visualize\_Karatsuba(a, b) – a and b are string, do not return any thing just print the output.

iv Write the recursive code of multiplication and show the time consumed with the increasing number of digit.

Multiply\_Recursive(a, b) – a and b are string, return string containing answer. v Implement Karatsuba Algorithm.

Karatsuba\_Recursive(a, b) – a and b are string, return string containing answer.

vi In class, we discussed Karatsuba’s algorithm for *n*-digit integers written in base 10. That is, for an integer *x*, we wrote ![](data:image/png;base64,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), for *xi* ∈ {0*,...,*9}. But we can also consider an *n*-bit integer *y* written in base 2: ![](data:image/png;base64,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), for *yi* ∈ {0*,*1}. Or we can think about an *n*-hexadecimal integer *z* written in base
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Your friend has come up with the following argument that integer multiplication can be done in *O*(1) time. The argument has three parts:

1 You may be used to representing number in hex on a computer, where it doesn’t use symbols 0*,...,*15 but rather 0*,...,*9, along with the symbols *A,B,C,D,E,F*.

In fact, this is the same thing, we just read “A” as 10, ”B” as 11, and so on. So in hex, 1*AF* = 1 · 162 + 10 · 161 + 15 · 160 = 431 base 10.

1. Whatever base we choose to write the numbers out in, Karatsuba’s algorithm correctly finds the product of those numbers. For example, if we wanted to multiply the numbers 11010011 and 01011010 (which are written in binary), we could do that by recursively performing three multiplications involving the numbers 1101*,*0011*,*0101, and 1010.
2. For a given number *x*, the length of *x*’s base-b representation is decreasing as *b* increases. For example, the same number *x* = 1024 (base 10) can be written as
   * 1000000000 base 2 (10 bits)
   * 1024 base 10 (4 digits)
   * 400 base 16 (3 hexits)
3. Suppose we want to multiply two numbers *x* and *y*. Part (b) means that there’s some large enough *b* so that the base-*b* representations of *x* and *y* have length *n* = *O*(1). Then we run Karatsuba’s algorithm in this base (which works by part (a)), and it takes time *O*(*n*1*.*6) = *O*(1) because *n* = *O*(1). Therefore we can multiply any two integers in time *O*(1).

Unfortunately (from the perspective of fast integer multiplication) your friend’s argument is flawed in at least one place. Which of their steps are faulty and why?

**a.** This part of the argument is correct. Karatsuba's algorithm is a valid algorithm for integer multiplication and can be used regardless of the base in which numbers are represented. It does involve recursive multiplication of smaller parts of the numbers.

**b.** This part of the argument is also correct. As you increase the base for representing a number, the number of digits or bits required to represent the same value usually decreases. For example, representing 1024 in base 2 (binary) requires 10 bits, in base 10 (decimal) requires 4 digits, and in base 16 (hexadecimal) requires 3 digits (hexits).

**c.** This is where the flaw in the argument lies. While it's true that there exists some base (let's call it b) in which the base-b representations of x and y have length n = O(1), the claim that running Karatsuba's algorithm in this base takes time O(1) is not accurate.

def Multiply2(x,y):

    if not x or not y:

        return '0'

    n = max(len(x), len(y))

    if n == 1:

        return str(int(x, 2) \* int(y, 2))

    else:

        half = (n + 1) // 2

        a = x[:-half]

        b = x[-half:]

        c = y[:-half]

        d = y[-half:]

        ac = int(Multiply2(a, c), 2)

        ad = int(Multiply2(a, d), 2)

        bc = int(Multiply2(b, c), 2)

        bd = int(Multiply2(b, d), 2)

        return format(((ac) \* (2 \*\* n)) + ((ad + bc) \* (2 \*\* half)) + bd, 'b')

def Multiply16(x, y):

    if not x or not y:

        return '0'

    n = max(len(x), len(y))

    if n == 1:

        return hex(int(x, 16) \* int(y, 16))

    else:

        half = (n + 1) // 2

        a = x[:-half]

        b = x[-half:]

        c = y[:-half]

        d = y[-half:]

        ac = int(Multiply16(a, c), 16)

        ad = int(Multiply16(a, d), 16)

        bc = int(Multiply16(b, c), 16)

        bd = int(Multiply16(b, d), 16)

        result = (ac << (4 \* half)) + ((ad + bc) << (4 \* (half // 2))) + bd

        return hex(result)[2:]

write the following functions

* + Multiply2(x,y)—return a string array as output. x and y are also string.

Out of the function, take input from the user and prints the answer.

* + Multiply16(x,y)—return a string array as output x and y are also string.

Out of the function, take input from the user and prints the answer.

Also validate if the user has entered the currect input w.r.t base number 2 or 16. In case of invalid input return empty string.

**Problem 2: Social Friends**

**Note:** All the functions go to Friends.py

Each of *n* users spends some time on a social media site. For each *i* = 1*, ..., n*, user *i* enters the site at time *ai* and leaves at time *bi ≥ ai*. You are interested ingo the question: how many distinct pairs of users are on the site at the same time? (Here, the pair (*i, j*) is the same as the pair (*j, i*)).

Example: Suppose there are 5 users with the following entering and leaving times:

|  |  |  |
| --- | --- | --- |
| User | Enter Time | Leave Time |
| 1 | 1 | 4 |
| 2 | 2 | 5 |
| 3 | 7 | 9 |
| 4 | 9 | 10 |
| 5 | 6 | 10 |

Then, the number of distinct pairs of users who are on the site at the same time is four: these pairs are (1, 2), (3, 4), (4, 5), (3, 5).

Note: If the Leave Time of one user is the same as the Enter Time of another, this counts as an overlap. For example, user 3’s Leave Time is 9, and User 4’s Enter Time is 9, and this counts as an overlap.

1. Given input (*a*1*, b*1)*,* (*a*2*, b*2)*, ...,* (*an, bn*) as above, there is a straightforward algorithm that takes about *n*2 time to compute the number of pairs of users who are on the site at the same time. Give this algorithm and explain why it takes time about *n*2.

def friendSlower(Input):

    size of Input >> users

    Initialize Empty Array >> Result[]

for i = 0 to i = users - 1:

for j = i + 1 to j = users – 1:

if(ENTER time of Input[i] lies between enter and exit time of Input[j] or EXIT time of Input[i] lies between enter and exit time of Input[j]):

Do >> Store Indices of users in tuple and then append in result

return Result

def friendSlower(Input):

    users = len(Input)

    Result = []

    for i in range(users):

        for j in range(i+1,users):

            if((Input[j][0] <= Input[i][1] <= Input[j][1]) or (Input[j][0] <=  Input[i][0] <= Input[j][1])):

                Result.append((i+1,j+1))

    return Result

In Friends.py, create a function friendSlower(Input)

* + Input represents 2D arrays such as above table can be represented as follow

A= [[1,4],[2,5],[7,9],[9,10],[6,10]]

* + return output as list of tuples as list [(1, 2), (3, 4), (4, 5), (3, 5)]

1. Give an *O*(*n* log(*n*))-time algorithm to do the same task and analyze its running time. (Hint: consider sorting relevant events by time).

def friendsFaster(Input):

    Add Indices in Each User Array

    Sort according to Enter Time by MergeSort

    Initialize Empty Array >> First[]

    Apply two pointer approach and initialize i,j

i = 0

    j = i + 1

    while(i!= len(Input)-1):

        if(j at the end of the array):

            DO:

i+=1

            j = i + 1

elif(ENTER time of Input[i] lies between enter and exit time of Input[j] or EXIT time of Input[i] lies between enter and exit time of Input[j]):

Do >> Store Indices of users in tuple and then append in result

            j+=1 increment to check next user

  else: (When user not present at the same time of next user then not checking other users and jump to next user )

            i+=1

            j=i+1

    Sort according to Exit Time by MergeSort

    Initialize Empty Array >> First[]

    Apply two pointer approach and initialize i,j

i = 0

    j = i + 1

    while(i!= len(Input)-1):

        if(j at the end of the array):

            DO:

i+=1

            j = i + 1

elif(ENTER time of Input[i] lies between enter and exit time of Input[j] or EXIT time of Input[i] lies between enter and exit time of Input[j]):

Do >> Store Indices of users in tuple and then append in result

            j+=1 increment to check next user

  else: (When user not present at the same time of next user then not checking other users and jump to next user )

            i+=1

            j=i+1

    set(First) // convert into set

    set(Second)

    First.union(Second) Eliminate same entities

   list(Output) // convert to List

    return Output

def friendsFaster(Input):

    for i in range(len(Input)):

        Input[i].append(i+1)

    MergeSort(Input, 0, len(Input)-1, 0)

    First = []

    i = 0

    j = i + 1

    while(i!= len(Input)-1):

        if(j==len(Input)):

            i+=1

            j = i + 1

        elif((Input[j][0] <= Input[i][1] <= Input[j][1]) or (Input[j][0] <=  Input[i][0] <= Input[j][1])):

            First.append((Input[i][2],Input[j][2]))

            j+=1

        else:

            i+=1

            j=i+1

    MergeSort(Input, 0, len(Input)-1, 1)

    Second = []

    i = 0

    j = i + 1

    while(i!= len(Input)-1):

        if(j==len(Input)):

            i+=1

            j = i + 1

        elif((Input[j][0] <= Input[i][1] <= Input[j][1]) or (Input[j][0] <=  Input[i][0] <= Input[j][1])):

            Second.append((Input[i][2],Input[j][2]))

            j+=1

        else:

            i+=1

            j=i+1

    First = set(First)

    Second = set(Second)

    Output = First.union(Second )

    Output = list(Output)

    return Output

In Friends.py, create a function friendsFaster(Input)

* + Input represents 2D arrays such as above table can be represented as follow

A= [[1,4],[2,5],[7,9],[9,10],[6,10]]

* + return output as list of tuples as list [(1, 2), (3, 4), (4, 5), (3, 5)]
  + You can create helping functions in same file if required.

## Problem 3: Toads

**Note:** All the functions go to Toads.py

On an island, there are trustworthy toads and tricky toads. The trustworthy toads always tell the truth; the tricky toads may lie or may tell the truth. The toads themselves can tell who is tricky and who is trustworthy, but an outsider can’t tell the difference: they all just look like toads.
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You arrive on this island, and are tasked with finding the trustworthy toads. You are allowed to pair up the toads and have them evaluate each other. For example, if Tiffany the Toad and Tom´as the Toad are both Trustworthy Toads, then they will both say that the other is trustworthy. But if Tiffany the Toad is a Trustworthy Toad and Tyrannus the Toad is a Tricky Toad, then Tiffany will call Tyrannus out as tricky, but Tyrannus may say either that Tiffany is tricky or that she is trustworthy. We will refer to one of these interactions as a “toad-to-toad comparison.” The outcomes of comparing toads *A* and *B* are as follows:

|  |  |  |  |
| --- | --- | --- | --- |
| Toad A | Toad B | A says (about B) | B says (about A) |
| Trustworthy | Trustworthy | Trustworthy | Trustworthy |
| Trustworthy | Tricky | Tricky | Either |
| Tricky | Trustworthy | Either | Tricky |
| Tricky | Tricky | Either | Either |

Suppose that there are *n* toads on the island, and that there are strictly more than *n/*2 trustworthy toads.

*In this problem, you will develop an algorithm to find all of the trustworthy toads, that only uses O*(*n*) *toadto-toad comparisons. Before you start this problem, think about how you might do this—hopefully it’s not at all obvious! Along the way, you will also practice some of the skills that we’ve seen in Week 1. You will design two algorithms, formally prove that one is correct using a proof by induction, and you will formally analyze the running time of a recursive algorithm.*

Use following class of Toad.

import random class Toad:

def init (self, is\_trustworthy):

self.truthful: bool = bool(int(is\_trustworthy))

def is\_trustworthy(self): return self.truthful

def tell\_about(self,toad): b\_trustworthy= toad.is\_trustworthy() if(self.is\_trustworthy()):

return b\_trustworthy else:

r = random.random() if(r<0.5):

return True else:

return False

1. Give a straightforward algorithm that uses *O*(*n*2) toad-to-toad comparisons and identifies all of the trustworthy toads.

### [We are expecting: A description of the procedure (either in pseudocode or very clear English), with a brief explanation of what it is doing and why it works.]

**[We are also expecting its Python code]**

Create functions

getPopulation(n)-- n is number of total toads on island and returns the list of toads meeting above criteria.

TruthFulToadsA(population) – Population is list of toads and return list integers containing the indices of truthful toads

1. Now let’s start designing an improved algorithm. The following procedure will be a building block in our algorithm—make sure you read the requirements carefully!

Suppose that *n* is even. Show that, using only *n/*2 toad-to-toad comparisons, you can reduce the problem to the same problem with less than half the size. That is, give a procedure that does the following:

* + **Input:** A population of *n* toads, where *n* is even, so that there are strictly more than *n/*2 trustworthy toads in the population.
  + **Output:** A population of *m* toads, for 0 *< m* ≤ *n/*2, so that there are strictly more than *m/*2 trustworthy toads in the population.
  + **Constraint:** The number of toad-to-toad comparisons is no more than *n/*2.

### [We are expecting: A description of this procedure (either in pseudocode or very clear English), and rigorous argument that it satisfies the Input, Output, and Constraint requirements above.]

**[We are also expecting its Python code]**

TruthFulToadsB(population) – Population is list of toads and return list integers containing the indices of truthful toads

1. Extend your argument for odd *n*. That is, given a procedure that does the following:
   * **Input:** A population of *n* toads, where *n* is odd, so that there are strictly more than *n/*2 trustworthy toads in the population.
   * **Output:** A population of *m* toads, for 0 *< m* ≤d*n/*2e, so that there are strictly more than *m/*2 trustworthy toads in the population.
   * **Constraint:** The number of toad-to-toad comparisons is no more than b*n/*2c.

(*?*) *For all of the following parts, you may assume that the procedures in parts (b) and (c) exist even if you have not done those parts.*

1. Using the procedures from parts (b) and (c), design a recursive algorithm that uses *O*(*n*) toadto-toad comparisons and finds a *single* trustworthy toad.

### [We are expecting: A description of the procedure (either in pseudocode or very clear English). ]

1. Prove formally, using induction, that your answer to part (d) is correct.

### [We are expecting: A formal argument by induction. Make sure you explicitly state the inductive hypothesis, base case, inductive step, and conclusion.]

1. Prove that the running time of your procedure in part (d) uses *O*(*n*) toad-to-toad comparisons.

### [We are expecting: A formal argument. Note: do this argument “from scratch,” do not use the Master Theorem.]

1. Give a procedure to find *all* trustworthy toads using *O*(*n*) toad-to-toad comparisons.

**[We are expecting: An informal description of the procedure. ]**

# What to Submit:

1. Only .py files are allowed.
2. You are required to submit the following files.
   1. karatsuba.py
   2. friends.py
   3. toads.py
   4. Lab3.docx with all the descriptive answers typed. (you may take snapshot of handwritten work to paste in the file, but text should be typed)
3. Functions names, input and output should be exactly same.
4. Zip all files, and submit on eduko