**ForkJoin JDK implementation**

**java.util.Arrays class for its parallelSort() method**

**Stream.parallel()**

[**Fork and Join framework**](http://docs.oracle.com/javase/tutorial/essential/concurrency/forkjoin.html) distribute the work across multiple cores in processor and then join them to return the result set

Basically the **Fork-Join breaks the task at hand into mini-tasks** until the mini-task is simple enough that it can be solved without further breakups. It’s **like a**[**divide-and-conquer algorithm**](http://en.wikipedia.org/wiki/Divide_and_conquer_algorithms).

One important concept to note in this framework is that **ideally no worker thread is idle**. They implement a **work-stealing algorithm** in that idle workers steal the work from those workers who are busy.

![Fork Join Framework](data:image/png;base64,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)

1) [Core Classes used in Fork/Join Framework](http://howtodoinjava.com/java-7/forkjoin-framework-tutorial-forkjoinpool-example/#Core_Classes)

i) [ForkJoinPool](http://howtodoinjava.com/java-7/forkjoin-framework-tutorial-forkjoinpool-example/#ForkJoinPool)

ii) [ForkJoinTask](http://howtodoinjava.com/java-7/forkjoin-framework-tutorial-forkjoinpool-example/#ForkJoinTask)

The ForkJoinPool is basically a specialized implementation of ExecutorService implementing the work-stealing algorithm.

The ForkJoinPool is basically a specialized implementation of ExecutorService implementing the work-stealing algorithm.

We create an instance of ForkJoinPool by providing the target parallelism level i.e. the number of processors as shown below:

**ForkJoinPool pool = new ForkJoinPool(numberOfProcessors);**

**Where numberOfProcessors = Runtime.getRunTime().availableProcessors();**

If you use a no-argument constructor, by default, it creates a pool of size that equals the number of available processors obtained using above technique.