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**Mục lục:**

**MỞ ĐẦU**

Trong thời đại ngày nay, trí tuệ nhân tạo đã trở thành một lĩnh vực ngày càng quan trọng, với ứng dụng rộng rãi từ tự động hóa, robot học và cả trong lĩnh vực giải quyết vấn đề.

Trong báo cáo này, chúng ta sẽ đàm phán về một chủ đề cụ thể trong trí tuệ nhân tạo - đó là ứng dụng của thuật toán A\* trong việc tìm kiếm đường đi trên cây trạng thái. Chúng tôi sẽ bắt đầu bằng việc trình bày bài toán cụ thể mà chúng tôi đã chọn để áp dụng thuật toán A\* và giải quyết. Sau đó, chúng tôi sẽ cung cấp một cái nhìn sâu sắc vào lý thuyết đằng sau thuật toán A\* và cách nó có thể được áp dụng để giải quyết bài toán cụ thể này.

Mục tiêu chính của báo cáo là không chỉ trình bày lý thuyết và cách áp dụng thuật toán, mà còn thực hiện một ứng dụng thực tế của nó. Chúng tôi sẽ trình bày sản phẩm cuối cùng của chúng tôi, bao gồm mã nguồn và giao diện đồ họa, cùng với mô phỏng các kết quả và ứng dụng của thuật toán A\* trong bối cảnh cụ thể mà chúng tôi đã nghiên cứu.

Chúng ta cùng khám phá và hiểu rõ hơn về cách thuật toán A\* có thể đóng góp vào việc giải quyết các thách thức đầy thú vị trong lĩnh vực trí tuệ nhân tạo.

**B. Nội dung:**

**I. Cơ sở lý thuyết:**

Bài toán cần giải quyết:

Chúng ta đối mặt với bài toán tìm đường đi an toàn cho robot trong một môi trường động. Môi trường này có chứa các vật cản xuất hiện và biến động, và chúng ta cần một giải pháp thông minh để đảm bảo robot di chuyển hiệu quả.

Thuật toán:

Để giải quyết bài toán này, nhóm đã nghiên cứu và chọn sử dụng thuật toán A\*. Thuật toán này được chọn vì khả năng tìm kiếm đường đi hiệu quả và có thể xử lý môi trường động.

**II. Kết quả nghiên cứu**

Nhóm đã thành công ứng dụng thuật toán A\* vào bài toán tìm đường đi cho robot trong môi trường động.

Mô tả cụ thể về cách thuật toán A\* được tích hợp để đảm bảo robot di chuyển an toàn, tránh vật cản và biến động.

Trình bày sản phẩm: phần code, giao diện, sử dụng.

Phần code:

import pygame

from queue import PriorityQueue

# Khởi tạo môi trường

WIDTH = 900

HEIGHT = 500

WIN = pygame.display.set\_mode((WIDTH, HEIGHT))

pygame.display.set\_caption("Áp dụng Thuật toán A\*")

# Định nghĩa màu sắc

WHITE = (0, 0, 0)

BLACK = (255, 255, 255)

RED = (255, 0, 0)

GREEN = (0, 255, 0)

BLUE = (0, 0, 255)

YELLOW = (255, 255, 0)

class Node:

def \_\_init\_\_(self, row, col, width, total\_rows):

self.row = row

self.col = col

self.x = row \* width

self.y = col \* width

self.color = WHITE

self.neighbors = []

self.width = width

self.total\_rows = total\_rows

def get\_pos(self):

return self.row, self.col

def is\_closed(self):

return self.color == RED

def is\_open(self):

return self.color == GREEN

def is\_barrier(self):

return self.color == BLACK

def is\_start(self):

return self.color == BLUE

def is\_end(self):

return self.color == YELLOW

def reset(self):

self.color = WHITE

def make\_start(self):

self.color = BLUE

def make\_closed(self):

self.color = RED

def make\_open(self):

self.color = GREEN

def make\_barrier(self):

self.color = BLACK

def make\_end(self):

self.color = YELLOW

def make\_path(self):

self.color = BLUE

def draw(self, win):

pygame.draw.rect(win, self.color, (self.x, self.y, self.width, self.width))

def update\_neighbors(self, grid):

self.neighbors = []

if self.row < self.total\_rows - 1 and not grid[self.row + 1][self.col].is\_barrier():

self.neighbors.append(grid[self.row + 1][self.col])

if self.row > 0 and not grid[self.row - 1][self.col].is\_barrier():

self.neighbors.append(grid[self.row - 1][self.col])

if self.col < self.total\_rows - 1 and not grid[self.row][self.col + 1].is\_barrier():

self.neighbors.append(grid[self.row][self.col + 1])

if self.col > 0 and not grid[self.row][self.col - 1].is\_barrier():

self.neighbors.append(grid[self.row][self.col - 1])

def \_\_lt\_\_(self, other):

return False

# Hàm heuristic (ước lượng chi phí)

def h(p1, p2):

x1, y1 = p1

x2, y2 = p2

return abs(x1 - x2) + abs(y1 - y2)

# Thuật toán A\*

def astar(draw, grid, start, end):

count = 0

open\_set = PriorityQueue()

open\_set.put((0, count, start))

came\_from = {}

g\_score = {node: float("inf") for row in grid for node in row}

g\_score[start] = 0

f\_score = {node: float("inf") for row in grid for node in row}

print("Start in astar:", start)

print("End in astar:", end)

f\_score[start] = h(start.get\_pos(), end.get\_pos())

open\_set\_hash = {start}

while not open\_set.empty():

for event in pygame.event.get():

if event.type == pygame.QUIT:

pygame.quit()

current = open\_set.get()[2]

open\_set\_hash.remove(current)

if current == end:

reconstruct\_path(came\_from, end, draw)

end.make\_end()

start.make\_start()

return True

for neighbor in current.neighbors:

temp\_g\_score = g\_score[current] + 1

if temp\_g\_score < g\_score[neighbor]:

came\_from[neighbor] = current

g\_score[neighbor] = temp\_g\_score

f\_score[neighbor] = temp\_g\_score + h(neighbor.get\_pos(), end.get\_pos())

if neighbor not in open\_set\_hash:

count += 1

open\_set.put((f\_score[neighbor], count, neighbor))

open\_set\_hash.add(neighbor)

neighbor.make\_open()

draw()

if current != start:

current.make\_closed()

return False

# Vẽ đường đi

def reconstruct\_path(came\_from, current, draw):

while current in came\_from:

current = came\_from[current]

current.make\_path()

draw()

# Vẽ lưới

def make\_grid(rows, width):

grid = []

gap = width // rows

for i in range(rows):

grid.append([])

for j in range(rows):

node = Node(i, j, gap, rows)

grid[i].append(node)

return grid

# Vẽ lưới

def draw\_grid(win, rows, width):

gap = width // rows

for i in range(rows):

pygame.draw.line(win, WHITE, (0, i \* gap), (width, i \* gap))

for j in range(rows):

pygame.draw.line(win, WHITE, (j \* gap, 0), (j \* gap, width))

# Vẽ tất cả

def draw(win, grid, rows, width):

win.fill(WHITE)

for row in grid:

for node in row:

node.draw(win)

draw\_grid(win, rows, width)

pygame.display.update()

# Chia lưới thành ô

def get\_clicked\_pos(pos, rows, width):

gap = width // rows

y, x = pos

row = y // gap

col = x // gap

return row, col

# Hàm chính

def main(win, width):

ROWS = 20 # Điều chỉnh số lượng ô trong mỗi hàng và cột

grid = make\_grid(ROWS, width)

start = None

end = None

run = True

started = False

while run:

draw(win, grid, ROWS, width)

for event in pygame.event.get():

if event.type == pygame.QUIT:

run = False

if pygame.mouse.get\_pressed()[0]:

pos = pygame.mouse.get\_pos()

row, col = get\_clicked\_pos(pos, ROWS, width)

node = grid[row][col]

if not start and node != end:

start = node

start.make\_start()

elif not end and node != start:

end = node

end.make\_end()

elif node != end and node != start:

node.make\_barrier()

elif pygame.mouse.get\_pressed()[2]:

pos = pygame.mouse.get\_pos()

row, col = get\_clicked\_pos(pos, ROWS, width)

node = grid[row][col]

node.reset()

if node == start:

start = None

elif node == end:

end = None

if event.type == pygame.KEYDOWN:

if event.key == pygame.K\_SPACE and not started:

for row in grid:

for node in row:

node.update\_neighbors(grid)

astar(lambda: draw(win, grid, ROWS, width), grid, start, end)

pygame.quit()

if \_\_name\_\_ == "\_\_main\_\_":

main(WIN, WIDTH)

Phần giao diện:

![](data:image/png;base64,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)

Cách sử dụng:

1. Khởi Tạo Môi Trường:

- Mở ứng dụng, cửa sổ hiển thị giao diện của "**Áp dụng Thuật toán A\*".**

2. Tạo Bản Đồ:

- Bạn có thể tạo bản đồ bằng cách sử dụng chuột:

- Nhấp trái để đặt điểm bắt đầu (màu xanh da trời).

- Nhấp phải để đặt điểm kết thúc (màu vàng).

- Kéo chuột để tạo các rào cản (màu trắng).

3. Khởi Chạy Thuật Toán:

- Nhấn phím `SPACE` để bắt đầu chạy thuật toán A\* từ điểm bắt đầu đến điểm kết thúc.

- Thuật toán sẽ tìm kiếm đường đi ngắn nhất và hiển thị nó trên màn hình (màu xanh da trời).

4. Thay Đổi Bản Đồ:

- Bạn có thể tiếp tục thay đổi bản đồ trong khi thuật toán đang chạy.

5. Kết Thúc Chương Trình:

- Nhấn nút đóng cửa sổ hoặc phím `ESC` để thoát khỏi ứng dụng.

**Ghi Chú:**

- Các ô màu đen đại diện cho các rào cản.

- Các ô màu xanh lá cây là đường đi tìm được bởi thuật toán A\*.

- Điểm bắt đầu là ô màu xanh lá cây.

- Điểm kết thúc là ô màu vàng.

- Bạn có thể thêm, di chuyển hoặc xóa rào cản trong khi thuật toán đang chạy.

**III. Kết luận: Kết luận về những nội dung nhóm đã trình bày**

Nhóm đã mô tả chi tiết về quá trình nghiên cứu và triển khai thuật toán A\* để giải quyết bài toán tìm đường đi trong môi trường động.

Tổng kết ưu điểm của thuật toán trong việc đảm bảo hiệu suất và an toàn cho robot.

Đánh giá chi tiết về sản phẩm, bao gồm cả mã nguồn và giao diện, và làm rõ cách sử dụng nó trong môi trường thực tế.

Nêu rõ những hạn chế của nghiên cứu và đề xuất hướng phát triển cho tương lai, có thể bao gồm cải thiện hiệu suất thuật toán hoặc tích hợp các yếu tố môi trường phức tạp hơn.