个人博客管理系统的设计与实现

摘 要

本文针对个人博客管理系统进行了系统架构分析和实验研究，针对特点建立了个人博客管理的SPA应用。本系统前后端分离， 使系统耦合度更低，每个模块之间的关联更小，开发效率更高，维护的成本也大大降低。
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Design and Implementation of Personal Blog Management System

**ABSTRACT**

In this paper, the personal blog management system for the system architecture analysis and experimental research, for the characteristics of the establishment of a personal blog management SPA applications.The system back and forth separation, so that the system coupling is lower, the correlation between each module smaller, more efficient development, maintenance costs are greatly reduced.

**Key Words:** SPA Separation between front-end and back-end MVC引 言

Web 2.0出现以来，社交媒体上的内容和使用用户介入度急剧增长。博客已经成为与商业和个人生活的各个方面相关的记 录平台。 然而，我们没有适当的工具来正确地汇总和保存博客内容，以及有效地管理博客归档。 鉴于博客日益重要，建立一个稳定运行的系统以促进博客保护至关重要，保护我们遗产的重要部分，这对当代和后代来说将是有价值的。 在本文中，我将详细介绍在这个课题研究中所构建的一个具有体验流畅且稳定运行的博客展示和托管的平台，任何个人或组织都可以使用这个平台来保留他的博客。

利用这个的专门平台博客的特点，能够改进归档。 Web保存被定义为捕获，管理和保存网站和网页资源。 Web保存必须是一个从出生（即开始）到死亡（完成）的活动，它应该包括网络资源的一个完整生命周期。 最着名的网络归档计划是Internet Archive1自1996年以来一直在运作。另外还有各种各样的项目国家和国际组织正在开展网络维护工作相关活动。所有活跃的国家网络存档工作，作为以及一些学术网络档案是国际互联网的成员保存的。 但是，这是一项复杂的任务需要耗费很多资源。 因此，网络归档只有部分现有的网络被归档。与传统的媒体相反，如印刷业，使用网络可以极大地加快传播速度。 因此，博客的种类不仅仅是由规定主题的文档，还有其他参数，如每页的归档频率以及与页面请求相关的参数（例如浏览器，用户帐号，语言等）。

博客归档是Web归档的子类别。博客的意义在商业和私人生活的各个方面都不能低估。 博客是拉丁美洲的教学物理学用来促进时尚讨论法国的年轻人的产物。所有博客的集体成果，它们的内容，相互联系和影响构成了他们的作品博客圈，具有重要意义的独特的社会技术文物。然而，当前的网络存档工具导致博客保护的几个问题[1]。首先，采集和策划的工具使用基于时间表的方法确定内容应被捕获以便归档的时间点，导致信息丢失，如果它比其更新更频繁地更新被爬。另一方面，不必要的收获和存档的重复如果博客比爬网时间表更不频繁地更新，则会发生如果整个博客再次被收获，而不是选择性地收获新的页面。因此，考虑更新事件（例如新帖子，新评论等）作为爬行活动的触发器的方法将更为合适。
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# 第一章 任务概述

## 1.1目标

当今快节奏的社会中，人们往往忽略了文字的沉淀。该系统旨在搭建一个博客社区，给用户提供一个更多元化的文字交流平台，不仅仅是发表文章，用户之间还可以进行更加现代化的互动。

本系统是用vue+php实现的一个完全基于浏览器的博客系统，注册用户拥有以下权限：

1. 登陆系统
2. 注册用户可以给某篇博客留言
3. 注册用户可以对某篇文章进行点赞操作
4. 注册用户可以拥有自己的头像昵称等信息
5. 注册用户可以编写自己的文章并保存到服务器上
6. 注册用户可以把自己的文章投稿到首页，让更多的用户查看或评论
7. 注册用户可以管理自己的文章列表，上传文章、删除指定文章、和编辑指定文章等操作
8. 注册用户可以管理自己的文章分类列表，编辑分类条目、添加一个分类、或删除某个分类等操作

管理员拥有以下权限：

1. 管理员可以对用户投稿的文章进行筛选，并放到首页上

非注册用户可以进行的操作：

1. 查看主页上的投稿文章
2. 注册账户

## 1.2本系统的特点和目标用户

该系统面向喜欢文字交流的年轻社群，尤其是能快速接受新鲜事物并且能够持续保持活跃状态的用户。

该系统特点：

1. 优雅。本系统使用基于markdown的编辑器，对于书写者来说，排版更加优雅，写作时更加专注于文字本身，而无需再考虑怎样排版更加好看；对于读者来说，使用统一的格式，阅读体验更佳。
2. 免费。用户不需要购买域名，不需要购买服务器，不需要花费任何的费用，只要注册一个用户名，就能拥有与自己用户名一样的基于本站的域名了。
3. 传播更广泛。用户可以通过投稿的方式，把自己的觉得满意的作品推送到首页，让更多的用户看到，传播更加广泛。而不仅仅像普通的个人主页那样：必须得进入目标用户的主页才能浏览信息，使信息流通变得更加闭塞。
4. 使用方便。使用该系统无需掌握任何的计算机知识，只要初步了解了markdown的基础语法，就可以写博客了。像使用电子邮箱一样简单可以对自己的博客进行管理：如：编辑、上传、删除等操作。

# 第二章 需求分析

## 2.1基本需求

### 2.1.1功能需求

博客系统

登录注册

关注用户

通知模块

评论列表

日志编辑

日志查看

首页投稿

用户信息

本系统的用户有三种身份，分别为：游客（即未注册/未登录用户），注册用户和管理员。要求每种角色使用系统，操作时都方便快捷。游客在没有登录的情况下可以查看博客的详情；已经注册并且登陆系统的用户享有更多的特权，可以对自己的博客进行相关的操作等；管理员可以对用户投稿文章进行筛选。

### 2.1.2性能需求

响应时间:

规定服务器响应时间不超过0.5s，所以在初次加载时不应该出现白屏现象，给用户一个更好的体验。每次客户端向服务端请求时应在异步状态下进行操作。

系统输入输出精度需求:

规定用户输入空值时给出警告提示。

每次请求后的响应字段必须为全部可用字段，需要什么就响应什么，不能冗余，造成输出变大，响应时间变长这一问题。

## 2.2运行环境需求

### 2.2.1软件环境

操作系统：windows、linux、macOS

服务器：apache 、node v4.4.4（开发环境）

数据库环境：mysql（innoDB）

浏览器：chrome、firefox、safari

### 2.2.2硬件环境

处理器：AMD A6-4400M APU with Radeon HD Graphics

内存：6.00GB

系统类型：64位操作系统

## 2.3 E-r图

### 2.3.1用户实体

每个用户实体包括用户id（id），用户名（username），登录密码（password），昵称（nickName）、性别（sex）、生日（birth）、常住地（place）、常用邮箱（email）、主页推荐标识符（isHot）、获赞数（likeNum）、获得评论数（commitNum）等属性。

用户

id

password

sex

birth

username

isHot

articleNum

email

creatTime

commitNum

### 2.3.2 通知实体

每个通知实体包括通知id、通知标题（title）、通知类型（即type，包含成功、失败和警告）、创建日期（createTime）等属性。

通知

type

title

status

createTime

id

### 2.3.3文章实体

每个文章实体包括文章id、文章标题（title）、内容（content）、创建时间（createTime）、作者名（writerId）、获赞数（likeNum）、摘要（shortCut）等属性。

文章

writerId

likeNum

createTime

content

id

praiseList

shortCut

### 2.3.4评论实体

评论实体包括评论的id、对应的文章id（articleId）、评论人的用户id（userId）、评论内容（content）、创建时间（createTime）等属性。

评论

createTime

content

userId

articleId

id

# 第三章 系统设计

## 3.1流程图及流程说明

### .3.1.1.登录注册

从首页点击登录进入登录页，填写用户名和登录密码进行登录；未注册则填写相关字段进行注册。

操作成功后跳转首页，进行其他操作；失败则继续当前操作直至成功或仅浏览首页的文章或推荐关注的作者。

进入首页

登陆页

进入其他模块

注册

已登录

未登录

注册后

未注册

### 3.1.2查看用户信息

点击用户头像，带着当前用户的id参数，跳转到个人信息页；

判断所带参数是否为当前用户，是则编辑个人的资料；否则浏览信息。

点击头像

是否为当前用户

浏览

编辑

保存

否

是

### 3.1.3日志查看/编辑

点击日志，带着用户id这个参数跳转到详情页；

进入这个详情页后，判断路由中的指定参数是否为当前的日志作者：

是则可以进行修改，删除，评论等操作；

否（即不是当前日志的作者）则只能评论点赞。

点击日志

评论

删除

当前用户是否为作者

编辑

保存

否

是

### 3.1.4通知

用户被关注或日志被点赞和评论时，插入通知队列中，当用户从主页点击“查看通知”这个图标时，展示该用户当前的未读通知，点击指定通知，则关闭该通知并从数据库里删除。

收到评论

点击图标

首页显示图标

未读消息条数增加

被关注

通知列表

### 3.1.5首页投稿

当用户进入详情页时，立即判断当前用户的id是否与文章作者的id一致：

是则通过服务器发来的isHot字段判断投稿状态，进行投稿操作；

否则不显示投稿按钮，用户无法进行投稿操作。

管理员把投稿的文章进行筛选，将投稿的文章显示在首页

否

点击投稿

显示通知

显示通知

系统管理员审核

首页显示

投稿按钮消失

（服务器）发送isHot

（创作者）进入文章页

否

是

是

# 第四章 算法设计

## 4.1 MVC设计模式

![](data:image/png;base64,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)

对于MVC模式，大多数开发者都知道M是数据模型（Model），V是视图（View），C是控制器（Controller）。在MVC里，View是可以直接访问Model的。从而，View里会包含Model信息，不可避免的还要包括一些业务逻辑。 MVC模型关注的是Model的不变，所以，在MVC模型里，Model不依赖于View，但是 View是依赖于Model的[2]。不仅如此，因为有一些业务逻辑在View里实现了，导致要更改View也是比较困难的，至少那些业务逻辑是无法重用的。

UI开发中最广泛的引用模式可能是模型视图控制器（MVC），它也是最引人注目的。坦率地说，很多经典的基于MVC的框架对于这些富客户端来说并不真实。 但是现在我们来看看它的起源[3]。

当我们看待MVC时，请务必记住，这是在任何比例上进行的非常大规模的关于用户交互工作的第一次尝试。 图形用户界面在70年代并不常见。 我刚描述的表单和控件模型在MVC之后，因为它更简单，并不总是在一个好的方式。 再次，我将使用评估示例讨论Smalltalk 80的MVC，但请注意，我正在使用Smalltalk 80的实际细节进行一些自由，以开始这是一个单色系统。

## 4.2 MVVM设计模式

### 4.2.1 MVVM介绍

Model-view-viewmodel（MVVM）是一种软件架构模式。MVVM有助于通过开发业务逻MVVM的视图模型是一个值转换器：意味着视图模型负责从模型中显示（转换）数据对象，使得对象容易管理和呈现[4]。 在这方面，视图模型比视图更模型，并处理大部分（如果不是全部）视图的显示逻辑。 视图模型可以实现调解器模式，组织对视图支持的一组用例的后端逻辑的访问。辑或后端逻辑（数据模型），分离图形用户界面的开发（无论是通过标记语言还是GUI代码）。

MVVM是Martin Fowler的演示模型设计模式的一个变体[5]。MVVM以同样的方式提取视图的状态和行为，但是Presentation Model会以不依赖于特定用户界面平台的方式抽象视图（创建视图模型）。

MVVM和Presentation Model都来源于模型 - 视图 - 控制器模式（MVC）。

MVVM由Microsoft架构师Ken Cooper和Ted Peters专门用于简化用户界面的事件驱动编程 - 通过利用Windows Presentation Foundation（WPF）（Microsoft的.NET图形系统）和Silverlight（WPF的Internet应用程序衍生）的功能。微软WPF和Silverlight架构师之一的约翰·戈斯曼（John Gossman）在2005年的博客上宣布MVVM。

Model-view-viewmodel也被称为model-view-binder，特别是在不涉及.NET平台的实现中。 ZK（使用Java编写的Web应用程序框架）和KnockoutJS（JavaScript库）使用model-view-binder

此外，MVVM另一个重要特性，双向绑定。它更方便你同时维护页面上都依赖于某个字段的N个区域，而不用手动更新它们。

### 4.2.2 MVVM模式的组件

1.模型（Model）

模型是指代表真实状态内容（面向对象的方法）的域模型，也可以是代表内容（以数据为中心的方法）的数据访问层。

2.视图（View）

与MVC和MVP模式一样，视图是用户在屏幕上看到的结构，布局和外观。

3.视图模型（View model）

View model是暴露公共属性和命令的视图的抽象概念。代替MVC模式的控制器或MVP模式的演示者，MVVM具有绑定器。在视图模型中，粘合剂介导视图和数据绑定器之间的通信[需要说明]视图模型已被描述为模型中数据的状态。

4.绑定器（Binder）

声明式数据和命令绑定在MVVM模式中是隐含的。在Microsoft解决方案堆栈中，Binder是一种名为XAML的标记语言。绑定器使开发人员不必编写繁杂的逻辑来同步视图模型和视图。当在Microsoft堆栈之外实现时，声明性数据绑定技术的存在是该模式的关键推动因素。

### 4.2.3 解释

MVVM旨在利用WPF（Windows Presentation Foundation）中的数据绑定功能，通过从视图层中删除几乎所有的GUI代码（“代码隐藏”），更好地促进了视图层开发与其余模式的分离。他们可以使用框架标记语言（例如，XAML）来创建数据绑定到视图模型，而不是用户体验（UX）开发人员编写GUI代码，而是由应用程序开发人员编写和维护。角色分离允许交互式设计人员专注于UX需求，而不是业务逻辑的编程。因此，应用程序的层可以在多个工作流中开发，以提高生产率。即使单个开发人员在整个代码库中工作，视图与模型的正确分离更有效率，因为用户界面通常根据最终用户反馈在开发周期中频繁更新。

MVVM模式试图获得由MVC提供的功能开发分离的两个优点，同时利用数据绑定的优点和框架，通过将数据绑定到尽可能接近纯应用模型。它使用绑定器，视图模型和任何业务层的数据检查功能来验证传入的数据。结果是模型和框架驱动尽可能多的操作，消除或最小化直接操纵视图（例如，代码隐藏）的应用程序逻辑。

## 4.3系统交互模式设计

开发环境下：

在开发环境下，vue文件需要被webpack编译，而webpack则依赖于node作为服务器来进行热加载，所以ajax发送的请求跨域，需要在服务端写上跨域头（即cors）

apache

vue

php

ajax

node

webpack

生产环境下：

通过webpack打包后的vue文件则不需要webpack-dev-server来实施热加载了，直接把他放到apache下就好，这时不存在跨域的问题。

ajax

Html、js、css

apache

php

## 4.4技术选型

### 4.4.1 Vue

1.概念

vue是是一套构建用户界面的渐进式框架[6]，在2016年与react、angular并称为三大框架之一的前端开发框架，凭借其详细的官方文档、简单灵活的设计模式和高效率的开发流程，深受我国前端开发者的热爱和推崇。

Vue压缩后只有17kb，它采用自底向上增量开发的设计，只关注视图层，不仅易于上手，还便于与第三方库或既有项目整合[7]。

1. 特性

模板

Vue使用基于HTML的模板语法，允许您将渲染的DOM声明性地绑定到底层的Vue实例的数据。所有Vue模板都是有效的HTML，可由规范兼容的浏览器和HTML解析器解析。在引擎盖下，Vue将模板编译成虚拟DOM渲染功能。结合反应性系统，Vue能够智能地找出要重新渲染的最小数量的组件，并在应用程序状态更改时应用最少量的DOM操作。

在Vue中，您可以使用模板语法或选择使用JSX直接编写渲染功能。为了这样做只需用render函数替换template选项。渲染功能为强大的基于组件的模式开辟了可能性 - 例如，新的过渡系统现在完全基于组件，在内部使用渲染功能。

活动

Vue最独特的功能之一是不引人注意的反应系统。模型只是简单的JavaScript对象。修改它们时，视图将更新。它使状态管理非常简单直观。 Vue提供了优化的重新渲染开箱即用，无需执行任何操作。每个组件在渲染过程中跟踪其反应依赖关系，因此系统会精确地知道何时重新呈现，以及哪些组件重新呈现。

组件

组件是Vue最强大的功能之一。在大型应用中，有必要将整个应用程序分成小型，独立的，经常可重复使用的组件，使开发变得易于管理。组件扩展基本的HTML元素以封装可重用的代码。在高层次上，组件是Vue编译器附加行为的自定义元素。在Vue中，组件本质上是一个具有预定义选项的Vue实例。下面的代码片段包含Vue组件的示例[8]。该组件显示按钮并点击按钮的次数打印：

Vue.component('buttonclicked', {

props: ["initial\_count"],

data: function() {var q = {"count": 0}; return q;} ,

template: '<button v-on:click="onclick">Clicked 0 times</button>'

,

methods: {

"onclick": function() {

this.count = this.count + 1;

}

},

mounted: function() {

this.count = this.initial\_count;

}

});

### 4.4.2 Webpack

Webpack是一个开源的JavaScript模块绑定器。 Webpack采用依赖关系的模块，并生成代表这些模块的静态资产[9]。它采用依赖关系，并生成依赖图，允许Web开发人员使用模块化方法来进行Web应用程序开发。 捆绑器可以从命令行使用，也可以使用名为webpack.config.js的配置文件进行配置。

需要Node.js才能安装webpack。 关于webpack的另一个重要方面是它可以通过使用装载机来高度可扩展[10]。 装载器允许开发人员在将文件捆绑在一起时编写他们想要执行的自定义任务。

Webpack使用标记代码分割来提供需要的代码。 ECMAScript的技术委员会39正在开发一个加载附加代码的函数的标准化：proposal-dynamic-import。

Webpack也是当下最流行的模块加载器和打包工具，他可以把js、jsx、css等前端资源文件打包为模块进行使用。在本系统中，因为使用到了vue文件，wepack的vue-loader将会自动将他编译成js，开发者不必进行各种配置。

### 4.4.3 Ajax

Ajax（“异步JavaScript和XML”的缩写）是一组Web开发技术，在客户端使用许多Web技术来创建异步Web应用程序。 使用Ajax，Web应用程序可以异步（在后台）将数据发送到服务器并从服务器检索，而不会影响现有页面的显示和行为。 通过将数据交换层与表示层分离，Ajax允许Web页面和扩展Web应用程序动态地更改内容，而无需重新加载整个页面。实际上，现代实现通常将JSON替换为XML，这是因为JavaScript本身的优点[11]。

Ajax在近些年来已经成为与服务端交互工具的不二之选，使用ajax能够使代码更明确，前后端分离更清晰；最大的特点是异步，使服务器减轻负担，可以给用户更好的体验。

Ajax不是一种技术，而是一组技术。 可以组合使用HTML和CSS来标记和样式信息。 使用JavaScript访问DOM以动态显示，并允许用户与所呈现的信息进行交互。[12] JavaScript和XMLHttpRequest对象提供了一种在浏览器和服务器之间异步交换数据以避免全页重新加载的方法。

### 4.4.4 Apache+php+mysql

这套技术栈已经流行了很多年，主要是因为php对mysql都有非常友好的扩展。

Php稳定高效，最大的优点是在apache上不用配置很多，开发速率很快，代码简单易读，很适合中小型项目。

Apache HTTP Server，俗称Apache，是基于Apache License 2.0的免费开源跨平台Web服务器软件。 Apache由Apache Software Foundation主持的开放社区开发和维护[13]。

最常用于Unix系统（通常是Linux），该程序也可用于Microsoft Windows。2.0版改进了对非Unix的支持，例如Windows和OS / 2（和eComStation）。Apache的旧版本被移植到例如OpenVMS，和NetWare。

最初基于NCSA HTTPd服务器，Apache的开发始于1995年初，NCSA代码停滞后工作。 Apache在万维网的初步发展中发挥了关键作用，迅速超越了NCSA HTTP作为主流的HTTP服务器，自1996年4月以来一直保持最受欢迎。2009年，它成为第一个提供更多服务的Web服务器软件超过1亿个网站。

截至2016年7月，Apache仍然是使用最广泛的Web服务器软件，估计占所有活动网站的46％，百分之百的网站占43％。

在Web开发的服务器端脚本语言中，不得不提到PHP，他也可以用作通用的编程语言。最初由Rasmus Lerdorf于1994年创建，PHP参考实现现在由PHP开发团队生成。PHP最初代表个人主页，但它现在代表递归的首字母缩写PHP：超文本预处理器。

PHP代码可能嵌入到HTML或HTML5标记中，或者可以与各种Web模板系统，Web内容管理系统和Web框架结合使用。 PHP代码通常由作为Web服务器中的模块实现的PHP解释器或通用网关接口（CGI）可执行文件来处理。 Web服务器软件将解释和执行的PHP代码的结果组合在一起，该代码可以是生成的网页的任何类型的数据，包括图像。 PHP代码也可以使用命令行界面（CLI）执行，可用于实现独立的图形应用程序[14]。

由Zend Engine提供支持的标准PHP解释器是根据PHP许可证发布的免费软件。 PHP已经被广泛移植，可以免费部署在几乎所有操作系统和平台上的大多数Web服务器上。

PHP语言在没有书面形式规范或标准的情况下才会演变，直到2014年，将规范的PHP解释器作为事实上的标准。自2014年以来，工作已经开始创建一个正式的PHP规范。

MySQL是一个开源关系数据库管理系统（RDBMS），联合创始人Michael Widenius的女儿的名字和“SQL”，结构化查询语言的缩写。 MySQL开发项目已经根据GNU通用公共许可证的条款以及各种专有协议规定了其源代码。 MySQL由一家盈利性公司（由Oracle Corporation拥有的瑞典公司MySQL AB）所拥有和赞助。对于专有使用，可以使用几种付费版本，并提供附加功能。

MySQL是LAMP开源Web应用软件堆栈（和其他“AMP”堆栈）的核心组件。 LAMP是“Linux，Apache，MySQL，Perl / PHP / Python”的缩写。使用MySQL数据库的应用程序包括：TYPO3，MODx，Joomla，WordPress，phpBB，MyBB和Drupal[15]。 MySQL也用于许多高调的大型网站，包括Google （虽然不是搜索），Facebook， Twitter，Flickr，和YouTube。

## 4.5 开发工具

### 4.5.1 WebStorm

Webstorm是前端最优秀的ide，它集成了node、npm、webpack、eslint等各种js开发所用的插件的配置，自动纠错，代码高亮。它也集成了当前多种版本控制工具，大部分的功能都可以使用。最主要的是它支持node.js的调试，不需要繁杂的配置就可以进行多种操作。令人欣喜的是，webstorm内置ftp，直接就可以将他部署到远程服务器上。

### 4.5.2 PhpStorm

看名字就知道和WebStorm是来自一家公司，都是jet brain的旗舰产品，使开发过程更高效。经过简单的配置就可以和你的MYSQL连接到一起，实时纠错，语法高亮。可以直接在里面浏览数据库，浏览远程服务器上的文件，也是内置ftp，可以直接将程序部署到服务器上，可以在这个IDE上进行任何从开发到部署环节中的操作。

### 4.5.3 Sublime text3

Sublime是拥有非常多插件的一款文本编辑器，即使插件再多也不会造成卡顿的现象，使用手感非常流畅。Sublime Text是具有Python应用程序编程接口（API）的专有跨平台源代码编辑器。 它本身支持许多编程语言和标记语言，其功能可以由具有插件的用户扩展，通常由社区构建并在免费软件许可证下维护。

以下是Sublime Text的功能列表：

“转到任何东西”，快速导航到文件，符号或行

“命令调色板”使用自适应匹配来快速键盘调用任意命令

同时编辑：同时对多个选定区域进行相同的交互式更改

基于Python的插件API

项目特定的偏好

通过JSON设置文件进行广泛的可定制性，包括特定于项目和平台的设置

跨平台（Windows，macOS，Linux）

兼容来自TextMate的许多语言语法

# 第五章 数据库设计

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 表名 | 字段名（主键加粗） | 字段类型 | 是否可为空（默认不可为空） | 描述 |
| notification | Id | Int(20) |  | 通知id |
|  | userid | Int(11) |  | 用户id |
|  | Title | Char(20) |  | 通知内容 |
|  | Type | Int(1) |  | 通知类型  1：成功  0：失败  -1：警告 |
|  | createTime | timestamp |  | 创建时间 |
| comment | id | Int(20) |  | 评论id |
|  | articleId | Int(11) |  | 文章id |
|  | userId | Int(11) |  | 用户id |
|  | content | Varchar(100) |  | 评论内容 |
|  | createTime | timestamp |  | 创建时间 |
| article | id | Int(20) |  | 文章id |
|  | userid | Int(11) |  | 作者id |
|  | username | Varchar(10) |  | 作者昵称 |
|  | title | Varchar(20) |  | 文章标题 |
|  | content | text |  | 文章内容 |
|  | categoryId | Int(10) |  | 分类id |
|  | likeNum | Int(3) |  | 喜欢人数 |
|  | commentNum | Int(3) |  | 评论数 |
|  | isHot | Smallint(1) |  | 是否推荐到首页 |
|  | createTime | timestamp |  | 创建时间 |
| attention | id | Int(11) |  | 关注id |
|  | userid | Int(11) |  | 用户id |
|  | writerid | Int(11) |  | 被关注用户id |
|  | writername | Varchar(20) |  | 被关注用户名 |
| userinfo | id | Int(11) |  | 用户id |
|  | nickname | Varchar(10) |  | 用户昵称 |
|  | email | Varchar(20) |  | 邮箱 |
|  | city | Varchar(8) |  | 居住城市 |
|  | birth | date |  | 生日 |
|  | sex | Binary(1) |  | 性别 |
|  | likeNum | Int(10) |  | 获赞人数 |
|  | fansNum | Int(10) |  | 粉丝数（被关注数） |
|  | isHot | Smallint(1) |  | 是否被推荐 |
| userlog | id | Int(11) |  | 用户id |
|  | username | Varchar(10) |  | 用户登录名 |
|  | psd | Varchar(15) |  | 用户密码 |
|  | nickname | Varchar(8) |  | 用户昵称 |
|  | type | Int(1) |  | 用户类型（1为管理员/0普通用户） |

# 第六章 接口设计

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 所在模块 | 接口功能 | 接口名称 | 请求字段 | 返回字段 |
| 登录页 | 登陆校验 | User/index/isLogin | username password | status(1成功{type（1是管理员，0是用户）}/0失败) |
| 注册页 | 注册 | User/index/regist | Username:用户名  Psd:密码  Nickname:用户昵称  Email  City:常住地  Birth：生日  Sex：性别（1男/0女） | Status（1成功/0失败（msg：失败信息）） |
| 文章编辑页 | 文章保存 | User/edit/saveContent | textId：文章id（新增为空）  userId：作者id  Title：文章标题  Content：文章内容  categoryId：分类id | Status（1成功/0失败（msg：失败信息）） |
|  | 获取用户的文章 分类 | User/edit/getArticleCategory | Userid:用户id | Status(1/0)  Category(id分类，title分类的名称) |
|  | 创建分类 | User/edit/addCategory | userid  Title:分类名称 | Status（1成功/0失败（msg：失败信息）） |
| 文章列表页 | 拉取文章列表 | User/edit/getArticleList | userId:用户登录名 | Status(1/0)  articles(id：文章id，title：文章标题，content：文章内容：likeNum：点赞数,createTime：创建时间) |
|  | 删除文章 | User/edit/deleteArticle | Id:文章id | Status(1/0)（msg：失败信息）） |
| 首页 | 获取推荐作者 | User/index/goodWriters | null | Status（1成功/0失败（msg：失败信息））Body({userId:用户id，userAvatar:用户头像，userName：用户名，likeNum：赞数，fansNum：粉丝数}) |
|  | 获取推荐文章 | User/index/goodArticle | null | Status（1成功/0失败（msg：失败信息））  Body（{textId，userId,title，content，categoryId，likenum：点赞人数，isHot：是否推荐}） |
|  | （管理员）设置推荐文章 | Admin/index/setHotArticle | articleId,status(1设为推荐，0取消推荐) | status(1成功/0失败)body(true/false) |
|  | （管理员）设置推荐作者 | Admin/index/setHotWriter | articleId,status(1设为推荐，0取消推荐) | status(1成功/0失败)  body(true/false) |
|  | （管理员）获取所有文章 | Admin/index/showArticleList | null | status(1成功/0失败)  Body[{articleId,title,status}] |
|  | 显示通知 | Index/showNotification | userId | status(1成功/0失败)  成功返回  notificationList[  {id,title,status(这个保留，是否已读删除待考虑),type:通知类型(1:成功 0:失败 -1：警告)}  ] |
|  | 关注作者 | Attention/followArticle | Id 当前用户  writerId 要关注的作者id  Writername 要关注的作者名字 | status(1成功/0失败) |
| 关注页 | 获得关注列表 | Attention/showWriterList | userId | status(1成功/0失败)  成功返回  writerList[  {writerId,name}] |
|  | 读取关注作者的文章列表 | Attention/showArticleList | writerId,type(  1:按照热门排序,0：按照时间排序) | status(1成功/0失败)  成功返回  articleList[  {articleId,title,shortCut:截取文章前100个字节}  ] |
| 关注页->文章详情页 | 展示文章详情 | Detail/showArticle | articleId | status(1成功/0失败)  成功返回  {writerId:作者id,writerName:作者名,writerAvatar：作者头像,content：文章内容，createTime：创建时间，praiseNum：点赞人数} |
| 详情页 | 展示文章评论 | Detail/showCommentList | articleId | status(1成功/0失败)  成功返回commentList[  {id:评论id,userId：评论人id，username：评论人名，createTime：创建时间，content：评论内容，isPraise:当前用户是否点过赞}] |
|  | 对文章进行评论 | Detail/doComment | articleId,userId,content | status(1成功/0失败) |
|  |  |  |  |  |

# 第七章 系统实现

## 7.1 开发步骤

我是先写的前端部分，使用vue的ui库iview，采用了当下最流行的material design来进行构建初级架构；在每个页面的跳转上使用了vue的官方轮子，vue-router，在视图层搭建一个路由；在和数据的交互方面，由于vue是mvvm架构，也就是数据驱动的，所以先构造json格式的假数据进行交互，等到后端写完接口再绑定数据，把假数据删了就好。

后端部分写的是原生的php，因为本系统有两个角色，分别是注册的用户和管理员，分成了两个文件夹，因为大多数都是注册用户在使用系统，每个分页都被分成了不同的文件，使维护的的时候可以更加明确方便。

接口方面，ajax请求chose字段暴露接口内容，后端根据chose的接口进行对数据的处理，每次响应字段包含status，即是否成功响应。

## 7.2 主要配置文件的核心代码

### 7.2.1 package.json文件

Package.json实际上是由node本身来使用的。当你需要引用一个外部的库或框架时，node中的npm模块会将这个库的依赖库或文件写入package.json，安装的依赖在node\_modules文件夹下；当你想根据package.json安装依赖时，只需要运行命令行npm install即可。

具体配置见附录2

### 7.2.2 vue-router配置文件

vue-router是Vue.js的官方路由器。它与Vue.js核心深入整合，使Vue.js构建单页应用程序变得轻而易举。他的特点包括：

1. 嵌套路由/视图映射
2. 路由参数，查询，通配符
3. 模块化的基于组件的路由器配置
4. 查看Vue.js转换系统提供的转换效果
5. 细粒度导航控制
6. 与自动活动CSS类的链接
7. HTML5历史记录模式或哈希模式，在IE9中自动回退
8. 可定制的滚动行为

具体配置见附录1

### 7.2.3 webpack配置文件

在webpack的配置中，有三个核心文件，分别是webpack.base.conf.js，webpack.dev.con.js，webpack.prod.conf.js。

看文件的名字就知道他们是要处理什么的配置文件了。Webpack.base.conf.js是基础配置，主要包括唯一入口的文件路径，打包后的出口文件路径，各种静态资源的loader等。Webpack.dev.conf.js是在开发环境中用到的，主要包括wepack-dev-server的配置。Webpack.prod.conf.js是在生产环境中使用的，主要是来配置打包后的生成文件路径和打包方式等。

具体配置见附录3

# 第八章 程序的实现

测试接口的时候先是进行单元测试，先调通接口，最后再往前端代码中连接。

# 第九章 谢 辞

经过大学这四年的熏陶，我对编程这方面的兴趣从0到1，不要小看这只是一个小小的字节变动，但其实这是个布尔值，学校的教育打开了我的兴趣开关，感谢老师的悉心栽培，我希望自己可以在这条道路上越走越远，将来可以报答母校，报效国家！
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# 附录1

本系统的全部源码托管到了我的github上：<https://github.com/mytac/blog-system-with-vue>

Vue-router配置：

// main.js

import Vue from 'vue'

import App from './App'

import iView from 'iview';

import $ from 'jquery';

window.$ = $

window.jQuery = $

export default $

import 'iview/dist/styles/iview.css';

import signin from './components/sign/signin'

import signup from './components/sign/signup'

import index from './components/index/index'

import attention from './components/attention/attention.vue'

import edit from './components/edit/edit.vue'

import articles from './components/articles/articles.vue'

import detail from './components/articles/detail.vue'

import mainview from'./components/attention/mainview.vue'

import atten\_hot from './components/attention/sub\_hot.vue'

import atten\_new from './components/attention/sub\_new.vue'

import blogs from './components/index/recommendBlog.vue'

import admin from './components/admin/main.vue'

import test from './components/test.vue'

var VueRouter = require('vue-router')

Vue.use(VueRouter)

Vue.use(iView)

new Vue({

el: 'body',

components: { App }

})

var router=new VueRouter()

//路由

router.map({

'/':{

component:index

},

'/:userId': {

name:'index',

component: index

},

'/signin': {

component: signin

},

'/signup': {

component: signup

},

'/attention':{

component:attention,

subRoutes:{

'/':{

component:mainview,

subRoutes:{

'/':{

component:blogs

},

'/:choseType':{ //hot

name:'blogsType',

component:blogs

}

}

},

'/:switchname':{

name:'attention',

component:mainview,

subRoutes:{

'/':{

component:blogs

},

'/:choseType':{ //hot

name:'blogsType',

component:blogs

}

}

}

}

},

'/edit/:userId/:textId':{

name:'edit',

component:edit

},

'/add/:userId':{

name:'add',

component:edit

},

'/articles/:userId':{

name:'articles',

component:articles

},

'/detail/:userId/:articleId':{

name:'detail',

component:detail

},

'/admin/:userId':{

name:'admin',

component:admin

},

'/test':{

name:'test',

component:test

}

})

router.start(App,'#app')

# 附录2

依赖文件

//package.json

{

"name": "blog-system-with-vue",

"version": "1.0.0",

"description": "A Vue.js project",

"author": "Tactics Chang <my\_tac@126.com>",

"private": true,

"scripts": {

"dev": "node build/dev-server.js",

"build": "node build/build.js",

"test": ""

},

"dependencies": {

"babel-runtime": "^6.0.0",

"bootstrap-webpack": "0.0.5",

"exports": "0.0.1",

"exports-loader": "^0.6.4",

"imports-loader": "^0.7.1",

"iview": "^0.9.16",

"jquery": "^3.2.1",

"less": "^2.7.2",

"less-loader": "^4.0.0",

"markdown": "^0.5.0",

"style-loader": "^0.15.0",

"vue": "^1.0.21",

"vue-router": "^0.7.13",

"vue-simplemde": "^0.3.7",

"webpack": "^1.14.0"

},

"devDependencies": {

"babel-core": "^6.0.0",

"babel-loader": "^6.0.0",

"babel-plugin-transform-runtime": "^6.0.0",

"babel-preset-es2015": "^6.0.0",

"babel-preset-stage-2": "^6.0.0",

"babel-register": "^6.0.0",

"bootstrap": "^3.3.7",

"connect-history-api-fallback": "^1.1.0",

"css-loader": "^0.23.0",

"eventsource-polyfill": "^0.9.6",

"express": "^4.13.3",

"extract-text-webpack-plugin": "^1.0.1",

"file-loader": "^0.8.4",

"function-bind": "^1.0.2",

"html-webpack-plugin": "^2.8.1",

"http-proxy-middleware": "^0.12.0",

"json-loader": "^0.5.4",

"ora": "^0.2.0",

"shelljs": "^0.6.0",

"url-loader": "^0.5.7",

"vue": "^1.0.26",

"vue-hot-reload-api": "^1.2.0",

"vue-html-loader": "^1.0.0",

"vue-html5-editor": "^1.0.2",

"vue-loader": "^8.3.0",

"vue-style-loader": "^1.0.0",

"webpack": "^1.12.2",

"webpack-dev-middleware": "^1.4.0",

"webpack-hot-middleware": "^2.6.0",

"webpack-merge": "^0.8.3"

}

}

# 附录3

// webpack.base.conf.js

var path = require('path')

var config = require('../config')

var utils = require('./utils')

var projectRoot = path.resolve(\_\_dirname, '../')

module.exports = {

entry: {

app: './src/main.js'

},

output: {

path: config.build.assetsRoot,

publicPath: process.env.NODE\_ENV === 'production' ? config.build.assetsPublicPath : config.dev.assetsPublicPath,

filename: '[name].js'

},

resolve: {

extensions: ['', '.js', '.vue'],

fallback: [path.join(\_\_dirname, '../node\_modules')],

alias: {

'src': path.resolve(\_\_dirname, '../src'),

'assets': path.resolve(\_\_dirname, '../src/assets'),

'components': path.resolve(\_\_dirname, '../src/components')

}

},

resolveLoader: {

fallback: [path.join(\_\_dirname, '../node\_modules')]

},

module: {

loaders: [

{

test: /bootstrap\/js\//,

loader: 'imports?jQuery=jquery'

},

{

test: /\.vue$/,

loader: 'vue'

},

{

test: /\.js$/,

loader: 'babel',

include: projectRoot,

exclude: /node\_modules/

},

{

test: /\.json$/,

loader: 'json'

},

{

test: /\.html$/,

loader: 'vue-html'

},

{

test: /\.(png|jpe?g|gif|svg)(\?.\*)?$/,

loader: 'url',

query: {

limit: 10000,

name: utils.assetsPath('img/[name].[hash:7].[ext]')

}

},

{

test: /\.(woff2?|eot|ttf|otf|woff)(\?.\*)?$/,

loader: 'url',

query: {

limit: 10000,

name: utils.assetsPath('fonts/[name].[hash:7].[ext]')

}

}

]

},

vue: {

loaders: utils.cssLoaders()

}

}

//webpack.dev.conf.js

var config = require('../config')

var webpack = require('webpack')

var merge = require('webpack-merge')

var utils = require('./utils')

var baseWebpackConfig = require('./webpack.base.conf')

var HtmlWebpackPlugin = require('html-webpack-plugin')

// add hot-reload related code to entry chunks

Object.keys(baseWebpackConfig.entry).forEach(function (name) {

baseWebpackConfig.entry[name] = ['./build/dev-client'].concat(baseWebpackConfig.entry[name])

})

module.exports = merge(baseWebpackConfig, {

module: {

loaders: utils.styleLoaders({ sourceMap: config.dev.cssSourceMap })

},

// eval-source-map is faster for development

devtool: '#eval-source-map',

plugins: [

new webpack.DefinePlugin({

'process.env': config.dev.env

}),

// https://github.com/glenjamin/webpack-hot-middleware#installation--usage

new webpack.optimize.OccurenceOrderPlugin(),

new webpack.HotModuleReplacementPlugin(),

new webpack.NoErrorsPlugin(),

// https://github.com/ampedandwired/html-webpack-plugin

new HtmlWebpackPlugin({

filename: 'index.html',

template: 'index.html',

inject: true

})

]

})

// webpack.prod.conf.js

var path = require('path')

var config = require('../config')

var utils = require('./utils')

var webpack = require('webpack')

var merge = require('webpack-merge')

var baseWebpackConfig = require('./webpack.base.conf')

var ExtractTextPlugin = require('extract-text-webpack-plugin')

var HtmlWebpackPlugin = require('html-webpack-plugin')

var env = process.env.NODE\_ENV === 'testing'

? require('../config/test.env')

: config.build.env

var webpackConfig = merge(baseWebpackConfig, {

module: {

loaders: utils.styleLoaders({ sourceMap: config.build.productionSourceMap, extract: true })

},

devtool: config.build.productionSourceMap ? '#source-map' : false,

output: {

path: config.build.assetsRoot,

filename: utils.assetsPath('js/[name].[chunkhash].js'),

chunkFilename: utils.assetsPath('js/[id].[chunkhash].js')

},

vue: {

loaders: utils.cssLoaders({

sourceMap: config.build.productionSourceMap,

extract: true

})

},

plugins: [

// http://vuejs.github.io/vue-loader/workflow/production.html

new webpack.DefinePlugin({

'process.env': env

}),

new webpack.optimize.UglifyJsPlugin({

compress: {

warnings: false

}

}),

new webpack.optimize.OccurenceOrderPlugin(),

// extract css into its own file

new ExtractTextPlugin(utils.assetsPath('css/[name].[contenthash].css')),

// generate dist index.html with correct asset hash for caching.

// you can customize output by editing /index.html

// see https://github.com/ampedandwired/html-webpack-plugin

new HtmlWebpackPlugin({

filename: process.env.NODE\_ENV === 'testing'

? 'index.html'

: config.build.index,

template: 'index.html',

inject: true,

minify: {

removeComments: true,

collapseWhitespace: true,

removeAttributeQuotes: true

// more options:

// https://github.com/kangax/html-minifier#options-quick-reference

},

// necessary to consistently work with multiple chunks via CommonsChunkPlugin

chunksSortMode: 'dependency'

}),

// split vendor js into its own file

new webpack.optimize.CommonsChunkPlugin({

name: 'vendor',

minChunks: function (module, count) {

// any required modules inside node\_modules are extracted to vendor

return (

module.resource &&

/\.js$/.test(module.resource) &&

module.resource.indexOf(

path.join(\_\_dirname, '../node\_modules')

) === 0

)

}

}),

// extract webpack runtime and module manifest to its own file in order to

// prevent vendor hash from being updated whenever app bundle is updated

new webpack.optimize.CommonsChunkPlugin({

name: 'manifest',

chunks: ['vendor']

})

]

})

if (config.build.productionGzip) {

var CompressionWebpackPlugin = require('compression-webpack-plugin')

webpackConfig.plugins.push(

new CompressionWebpackPlugin({

asset: '[path].gz[query]',

algorithm: 'gzip',

test: new RegExp(

'\\.(' +

config.build.productionGzipExtensions.join('|') +

')$'

),

threshold: 10240,

minRatio: 0.8

})

)

}

module.exports = webpackConfig