# Wstęp

Dzisiejszy rynek wytwarzania oprogramowania staje się coraz bardziej wymagający. Oprócz jakości i krótkiego czasu dostarczenia produktu, na ważności zyskują procesy związane z pracą nad projektem. W celu osiągnięcia jak najwyższej niezawodności i powtarzalności, wdrażane są rozmaite metodologie i procesy optymalizujące pracę. Jednym z takich procesów jest właśnie automatyzacja pisania kodu źródłowego.

W nowoczesnych środowiskach programistycznych dostępne są na przykład rozbudowane moduły generujące skrawki kodu (ang. *code* *snippets*) czy podstawy nowego projektu. Dostępne są również samodzielne programy, tworzące pliki źródłowe od podstaw, a także pozwalające na ciągłą pracę z projektem poprzez generowanie nowych elementów. Przykładem takiego oprogramowania są napisane we frameworku Yeoman generatory, w pewnym stopniu wyręczające programistów z pracy nad tworzeniem samego kodu.

W ramach przedstawianej pracy opisane zostaną podstawy automatyzacji wytwarzania kodu źródłowego, pokazany będzie proces tworzenia generatora Yeoman, sposób jego działania, zastosowane w nim technologie i rozwiązania.

W pierwszym rozdziale przedstawiona zostanie krótka historia generatorów Yeoman, korzyści płynące z włączenia ich w swój tryb pracy, a także przykładowe generatory i ich funkcjonalności.

W drugim rozdziale zawarte będą informacje o narzędziach stosowanych przez framework, przedstawiony sposób działania frameworku i wytłumaczone zostaną podstawowe pojęcia.

Trzeci rozdział zawierał będzie szczegóły dotyczące implementacji własnego generatora, przechodząc kolejno przez wszystkie warstwy struktury programu, odzwierciedlając tok pracy generatora. Pokazane zostanie, jak można użyć generatora dostępnego w sieci, zarówno jak i stworzonego przez siebie. Przedstawione zostaną również mechanizmy zabezpieczające użytkowników generatorów przed przypadkowym wyrządzeniem szkód w swoich programach.

# 1 Podstawy teoretyczne

## Automatyzacja pisania kodu

### Programowanie automatyczne

Jest to typ programowania, w którym stosowane są mechanizmy generowania programu, pozwalając programiście pracować na wyższym poziomie abstrakcji. Jedną z pierwszych wzmianek o programowaniu automatycznym jest artykuł Saula Gorn’a[[1]](#footnote-1) z 1940 roku, czyli czasów, kiedy kod źródłowy był zapisywany na podziurkowanych kartach. Autor artykułu odnosi się w ten sposób do asemblerów, pozwalających programiście pisać kod, który po interpretacji przez komputer wybijany był automatycznie na perforowanych kartach w postaci dziurek. Oznaczało to, że komputer automatycznie wykonuje zadania, które normalnie wykonywałby człowiek. Później, termin programowania automatycznego odnosił się do używania języków jak FORTRAN, w których programista specyfikował co chce osiągnąć, a komputer interpretował jego specyfikację generując kod maszynowy. Programowanie automatyczne oznaczało w końcu to, co dzisiaj rozumiemy poprzez programowanie w językach z wysokim poziomem abstrakcji.

David Lorge Parnas[[2]](#footnote-2), profesor Carnegie Mellon University w Kanadzie, w jednym ze swoich listów[[3]](#footnote-3) w których zastanawia się nad użyciem oprogramowania w systemach broniących przed atakami nuklearnymi uważa, że programowanie automatyczne niezbyt nadaje się do wykorzystania w systemach czasu rzeczywistego, z ograniczonym czasem na reakcję. Podnosi, iż kod pisany na wyższym poziomie abstrakcji jest mało efektywny i niedokładny, co powoduje jego nieużyteczność w systemach zarządzania bitewnego. David Parnas trafnie przewidział przyszłość, gdyż do dziś najważniejsze systemy militarne pisane są w językach niskiego poziomu, z bezpośrednim dostępem do sprzętu.

Ciekawe wyjaśnienie pojęcia programowania automatycznego podała Mildred Koss w swoim artykule[[4]](#footnote-4): (tłumaczenie własne)

„Pisane kodu maszynowego zawierało wiele nudnych kroków – rozbijanie procesu na odrębne instrukcje, przypisywanie specyficznych adresów w pamięci dla każdych komend i zarzadzanie 30 buforami IO. Po wykonaniu tych kroków i zaimplementowaniu procedur matematycznych, bibliotek z pod-procedurami i programów sortujących, naszym zadaniem było spojrzenie na proces wytwarzania oprogramowania z góry. Musieliśmy zrozumieć, jak możemy wykorzystywać ponownie przetestowany kod i jak maszyna może pomóc w programowaniu. Podczas programowania, analizowaliśmy proces i próbowaliśmy znaleźć drogę do abstrakcji tych kroków, aby włączyć je do języka wyższego poziomu. To doprowadziło do stworzenia interpreterów, asemblerów, kompilatorów i generatorów – programów zaprojektowanych do tworzenia innych programów, czyli *programowania automatycznego*”

Programiści zwykle dążą do zwiększania swojej produktywności poprzez automatyzację zadań. Takie podejście doprowadziło do stworzenia języków programowania jakie znamy dzisiaj, kompilatorów kodu z jednego języka do drugiego, a także generatorów tworzących cały kod źródłowy projektu. Programowanie automatyczne w dzisiejszym znaczeniu oznacza w dużej mierze samo generowanie kodu źródłowego, transformację abstrakcyjnych modeli do kodu, a czasem nawet automatyczną refaktoryzację kodu w środowiskach programistycznych.

### Automatyczne generowanie kodu źródłowego

Z automatycznego generowania kodu źródłowego wynika wiele korzyści. Jedną z oczywistych pobudek do używania generatorów jest przyspieszenie pracy. W aplikacjach, interfejs użytkownika zwykle jest usystematyzowany, co oznacza, że ekrany są do siebie podobne. Gdyby programista posiadał pewien wzorzec, mógłby uzupełniać go automatycznie zaoszczędzając sobie pisania czasami nawet kilkuset linii kodu. Automatycznie generowany kod jest zwykle dobrze napisany, co niesie za sobą łatwość pracy z nim. Zautomatyzowanie procesu pisania oprogramowania pozwala programiście na kreatywną pracę, koncentrację nad rzeczywistym problemem i niemartwienie się o powtarzalne czynności. Ostatecznie, generowanie kodu źródłowego zmniejsza koszty, pozostawiając mniej miejsca na ludzki błąd i niezrozumienie. Pomaga też zapewnić o poprawnym działaniu oprogramowania, generując również testy.

### Generowanie kodu w IDE

### Transformacja modelu do kodu

MDA

### Pierwsze generatory

* Definicja programowania automatycznego
* <https://en.wikipedia.org/wiki/Automatic_programming>
* Przykłady narzędzi do transformacji modeli do kodu
* http://web.stanford.edu/class/cs99r/readings/parnas1.pdf
* Opis generowania kodu w IDE
* Połączenie generowania kodu z interpreterami, kompilatorami, asemblerami
* <https://blog.edgewater.com/2011/03/11/paying-too-much-for-custom-application-implementation-code-generation/> - Ricardo Aler Mur  
  <http://www.sciencedirect.com/science/article/pii/S0010465598001143> -
* Maple programs for generating efficient FORTRAN code for serial and vectorised machines

## 1.2 Historia narzędzia Yeoman

Yeoman został po raz pierwszy przedstawiony na konferencji Google I/O w 2012 roku. W swoim początku był to zintegrowany zestaw dobrze współdziałających narzedzi, upraszczając tryb pracy nad tworzeniem aplikacji internetowych. Pozwalał na utrzymywanie aktualnych wersji zależności aplikacji, generowanie kodu *boilerplate*[[5]](#footnote-5), udostępniał płynny proces budowania programu z trybem automatycznego odświeżania wprowadzanych zmian. Został bardzo dobrze przyjęty, od razu zostając jedną z dominujących technologii w zakresie generowania kodu. Jest projektem *open* source, zainicjowanym przez Addy’ego Osmani, inżyniera firmy Google. Kod źródłowy projektu jest dostępny na oficjalnym repozytorium w serwisie GitHub.com[[6]](#footnote-6).

Przez okres kilku lat, za pomocą wkładu wielu programistów, projekt ewoluował. Obecnie skupia się głównie na ekosystemie generatorów, nadal jednak udostępniając swoje kluczowe funkcjonalności. Aktualnie na oficjalnej stronie projektu Yeoman[[7]](#footnote-7) dostępnych jest publicznie ponad 6000 generatorów pomagających wystartować z projektem w ulubionej technologii, utworzonych przez licznych członków społeczeństwa. Yo - narzędzie potrzebne do uruchamiania generatorów zostało dotychczas pobrane z repozytorium *npm* ponad 3 miliony razy, w tym ponad 100 000 razy w ostatnim miesiącu (maj 2017).

Yeoman jest zespołem narzędzi opartym na platformie *Node.js* używającym między innymi:

* npm – menadżer pakietów środowiska Node.js
* Yo - narzędzie linii komend do uruchamiania generatorów
* EJS - praca z szablonami plików za pomocą języka JavaScript
* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXYAAAFECAYAAAAz7BXDAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAASE1JREFUeNrsnQt0HFeZ579+6WFLsuRHHNtx3EoISRyIJcjEA8xgCYfldYJl2OUwyxBLDLPs7HhOLCY7s8xL1p4ZmD2HwfYS9gy77FoOM7sMO4NlWAZmNsEyLIGEgJVA7ITEcfsdP9XWy5Ja3b33u7oll1pV1VXd1V1V3f//SafbrX5U36r63X9997vfDWWzWYIgCIIqR2E0AQRBEMAOQRAEAewQBEEQwA5BEAQB7BAEQRDADkEQBLBDEARB/lbUzQ8LhUJoUcgXisVibeKuWf0zrm652qR7jV7D4nbd4LkkP0ilUkNoYajUKmaOUcjNCUoAO1RGcGuw7hC3ZeKmgbytjJsxpGD/vAL/sIB+AnsHAtghyB7EGdhb1H2bidP2g5IK8kcY/HD3EMAOQXMgb1ZOfJu6jwf8JzHcD4nbIBw9BLBD1QbzLgXzrgr+qezmDwDyEMAOVTLQGeI7KhzmVk7+gAD8AI4ECGCHKsWd91HwwyxuKKFc/F4B+SSaAwLYoaBBfbe4e5T8O/jppRjq+wB4CGCHggL0bjh0Z4AXcN+NpgDYAXbIj0BnkO+nuewWyJkS4taDlEmA3alQUgAqtUs/CqgXLO4UD4t2PKjGJSAIjh3yDOgMoT3i1o3WcE1J5d4H0RRw7AA75AXUD1N5p/ZXk3hgtRfNALAD7BCgXlniSU6dyJwB2M2EGDsEqAdP3MZHVQVLCIJjhwD1ClJSOfdhNAUcOxw75Lb2AOqeSHaocO4QHDvktlvn0gAH0RJw7pB/HDvADhUDdXaMJwnlAQB3yFdgRygGKka7AHXfiPfDfkxkguDYIbj1yhPXed+OZqhuxx5F81WWxo9+ngfSOO7Ny8jFaXHRLb5UHxK3fQ3tjyWK+KpuQN2X6hKd7i4B971oCjh2OPZgwzyuQLuDnFVP7BFwHyjQsXN6Ywda35fieHs7VmiqXscOsAcf6H1URE2WqTPPd6784FeHCgB7FnvA1+pH2d/qBTtCMcEEOodAdimoF6zM9DilJ5O86MVQAW8fgmP3teDWq1jIigke1OV08mKhzkqNnOO7rotfe7iQWDnAAbBDADvkAtR3K6jHi77MS03R7PXXtX8WMnPxeewR/wqLc1S3EIoJBtBdr28+/frL+n92kPNwDCbCwK1DADtUBNRdLbCVunqKY+vFfgzA7l9h31S5EIqpMqhz+GXmSvGGTtUCRz1wfwphMoAdqhaoz1w6kRuCKfbSHc4Qjh0C2CEHOugW1Dmt8Ubip5QaOWv2kiEApKKUQBNUtxBj96db308u5YgzzNmpW2hg9Ue/VSgITmFv+U+o8AgB7P6Deje5kP2SzczS9IWXKT1+xeplHCPvxyV/RQn7BALYfQb1OM2lNRYlDr0w1Pk+D9Q7i3DrMlc6FothxwHskM+EGLu/xHH1oiomskOfOv18PqgPiFu7gLobEEhgt/lKCI9BcOw+cutc+6WowVJOZTTJetE0JG69LgFdD/Y49qBvNIQmgAB2f0CdwVhU7Zc8g6RJBfSBEmz+EUIxMD8JV1AQwO4TMdQLDsGwS9fVfcnVoLj1CKiXajIRQOIjoQY7BLD7x613lwjq7NJLvZIOBuv8oyE0AQSw+8etF+bORs6aQV3LeCk5dDlnGpkxvhHcOgSwB9mty5ovxjF1hvl2fRqj+p4OcdtEiwdoD4nbQEP7Y8WEaobJxdIHUMFCjRgIYHcR0M1TZ55v44qJS+/eMuwAkgW5dZmnbpz9MqycelJtF3caO8h6cJP/1idey+ufDjrdlnA4HM9ms81BXBbxwWw93ZutpUaKzD/3Ek3T8dA0nQulgngoIiwGSWHN0+KA3qXg3Db52jNy8QqlvQKuvfk6A3E34vQ7eUbpjRPPyHszqIvPZlhzWYK4w4/fK+DeaxPo8zXixePA7Pt12RjtzCynhzINAujm0zgY7E+Ek3QwPEqjlAnKIdmiqm5CFSAsZu2BQ1fg7NKem3j5yCJIWsFd5a07nmUqrgyMaqlLqIurBcrdrgJkCXcFdN52Xiu1WdvvDHc/q0lAfGd6BT2SuZl89JJw5k+GJ+TjMUpL574uG5VOnjsADfCfC18Rrxv3+2GZFFBvAQ4BdoC9cKgvKqdrAPakAHuLxeecdOqoeYEMg1rqTPlWAXXenqJnriptNwrLCHh3q86oOXe/+xnsDOkvpdfQPdla+e/HI9foYGjUMtzCcOeOgO9Z7N4/G7ns50NzSIC9EzgE2OW5iuZzrD1kb6Cw2QLqbU6hznF1kwUy2Kl3q86m2aXfuF8NuGpA7xC3o+pqoNnNA7AcUB+cvV1CnR369uhpejx8ldZRlD6XXk1PzcbppdRd87cnZm+jHcLV82sfiZ6lzymYs9Pn1/tYiK9DAHuBbr2D3Fl3dIfTNxhlwESWNPcLqD9KLhQOM+iU9nDYRdz2kI0FP/wIdw6/sFPnWLoGao6XM7z5tj3TROdoVjr4Z0M3pCvn93wmvYqeSrXSzswKOiCe485gTLyPX78j0+zXwxMZMRDAXqBMs1gEZBddGlt8jqMYOKc25sbVa1bdMVy3ftMGcnGB69xt7Nx8F4eLduV5HV9G9IRCoQG/7axHMi3zTp2hrrl3zoRhmO+MXKCxUFo6eBbH0X9XPMeQ58yYnenl0qXz489ELsrXMPS1+LvPLtvjOD0hTUh3tO/W+cTpcOlzHJ2EM1cXFuyLtdxGseXrm0sIdal//1tbmw8/84rZn7mn2SduezOZTPKVzD2+AAs7662xk9SYjUgwSxgrKLNLZ8l0RkpJkD+eWkPrwjEJe5YMz4jn2alrrp4/k+PrT2STMiTDWTX8mfw3v4Rn7gq/1Ceurnj0vEfsjwTOWDh2yKaD9eJz2K3r0ijllUHNLXcSlaGi4q+99Q568xvXGv2J3XmrAMhuhrqNK5SyiWHN4Zbt2Sb5b05XlI5bOG0OybBzZyj/kfi3DMWEUvPhGg6z8GApv14DNr//EfX845Gr8yEZdu1P+SRThjspJTYeR9UgNwSwQza0ybIhaxtynzKLSW9x8qWpkXPzj0PhKNWuu6/wy/XFue959bGHH9D/U6ZVCpj36ICuD8l4rqdCc+mL2zONcy5dOG+GsAZxBjxD+kAkKeHdJJy9li2zNdMw79plVkz0vBw85fdxhgx3GFra40PZpfLfHLbxWmcXZvfIVFwB94MqNRUC2CELWTrkUGRRVKv54tceNjqxbIdzOBNGv2BG7Zq7JdwLhTovwGGQA58H7G/Vwi79Aubt4mbozO+kY74AO7ttBjnfGMj8b23AkwdB2YEzuHek554bDaWlg2cnz50AS7px0UHw6w7O3i4HWLXcdq3j0NIgnw17D/ZnadLsypDdO0o9AOxQwQ1Zv4zyQVzF1227KL1b5xBMpGFlwds3fe5F2Umkx686et+yxnra98cfZoe+28bLPQ/HMMzXqaEjHjRlaQOofC8nHAkXzqEXfqzBnp03x9H16Y3yPnJu/jmOwz8bnpz/zJwwiHeO3Xwb4gjNAOxQMQ1Z12D09LZC3TorPXZzIerYig2FQ/31l+edulPHzur50Ga7rs9XudTHQzPynlMY2blzGQGOrXM4hnUwPLaoXAAPmnIcfUw9z7H6rdm5fXsP1c6/Xj8z1QfqV1dVZuLQzH6cpQA75FAcIgnF6nKf7s4Jx8SdhGG0mLh060sKC5fmlvbNDe/Y1Cabr/PleptzYZlZ6cg57OI0Ls6Fwfysv8+O8NVUe54rJq7pcxRxd4AdcigT+OrzwG0PnOqddaxlXUHbY1baVx/isdXJzEza7ZB85di57succ5+Wg6k8y5Rj5hyqYUf+YKZ+0Xvmqj2G527ZiOgEJuX7pTvXhTw0R8+Drx5LtjmnOIpbp3LvZuIrL8TdAXZIp7wxjGjDCqOn+4Rrb3Pq2NOT1+euBMRVQCGxdYvSvotSKC23Y/wKTZ06GqhQjAZdLTedwyUM4K3RBN0Te0UOgDK4eQCUB0i1sIpMaUyvkY85lZHfx6EbLfWR4/TaoKkGew7PeKzEgv0+NxbSaXG88jF4GHAH2KE55Z2yHTYPl+x3CnYNvNECoc4ZMFaaOvdi3s/hMA6/zm6a5J10LGmnAyyltDx0hjsPcGqZLAxybUIR32sZMPxYqxfDE5L49XNufol8TVf09HznoMXpNcjPdR41vjsuVeZSu0VH20wYVAXYIamhfC/gOHt02a2Gl8BXvvnxw07hLMG+zNnMRobw9IWX52F85vIN+m/fOWkMfxNoy7+ded5shSZfu3YNvFq+OQ9+8uOX1KQjjrXzzNTR0NwAKTtzzeFrsOaJSJznrhUEk04+fE3+bWt2qbznTBrZkYgOwA+hGAO4J5RzH7B4737AHWCvdtkCVrTJGMSZqfEOp1/IHYXBxCdrJy6cun5wtOcLz9HTx6+ahll40Q4GOLtzLgvMQL+R+GlB2TNKR7zcSbng5Xx1zorRSu4+lFkqXTk/z7nrHEdn8DPguTY7u3SeqMT1Y+Rga3qVBD5/HkOe38v/1tx7o/enkOlxyZPIeDIZWcfdAXeAvXqllrvLC3ezDBZ2xgxSu65b7pw6Z1DnmLoe6n/21WP04qlRevrYNcvvYqgz3LkssBHQHU6KSni5nxi8DFzOfOEbg5edOj/mjBgOz/AAKkNbi5MzzLVMGX5eLsqRWSHj6/oCYjz7VHsN6xEfVHq0MzFMxd17AHeAHTLWATsvMss5n7U5OUi4+/lOwq4YzPq0xu8+d3E+BDM6mZKAL1QC/kMOXp7weid9JjM3LsEgl0XBBOgZ1Oy6ZUVH8RzDXpYUUBkwPLuUs2jYlTfK1ZaWS/Az1FlaPRl29twJcHhGG0j1ULb3i4D7gIJ7EnAH2KGFsrXYs5lr1084sgzBqPIEoai9jAsGOrtuTQzxR/964Zja333/bDG/+5ADBznk9U6aW9d0xVxtGFXZUSvBy2EXjrFz2V529uzgOZbO2TA8kMqhFwa/VmaAP4v/rs1e5eeb1FWAD+SoE1Vw7wTcAXZoYTiGT6QBO6+tvXVxXRcOe+hdtelOUXF1gwlPizuLyeSCtEZ25wx1vl8A9iMS7IUGzgcdvt5z184gZ0fNINfgzuDWVlPiGPqvxE7IkgIMcO32oHiOM2HYmXPnoIe6tlCHj2qyO54QJuA+DLgD7FCB4RiGsiqvuzBkctW9yZkyVz0nbfHPnjhmGHYRoOfL8H0FfA0vyu0U1Ak/7Kgvza6VuewcgmGAs4PXHDoDnsGthWE4vKKlOcqa7LyCkugc+O8cg9egrqVL+kQFXR3ZhDvy3AMsLGZdgMaPfp7z0m25Gi3jJNfNm6RFzmvytWeoPv5W04FLdv+cvaKfaMThll1/bZi/3qMuw+ni1x7mtMsOmz9VAkCA3ZHTP0Ebd5PFalPlFjt2LUuGYc6zUO04boY9pz7yvRZ+0Ur7+kStxVTVVPA2WyuX93mn6gQgD1QMmwH2wsAeF3dHyWalRg6V6EMwDOv6OzdbZptw2mHd+k2mUM9Na2SX/tBnfmAJdQV23uaDNuDO7+l1CnUF9i71Hb4Rh1Y+G74yX7RrbvBzyaKyAvx3Drs8GZqYfy3H4nlA1mdL4iUF1FuKvmS3hjt3Gu0GtfchgL1i4c41YGwvIp0Ldy4TUGexaAbnlEcaVizKY2eHrq/WmAfsC6CulwA8X3HsyAH88E9fTQ5t6//xLpxWVaHBVCq1XcDdqiMe5jr8aCqAvZrgzieD7aXutHxxTRyD5/VLjSRz3oWj17Jr5MDryDmZa26mD//5j+npY/MplQNqcopjxWIxvhpBjLXy1SPAPqCcO3f0ZqV9Cz6WIG/AjsHTIk8McjCFniHOcXPNhefmni/YMQx0NVGJXyNniFpAnfWRd97m1ol4ALu2Ohy79kBd2ZnNUOWSv7iKC5Dg2It37WypDzt1uLKk7tVTMrRiNpjK4RaGv1n9dC0dUj+A+uuPHRl+9fx4ZzFxUeHY4+LuJE6PyoY6h2EWGYq5BTm6Td7TjsHUYDh2gN1DuGuAnx29KF18bOUGOaDKoGbo57p5WcKXJz/VL5P3/G+tkqOumFf/6o9+a3exvwnhmMq/2tTCMDlgtzqWE4TBVIC9CuHObqeroJ0oYJ7h243rlLp2VoLaCORmnYNukhKfdK2FZLPo9YG3t+7/55+c7cbpVbFqEWA3PEYU3PmKzShTZlCAfTuaD2CvNsCzW3acw605dwnzPCA3Uk6+fI8A+4CT77/67U90z45d3qZ1TGev3KBf7T2Cs6syZRiGyYF7h3LuRuoVcN+LZvQv2DF46rIa2h9jsOdbf3KRGOSct67F251AncUZNrrUSNsdC6dtittItHntgquN21bW030bmrBDK1N5a/+oxTrMBlP7BPjjaEb/Co69tO69W0G2LCcBh3PkbNS5eDvPGB2y2DaOoTLM52OpPClKnx//lX86Rbv/5jh2ZOXJNAxj4NzNZiojvx2OvWrd+4C4tZLDtMiCO1bh8mtvTnp61Mql09zM2QUDZLnlht/71luwEytPg3ahrsQhG6PXtwno70ZzwrHDwc+5ZG22Z8kyTnjWqsp5b9UX8FIDvDxbttvsvbmu/T1/8nRRtdwh38kwGyaPazebmcoHSrtahg/ykWMH2L2DvJNiXI6lAD0gwN6jg3relEyGOr/Xpjpnx0abo41N2qDrfBbFtasT4jZe0ja8PjKx4N/RaISWNs6NTZw+eUne397q/lXHcz/8JT3wjjfKx7OzaZoYm1rw97r6GqqtK21dmTe8cVE9eL4i5Nj5QAHVOO3A3Sy/fUiAvRNnNMAOzYG2g8yzDoo/KOaqPyazqanWpXdvIXKQZ5/r2k2vDJIj4nUTVLd2cVmEGzdm6NyZEdd+DwP02uUxCXO+TU3NmL62rk6AtT4mgdu++Q2uQpY7jNOvXaJlLUvl5/N2mYlfs7ShjlavaZnvcEoIdr3Ykfe7Cfg8KZCmNYkggL0a4c4nSrxUny8nL517sX/JHZu3kYPQj13XzmBPJa9R/e2tFAqHSwJ2hvilC0m6eCH/Z7Fj14CuacWqJrr3/ttdac/pqRQdfebVeZgbfZ9VZ3PL2mZau36FfF8xisUitKF1Zb6Xcc/c6zTttYiQTCsmLgHsEDmvEFnQwZGacpw6yZp4OX8Ouwb2ulvXUriu3lWwM0R/eezsonCLBlTphoULXta8dFHo4/gLp+nq5ZvjAm9+S6t8fbH6+c9OLtge7jC445hvMwH4ifEpGh+7QdeTE4bA521fe/uKokJE9UtqaN1ttiv2zofjXIK7WeG7frVoNgSwVz3Y4+TDmiwcxpl85Yd5Xzdz5RLNjo+5DnYt3KEXQ5whumJlU96wBjvq4WdOzIdr2C23bb6zKKfMHQV3GJpuv+OWvHDm7eCOgENI/H592Ia36a6N6wrqcByC3VW4q/x1s7UIWjGQCrBDZQjHFCIuGTyVs+SekW6cPUXZ2VlDsPNVwpI7Njv63htjo/TT7xyi0SuX5wDW2ESrW99ArZveIh870cWTr4rP+ub8v9/6vg/KzypUzxz633T13Jn57er8+CcdfwZv09mXjsl7TXf9ytvkzdH+cTbArYnDMq7MFlVpjkaT4FDe1ydgj6L5PNcQ2Vxmr1xKjZzL+5rM1A0JdQnxaMwwBOREDPNnDn2dUtPTtGLdeorf314UiBmgesVqixu8jNbULuiArp0/S8vX3uboM/j38I1/Y+KFn4ltfJFe+cmP5Ofd+44OsY21pdytey5+7eEhAfei51NwyEXAfYeBIeHyvgfUrFXIQ2GCkvc65aeNYTdoJyPm9RdP0eXTSRpPTguwF+cPNKgz9H7tIx+nzdv+VVFQZ0esd8Wayy5GTStXLfj38099VwK6EDHA2aWz67//Xe+RVwJap2YLrCZlnFM3pil59hJdeuUMXUucp8nzr9P05cuyE9bg7uKh0mvyfB9OaYAdKnCl+ZJc+mVmF6zwZKbpS1coeuM6TV6boPOvXqZffu85Gr14rWCos3NloDPkcgFayOe98L1/WvR8sWDPFbtso+9xqtvuuU8CPn7/W+j4D20eCpmFKZbp1Cyde/4Velnsh/O/OEHZietURwLmMxM0Oyo639dO0uTpU2L/ZjqEa+9w4/cLVz5ocux2qAJiEMAO+QHquQtkG2l2YpLGE6coHA7RLWuW0Mr1y2hGOMXTzx2XcCnECW/8tQ5XwKsP57gtDg8ZXRm4AXcN8NyxOdXU6ASd+MEwjQinHo6EaW18OTU23xzvCInnoktqxX6doslEgrLp9A4Xm6Ufrh1gh4yV8EP4hYuH2YH69RePU1Zld9S2NNDy1Y1Uv7RG/pvhcvXk+bwhg1KIY956qOshWexVgFFnpH0mX23wIG0pOpO8+0049bOiM+WOVXY+tzZSTZ1xWCwciwqop2jm6tVut75fxdLh2gF2KFcN7Y+VHOy8CEdKrcikxdA584XDLgx0zrDIN9jJ4Rc91GuaGyhcMzdo2rJqvlywjO8ycORVQHq25O3HQOUByB8PLoQ6O2BNxQ6c5oo/b/O2j8zDnZ37//v6V2XnUparK9WuVxMXpGNnRWORBU7dDO4z167RhYGH3ISumWvfgbPbOyErxmOp0gKlg0BqKimA3lzw+wXIx159TQDhZk46Q50v7zXVCcfOYJlNpSXUeQBvRevakredPquExeGcTVvfK7NVtOdKJR4A5XEB/n5tG7hz4ZANZ7i4fZWwwCmrK6HkmYvzzzW21NtzcmI/3Tj/ehu5NLbDrl24c/6s3OOYM2T6kdcOsEMl0Mzl1zi9bR/N1V53BPipi5dp4tTpeZceCoeodnnjvFPXi2d+MthZPJBaKrBrg63nXn5x3qEz0DnLRO/S3R4sNZP2vQx3du6c4cLunQG/7u6NMrunFGmMnAGjhWDk711SY+t9HHOfSY42u7w5/WRc0I5j7chrB9irT7Njl+ORpS1yEWvXoX7pBMdVO1Z/9FudF7/28LCCe74rBM515IyH/uvHXz0ZqZmbrRmpq5FOneFupJr6KE2M5dq54kMxWs43A/3a+TPy3+yGl69dL+8ZnKV0x3bEnQiHf1LTHXIbr547S2NXL8ssFx5c1bZ3SVOTzH5xZd9OThXxbncnEirXzsdXbj2iLvF8L2rIAOxVp+nzxzYx1GPLb6NoyzrXAM8xdbUGqrzkVpX+GPBxmpsQtSnHwXNxmGHxukHtiZ//ziqK1MYo1lhv6NLzhwwmKNKwsqjfoeV8F+fyL7l70tTUmm6rNgnJz2LXXgJpV4V68fHFdWUGcKYD7NWmDpk/fiUhb7zeabRptVwDtRDxIOi0cOo8OGokBfjddj6rbnULRevsHSJTEzfL6EaKrF7oetjChYyVydHr84+9vkLIiH1c17Swxkw6Y3/6eTaddn+bMpkB4c730OJwXx/AXn4hK8ZDKfe84PKVM1c4S2XytWdkKMXOLFAN6FqWSw7UC55CHnIwwDY9dTPs0nTrCl+0rz62XSzcSz0Y67TzjsSiC+Cu71itO4VZ0WGvTpRo0/YZPBcXwG/D2Q7HXjVKD092RdqWmJ68HEpR4RTp4LmwVjinBG96alxmSVikKx4pdPtqVq4YnrlyuYPj61YaS96gTDoz9576Wmq+zR9rpTatvGW+cBfHvJ3WdtFLK0yW22F4qVveeLucGKbtA047DUes4+dZsZvq1txaqvV3B8h4chKvv4tBVIC9OnTjLy/sCK+KUnRLE8Xev4xCS8wvoOw69xwl9DFzp6pdufLI7Pj4Lp7YYhaXzaSzNHLp5kSkdZvuWtDpxHzS1py1UhzYLy3oMHzRca1eTi2iE+WJYdyxjlwel5OUzDQ7OU1L1t+WcKMQmEk4JiHcOR9vufXauwB2gL0qdII2yjBM5vIszfz9NUp9JykA30g17xPOfJVru6W3mDdzp/D6//xAcuLVV5qzmYyc4JIL9fOJazLNkUMDaza20tIVy3QvKC4rZnJiik69doFOnbggHx/7+Wt537PxzXfQytXNtOGONRLkmmPne+1xsZpJZej4z0/S8RdO0sTEDbmNVlp1SwutWt0it4vv731zq2vHkdaRMtyvX52QM0+NJiox1GtaWija2DRY4kP7kAHYm3n1JVVfBiqDUI/dO7DvNrlspZgAPEM+srG+mK/YK8DcW+x2Xvzaw7sF1PumXr9As6MqzhyN0OT4jHTqWQpJ58hhgVj9whAFh4/q1m+y/V2XL47QT390XEKTYcn/LlZrV8WopT5Ly5dkqZhkkMkZsX0TIUpOCIiOFp/GyR3Pvfe3SshvvP8OWrLU3uxYs1rsPHfg0i9Py5movBBJyy0NFIuFZUydR0vqbr2VYs1yXLO1FItd6yUgzjsudxAVtdodCgttBBPsvAqN5aASg51DNNEH7K+yw+mS2cysa4sqCLDPL2LM9dczMzOUmkpRWh02Cxx67vbbADvD+wdPHqXvP/kzV0Bu6ZyXZmllQ5aaau0f8wzzc9fDNF3i6ggPvG0jvfVt99I7H3pLQWCf/7sAuVZmIBYNU7Q2ql8ExZXO3gbYOe2xO+fppAB7C858gL3SwzC2l8TjOHzNv1xOkV9ZahWHn59Y5LYjE3A3W8TYUlZgZ1f+3cGn6bkfHSt7+zfVZWlDc5aW1GQ9B3qu2Lm/r+sd9N6utxu6+AJXT2LxMdEujo2STxayWPR6O8IxAHslg72gRaxDS8NU9wdrhiN312knJw+CcYI1r4wzVMptFnA3cmF5tfTuLYuA/g9/+5SMT3ut25Zlad2yTE7IJUQnroXkvZcyA3wRYG8v1aApwjEAOyT0E7r7sPDfHQW+veVOOubJFO1C4K6BnQc/v/rlb8uQi5/Ern3jLRkZf2eXfmokTOmMj7ZPQP3jn/rAfIiG5zlwtU6H6hFQHyjndiMcA7BXlcQB3/xK5p6Cg8kC6p42slO4M9g53PLlL/yDhLsfxVBf05ils9f9e/zyQOunej9MzdFROUPZppIK6oMeHOdm4Zh2AfdhkABgrygdoju63kR1Bwt8+5AAe6fXv0HAncFuNH18YVjjxix943tJ37n0oIrd+2/1/Cq9+U5blRyHFNQTXmwrGxhxZ2RguCjYXuzN0oIdJQXKrJUU3RL036Au6zkZu1+5wkU6c26M/upLPwHUXRRf8Xzx8SH6u0HLUMywAnqnV1BnqYqOQwZ/2oY9WXrBsZdZz9HdR1soUmjtjAHh2H01+KTSIfmymzss/l1tv3x1hP7L/zgqHXtQdMv6DXTpzKnAbO/db1hOv/OJNlpSH00qmHPpiMFyDpDacO27yWCuhoA+QFFixw6wl/nytJj4OjtkAfbdfv6N29bUdtPi8q2+12/1f57+e99jQdtshnjnoQvTSZ8e7x3i7rDBnzrVeqlQicCOUEwZdTAT76jk3xdUqLfet4ne9PZ3BrHJ+QrpsGj3uB83zgLeqPZY6k4VTVA+FRGCAdRLqHd95OMC7vfLcExA4X5UtH+zT7fPCO5bQAOAvWJ0gzIVeUAHGeqsze99WN1/MKg/oVk5dz/C/QgcO8Be0aqlohcc8F3+r4BJV5ChziEYzak//MmdQT682nwKd6NjNq7SISGAPeANHQ7H11Os2IPZV4NkAiJtQYY666O//yfzjxnwAY216+F+0GfbNGyxrRDAHmy9krknXkm/RznDw5RnkpKfJUH+tneagj6g6hD7xjedLS++YWJIOkCF0gkLbZRJ5yjVsc436wm5okBDnfXCWJbe/e53L3p+OkW0PNi7qlvA/cihC9MDPnLtuSDfACoA7IGXgPoyN9wYOVhguoRufU/QL6WvCXj/7FVhJvmWo/oIUWdL4C9m94j9NCzg7odxGSOwx0GF0gmhmPKpImKKarB0V9B/x/Pj5iUcb6SJXpnMBv0n8tXUfp8Mpp6q1PMBjh0KvENRkNgf+IN+ooY+kqqjB7P11JiNLPr7S6FpenVimqZqJ2k2kgnyT2V48pT+Xo+3Y9ik44EAdoDdB9of9BNyXaqWfn/0NsvXMPBJ8PzcyDT91cqzQd9nu0SHfOjQhekhD7fBMJuLSw6gtEBphFBMGXSCNnYU+xnnQin6y8jlZV79BhWC6QryfqjPhKln5FZHncB7xpdXwiHoaUgG9dcB9kpVwScVA/3xyDXaHj1NA+GkJ3HJSgnB/Mb1W2h52tlF6nvGWuhNU0uD/tP5arHP420wcu2IswPswZWAs6MDeIwydDA8SjsjF2hrNEGPh6/SKHka6827qIbf9eGPbaW3f+a9VNtpP8susraBlnzsPtr55d+mDXesCfphyCGZDg+/H3H2Mgox9jKI4cy6N1tLjaIvnbuP5MA8TcdD03SOZqVLN1HZHY6CQXeQ25/XC/3Qx94lH9d/8C55P/Pc6zT78lXKjs/IxxrI+RZe00A1D6yRjzX1/unH6I92Pu7b5f0cdNDtOCMrX6jHXgbFYjHHi0CbKZVKlbWRBdh5IlJHUNueof6pT3/Ylc869doF+vM//ErQ4d7jxcSlcDjMpQ5yx2gGM5nMdhDCWKjH7n/FXewkygZZVbURUFficMyf/KdPyrVHA6w+jwZSnzd4DqGYUnWkaILAqZwnQ19QG8ltqFcQ3Nlk7MJpBLBDPnLsVKY4u3Lr8SA2thHUz7/wQ7p4/DmaGb/u6LPGLp6hM899jyZHLi2C+6rVLUE9Hh/18cIckAvC4GnwwF6uxToC6dY//m8+QO/tevui51ff8wC9/M//S0K6tmEZ1SxdRo23rpd/i8Rq5XMavNMz0zR57ZKA+mn579a3v5+WtNyyyLl/9vGdMubOsfcAXvWxa9+NU7MyhcHTMigWi7lZeCSZSqVKahWDuCISh0Y+/We/Sfe+udX0NQxszbnbUaSmVkK9ef1dlq/76n/9Nn138OmgHZbJQxemy3bJEQ6HdxuYhUQmk2kFIYxVDJsB9uCBXZpIAfdECcFulMHgW917fyt9+k9/03bcm8MrV0/8nK6c+IXh39m9r7jzTdLlM9zt6LkfHaMvf+EfgpYx016u6o9cPoDmSj0vkAA7oAGwA+xKPQLsAyV27eywHiUfZy4wyHnikVHoxa4Y8gugvrSJahoKq9zAUGe4M+R9LjYFPeWsHwOwA+wAe34NCLD3lHq7Bdzj6vK5229tygOkH//UB3yZnXL85ycl4C9fHPEj0Ps9ymMH2AH2ioI6Z7EcdfsEFWAvW2xSAf5RBXhPHTyHXXiANAhT/L//5M/oG3/7PT8AnsMt+7xcUUmAnY+d3HGbpAB7CygBsAcR7IZOpVA1UZgeEefCzvTy9jvpWFmr5qkUOY6976AyTlxiV/7A2zbKsgBBTDFkwPPgapmzZ7jo1qACuufVFU0GT4cE2DtBCffBjnTHgIjryzySaabtmSbtqR1kvgJ8SSQAwbBg1zegg/w2BXnXnTzD/K1vu1feB3m2J4eN+MZgZ8gff+FkqSDPx8OQuPF6p4M4a6pXcOw+duwM863ZBgHzRlqXXbS6ckI4dt+kignQc8iJb5vUfZwc5O9ziGXp0noZYuHHVmmLlSAOz3AsngHPtysXk05DNkPKlT+vHg+rjteXgmOHY680JZyA/B5x4xV8+GYAc73iJ2hjW7nDMRZuftjsCuKJx97fLWC9KC+eIR7wuisFi0NKZmElBn1u2qT49/AX/uPfdPoZ3pB/BLCXWJxv/o5okyHEuXTvvdkaue6mXI7NgZ4N3aD9kZFHaZZ6/N4GH/rYu7CCjgOZDAwnAw71ZdizAHtF6YnZ21z7LF6Ag28MdqGuWCzWKzoPX5/wDe2PDY8f/TwOhOqWUY0jdPgAe/XqpdC0hPmToYncRTi0AcwBtFLFK1GBv+k6divAHmQNk4OqjAxvhjmDnJ25xYpKrD6AvSp0KuDbH8cuBNgrTUkzgGtL4Z0LzQqIT+ZbGs/whInFYt2lLjEAQSUA+xCaBWAPrHZFLgxfC6U7eJFqXtfUTfEg7CcyLX276Izfwe7oqgWqHIXDYdR+B9grT98Nj7saS+TZp1szDbQj0yzTI9kNPUwbd91Jx/YG7aoFqgq1WXT2EMAeWBV9ADPMH8wsoa3ZpfSQgHrj4sWv+k7QxgEBdwC0MjUU4G2PGz2ZyWRwrALsgVaikDfdq5usxA49j5ovhWb3UNb/ee1Q1SkOtw6wV5xSqdRwLGY5i3R+puk6iglnXu9owhLH7g9EkvR4+Gp3jGIHxPcNodUhH2mTW2YHAth9pU9mWobrKCxjjQxuPdALFWfPHAyP0RPhERoVcFc6KDqRVh9OWjpCZawICfnesT+PZgHYA6/H0itdywrh3HZtBqqBOAOB67JsR6tXlILscDHrFGCvWBXlUNidPxWaoAPhpJ08dy41sFu49t1o9spQQ/tjgQS7Wjmp0joqgB0qzKFw3PzZ8KR05walBOyoT8A9gYlLkA/dOmfEwLED7MHXnXRs6ARtNPybKuglQH6DXqJpCXGXJjLtV3AfqpZQAi9OffH4c9Sy/i5qFrdITa3r3zE5comunvgFTY9fpzd0IOKVR1sMnhtCswDsFaNHomf5gJaXplwLRjfgWUrxYGonZ+ZUA9gbV6+nGQHck0//o/z3kpZbqPn2u+Q932oanFeP5c6CP3Ps4mn5mIHOn3X3v/gNHNSFOXa4dYC9ciScuReZITyYeljAvUfAvSqWS1tx55vkPcOd3TXf9GIoR2rqpJtfsvyWxSB//Yy8n5m4LiGeKw3qpbgaMFEgQRgOh+NknBFzBDQA2CtJ7Nj7PPjeZuXce6ol5s5wZ3f+6tA3KD2zMKylB33yzCvOGnL9XdT69veXE+pyMwO6GzoszgOolJ0qmqB8UrFuL09SjrnvqZb25rDM/dv/La1UDr4Y1YpOguPpfCsz1IMso/h6AqUE4Ngr1bV3efj9u9QC29t52b4yfq8n4QSGcFw47LX3v4POv/BDGhEOPdfB5wM6v7dUA7EVLqPjfBDNUnqFilkJe9GHhUJo0Tzi2uk0N4HIa7Fr6hdwL1tFyPGjn8/6YR9w+IUHQSevXVoUR29cfbsEOLv9xltvl/F0H2iwof2xQKXfhMNylvVRgz9tF44dcLehYtgMx+7BSeoTsHPcfY/oaLaJ+54yu3dvf7hKhQyQgjj9vsviihUqdceKJiivVA0XPzmWDnE7KQDP8XcsiAC5pW1GUEd8HWCvZB3y4TZ1K8Czi4+X6DtwUlcDVObSHNsCctwD7JBrGvQp5Nix79I5+A43P3zmudcxMcWhsmMzNPHlo0Hb7C6L4x4C2CtTPgzHmDl4ntikufiiK1Ne/4Pv0ezL13AA2BS31bXf/kca/+ujiYBt+g6D54YzmUwCexVgr2wnls0G5bI0rlz8UR3kuwqJx2dGpiSoAPf8mj58St9WgQGiyoYxMgEHsFcB9sp3Y7OzgwLuQYs5a5A/KG4jAu5HVchml92wDYcWAHfr9kl++il548cB1A6T5xGGKaOQ7uit+GDvDvD2L3Bnavk/7qyG1b2Wpiefe3l2Onl3tlYC6+pHB6mp/9ep/oN34SjQufTrfT8IKtA1GR3PQwjDlFeYoOTxZWskEjlaLb93Z2YF7UwvX/Acg73xsc0Uaqyp2uMgfX6cRgXQZ567YPj3T0TPJZ8OTe4TD/f6cMlD/fHMUDeao9EjwD6AM97h1VsRbAbYPZYA+0mVHlaVYJdtsLZBuPd3Us0Dt1Yd0Dnj5cY3rQuR3ROb/ztDfZ9fV8YSx/FhWlz4i7e5Ffnr5QU7Yuze77x91d4GDLiR3/5HGVfmx9Xi0K984Ot5oZ4jHrDuU4PYXX76TcqcdBj8aRBQL7/g2L0/IZpFu7Frr/hZn2aOPVccnln6qXbp5KvRoefq7vBL4uQKi/8WnV88RtPrh3IQ4vjlEEy3wZ/asQxe+R07wO4PuO+PRCLdlf47H8zW0xOzt9l+PQN+yb++j6J3Lw/072aQT33rVdMYej69kY5rJ5iEeygczg11lLWYm4lbP2nwJx407cQZDrBXK9jjyrUD7AZisNc/fJcEfVAGWTmd88a3XpFQLybL5RylqJNeXXyuhcNzgL95yg2RR8XcxHG7m4wXkMGgKcBe9XA/LG4dldyGhYJdr5oH1lBtx+3y3m9OntMVZ376urx3a6zgWZqk36RT5ufcQsCze+8t5ypZKoTIbj03lMgLarTizPYG7Mhj94/6xY4MDNjXZWN0LpQq+/dyOEMLaXAMXgL+jcsF5FeUNauGXXhKuPLUT3l7Xi84zFL0dmQy8qYA3ywAv39drH7L91OtvXfSsXIMWu4ygLo8nnFKeyc4drh2x9qeaaJ1FKPHw1cddwZPzcZLum3s4iNrGykm7kMNNRL4c06/MOhzSCUjIJ4+P0aZC+MS4vy4XNk7+Ry7kYNvCkfp6+n1w63Zmh4B9+ESHq9mbj0p3HoLzmjvHDvA7i+wd4i7w5FIxLfb+Ln0aro3W0td0dMFvf+llPczTdnpM/z1ejI0Tg9lG+avCvwip2DXtDm0lL6avZ0dO8N9sETH624yjq33C7DvxhkNsEM61y7ascNvA6lNFJbxcXbdj0TP0vHQdEGf4wew54pDSp8LX6HH02t8t21PhJP0F3RRhluc6vdolbitJAX3AZeP0zgZZ8JgQpIPwI4JSv4Tx9rJzQ63WLFDZ6jfI+4PRJIFQ92vekn8nmfDk77cttFQhkKRcG6Koy19kS7LrBqh/Sdoo9vLMfaZHb+Aug8MIprAXxInxRDN5f/6xqlz+IWhzgB0GlcPgo6HZmiUMjRGGd9u4xzcnV8R/wc6rz3s/kpogytwVyHDboM/cSbMXpzFADtkrN5iL8Xc0mfSqyTU5ePIRVfcse8cO00rwPv7SiTEYy8Ow53P0CR9g67Lx53Zpd0PhpYejVCo2FnOe8zcOk5dgB0yd+2cyTDArt1LuD+UaZAZMCyO9boBvlEfuuLRUFrej6l7P2mMFm5TOOoc7p+li6Ld5z7n89m1bcsoclLAvaBaM8Ktc3qj0UIaQ5iMBLBD9lx70quQjBaCmYNLhh6PuBOC8aNj10IwHJLx1ZWEaKsnQxOLT9qIs9OWof5FuiIfc5rqTlrJjv2ggPseh1CXRcjg1gF2qHDXLku0qsdl/36GeqM6PBjqbjntz0Yu08HwqK/a2uhKpKbtHlp7eIDuyL5It5/8Z2rsLm8xxafC4zL7yHASmHDs0rk70AG6pg2k0g5aTptpCT/cJeDOoZm4zY/hGL1RGGdAjQ1BPhHSHf3e84bDvBBHG6c/lqt99VP/GSxbo4mSdBxamMdrafXO9dUnGebR+LoFr/tJ66/TikRpl/TTro4OhPMnlshZp2n7HS7D/Ku0Ya4zoynadjNbkb9se5qyQxbHIfdsBw3+hPTGEgnpjpWt3nK7di0EI916uDQg44FYvzl3vVvPhTor1f2+kn7vs6EbcuKXHahLIxV2lgbJA6k84Yl1L9XJPHclduGHhXPvtgjBmGXU9ALqCMVADqUucfeWC+47Ms1yEpLm1ksJX4Y73/yWZphJjhk+fynxWslcOreDaejFCu4cb3dwJce57fP7mlqoiRaEdPYLuBsB3CwEgwFTgB0qQjwwleBLs1LCnQdMd6ZXlNyt68UdBwPNT4Oqs4lzNDawcBb+68PP09nB77j+XY9HrtHW2MmiOtCwgxIUetfOUP8jWp37km4B94NaSqTKgjEaYJDlCnBq+lOIsQelB1Z1ZNTjkrS1PsZcqth6vqsF7lgay+w3HoydkIPDuSs8TXS/h67Gl9NUMknHBv6W3plcSsup1rUOjTtOtypkZjNZyqbtpWvqY+0srveuDazqNJwNhzgMeNDErfdiMlJphVox1QN3Tk/bVQq4s1t/KtU6D1WvYuC8HY9kWmwtoeeW+IqB49tGS/eN0yxNCOitpnpfAn0BCNIZ2zVlDtMbZOojiycw6WaoLvxM49muWBnJ52BHKCZAEicTO6jhYne6IdwETDWoc8yX0+28EDtnLlvAVwscpihn/P3BzGJ4N1C0aKgzxPm38JUBd5ilqmPvJN6uj7V/iJbNQ97A+RmFYLbjbPS5CUQTBE4c10y6GW9nl7wj3bzAVXo9Q1TCkAEfOylhWMoY/L3Z2pJ8LrfjzsiFuU4qfLUsbWp38hK79FHdrFZdhkyObVz0zHZkwfhfWEEpeK59OBwOs3Pfr8G92BK/nE+uj2vbTbcrl4NnQPKNs3Ueyi6V23uPizBuVJkhnL9fjPjqgqtE8mxRvuLxpHPkBa8F3O3ktx8UcOfJSqyHxLUJD6aO5pQwyC68AtiLiUjBEGLsQb3UCoc5Ba1bPS6q7XlVIy3FkYH0u5ELvv/9fJWxNdMgYcyOuxjQc3z9czwjdvb2gt77bFjcQpPycbEdrNmkLa1zY/2RrjBbrvh38Eza7Gw6b7iOwy8ca9fEdd95hurNE3oB2BFXL7Ow5ml1OvceAXQuxtSmufZC4M5g1KDOMqpN4kfNO3kanQc9w44hz7+HH68Th7f+t1m1Qb6OgUND52hWhoT4McOzWJAbgdbsquFZuvldvK1mr9OuvLgSZHZ21vo3UUqmPj44V15AuITlC8Cugzri6gjFQGUUOyi55mShcNc7xDEFyyCKQS/dswFsNehrYvg3LpyYI1/DA5wa8LQBToZ5uRbtZtf/uNqshzJL57eZ9wn/Te/eOcqjwZ2vsrQCZry9mtu2E5L5hmC2BnbuWDgVknPdddkwDPVOxNURioHKG5Jh18757XL008l6qQyzZ1N3LgCGGzXXoeKlLUWoLXDCKZlazF5b0Yrdeb7QWb6QDMfVn6M36kB/nf4wvODzejC7NHihGGTFBD8kw+mPvbp/234vx6j1eiogYZhq0KgqM8BXUQx3rX6PVk6Zoc7Az9cRh/JkyfBg6ZM0Nv+dA+ER/Z/7AfWAGj40QUXAnU++Hq2Xtwt3zjDRh2Ge9Ch3HTLWcR24uRPmCVTaMoVafZm8mTcqS8ZKGtj/InRRVn1U4lK8u7EXgimEYiqpl9ZlyvC+sEqDzA3DBCUbphplNCNWmy1ru/OfTXOvb3IsRGhrqJG+EbquhzrqwHgshGIgzbnzyThgx7nnhmGeRBjGt+LJTfpBbU5pdJqRY1Xe93ooo4f6gtAeFFCThyaoTrjrwzAst1P3IHelB3shE8hC4ZDhFbVMabz5NEMdGTAAOxRUuD+YWTL/WOZolymlD/JOubF2QB1ghyoI7nN53GG49aoje2g+JAOoV7YwQanC4a4GULv1dWW2ZhfG1wF2/4oHTlnrstFFz/FEKqcTyjgkk6EFIRlAHWCHgg73dDpNa7MLd7ufVi+CcsBuUJdee447ZKdgzyzMtOBlonoAdYAdCi7cT4mHffxvzlfmdMeHlHM/DrD7VlqZAyMZrHpkKoOxFqQ0VrCQx15FEnDvJt1q83+cXU0bqU7mREOVKwOo71WLtkA+328AO2QX7h2kW8eSwf5yBBkxVQR11H4B2AH2CoV7m3Lubdp+K3axDsh/YqDrzm+tSuMwWqbywY6zuTpPeJkJQXODZ6QNqrq9jirkHRBy9ifv73ZAvYrMG5qgauGeFDdePKFf7/DcWkcV8g7quYOkyqkn0DrVI4RioEVxd/VcoPfnhlVZeqQzK+/jq9w7xp9PhOTtmz8JU9Jn5XUMQi+9iKcHu5MG2KFi4c5Q57h7V9Dh/lfdafq9D5T2yoOh/skvRSTgfejSOeSyHS4dYAfYIQ3mu2gu3z2Q7v0rv5umRzrKF0569+4oHXkx5NmJr9106kcddYAdYIeM4B5X7r1Dv2/9njmz5b4s/d/ds2X9zlOXQ3TXv4t6ctIbuPQeDJAC7CzMPIUWSV3Cd+rdu5ZpUU73nluszGgR6gcz9fOP27ZcEv8vL9g5hv+19Stp5mSd/PdcpcyF2/ASTdNoKH3z36Hp/Csf2Qc6XDoEsEOOAL9XgHxAPNxDamUmDSqFAH5dNkbr1CH3YHaubHBTNiyXepOP6ebjQrR2lTft9LYltXQjqzqYbL2j9/ISd1pJhzEB/+OhGfV8ev557giuZ9NGYZch5dITOFohgB1yAnfOruBaMwcU4Ns0wDPYtZsG5aZshO6h2gXAftAh7KpJfEUy3z6C2Vtz/s71YP4wfIGeWVgXhkHOGS+DaEEIYIeKATy7w3ZVb4YB36w5yM20hH4vu5I2Z5e4/r25JYWfDd8weM2kvP+icLbtJp/D2Stf/HZhYwTLlmTp7/8gbfr3z0Yu09FoRF2RxHKuUqLyeU12r0oY6P85dEW/ZB2LO9l9NFfrBRUZIYAdcg3wAwLu7BQ5/v4oA/4ZmqRnQqdpc2gJdWeXz1eNtAK1Phatj0Gfo9mCV3Pi8IWZOPe88OyVEH3/xQy98z7jwSwOlTwrF65wXtdeP47AjxvElc6x7BQ9GRrLfelemoulA+gQwA6VBO4Ml90C8HsXA36S1oVi9OHsMnopPENjoUxRsK50aXF0vvL5MU1QluMxC/ufAQX0BFoLAtghzwCvhRHmGKXi8IRUWCOZZLkkFdD3AehQIUKtGMgVwHO6nbi1iH/y4g2JXHDlTHcHzEV7cPpoDtS53bh2TyvXSwfUIYAd8gvkeWWeVtJVjzSCWbVBPs/vH6K5tMVW1UEijg4VJYRioFIBnmE1pGaxcv0ZDtPENchpYNPSJbXHlQZzg9xzvTvnjg/hFghghwIHeIYWx+D3qgU+dijQL4K8HvRBhHwekLOSCuaHkIMOAexQpUCe65jwrdcI8lag95Oj58qOMn3yF+LHnCT62QkOsZi+nDu2IcAcAtihaoN8XAF+C80VHms2A70e8HrQlwL6+u/d+39CtPvvQvT8SbJTh50BfoSBjqJckBdCdUfId1JungG/ieZKGLQ5ef+mVtEzLF343KlLRKevhA2hbQZzm0qoDopBPqzGFiDIVWMBsEOVCvsOBfgNOtg3l3ETkgrgDPJTNBdeGUYGCwSwQ1Bp3D0DPk43Y/WbTKDfoXts5qyP5ICc4MIhgB2CIAjyFOyYoARBEFRpV7JoAgiCIIAdgiAIAtghCIIggB2CIAgC2CEIgiCAHYIgCGCHIAiCAHYIgiAIYIcgCIIAdgiCIAhghyAIAtghCIIggB2CIAgC2CEIgiCAHYIgCALYIQiCAHYIgiAIYIcgCIIAdgiCIAhghyAIggB2CIIggB2CIAgKiKJuflgsFutw8/NSqdSQxXc1i7s2F78uKb5vuAzf47qs2snFfcttEFdtsSxPmxxR99yew2L7EiXanuZi968f5Jff4sL560kbF7DdCbePyQL2YT5xOyYLfXMom826tiU1NTVZNxtLNH4oz8487OLXDYnv6yzD95QC7KESnCx8kHaJ2zZx6yjyoOUDlDufQ+I2KLY36cL2HVbb5USd5egECwDCUTeOVRe2pdjzl/drqxv7t8TbnVTHwrCL21DI8Wh5rM7MzBR8rCIUAy3qyMTtoHg4Im77FdyLdSJaJ8GfNyI+f7/bV3c2td+HTb6ngg4f3s+7ArKdh1WnWpEC2KF556hcx2EF4VKqW51YfIuX8WfGxfft9lGb73LZ5flBj6qrPcAdYIc8BsxuFQ4oN2T4+04qwJVLfX44mVWH1leBh1NzgH5XxcI9SlA1A50P7IMFAJ1jlFbxSacDSXvEtmxKpVI9ZfrpHJJp97j595C7g21+0i6xP/eVYtC8hHDv9OvgeiFye/C0w8YJZXbp3ZsLiwKyYh61CCMMits+K1gVkBXTRsYx0gFxO1CC/WX4fYUMnqrfdZjsZfxw23Gmy7CTwUcVR+fP30L2wjsDduGeJwthB82Fe6zUL75rt0cdapfqUK00rM4J28eqC9uV7/ztc2ACBsrVUefZ7j02j/GiBlTzHI9m22A1AD48MzPjj6yYUChk58cfNmkA7t3bCx1Rz3OyDKudlizBAXW4XNAw+74CwX40zwGfVB3hXpeyWLSBtUfzONWigaBCS3bCAa3ldpWqHU7acOslyXwpYrvjarudqNVr1+4wW6VUnDDchnznbTFsLmuMXfWGZi4kTgWmFaoOY78FoHrKnYLl8xBMPhezV52Uu91qN/4c1dm1qisaM3WL7esuU1N4kSXTF9AQjFlbDamb2W8NktpUWCbwIbKyD56Kk3tAgcOwYTkVrgAHtN/iZNleSbEzF6DeRuYpaVon2FuqjlABnh25lSvfU6aTq6OcA7fqimtXAI+ZDgvX269uZp20HwcmE2Q++aci4O5JVgyDg+bitm44tv0W7rPXbxNSfCCrvOke1fGWq4M3g3szlS+/u6+MKZf7A3rMmDlvDhcNqXNsqIDjzUuwd1Yy3L1Md+ST2sxJ25rAomKpZoNyHKvdC44vcuumzku016AHV29WHXw5TqzmcgBXHavxAB4zVm69N8e5m10Vdfjtd6mr+IqFe9jDhk0quJs17EErJ6VcvZmTsIrlV7MeNXMwXmWI5DkGul3+Liv4lGxSlupQ+xxuk9/d+oA+xKlc+6DDzwDcK9Cxaw1rdTl+0KhR1YlidomnpS1V4mCpVnMl92ZXXX6Di9pPAyZ/3uby11nBZ38JT+A9PuxQi3Xr/XkcvO9deyXDPeyDhh20OCAWAVw3qcasoSsV6vIg5BS43JsD12jWZoMe/zSznP9SwMDsCqEkIZk8ZQN6fH7I7bdw6wmD4zNh0Un3+fm8qjS4R33SsHt55qHJpTfHWk/pnA1DPW52ovgkA2aLizVJhlwaAG6z+Pyk1yeWaK+kUcfDHZKb+5R/q/jMHjKe89DFIRm3xhrylA3Y6+eBfRXqjBdwhddvch6za+8u1+B8gccgw91sno0G90AYRz+VFOhVjWcEIM5c4JN7i4X72eujg6bDZbfpBgDMTlK/pIIOm7RZcwlO4kFxPA2ZfB+nWrrV2Zml4SYo2LH1hEXbJkT7DZjAvY+s5zAA7pUSitE7KXG33eJyiE+SXRauE4Ol1lpm8vx1n2xfoozhGKuQTNyNsIEajDXb9l4/g8HCrSfJXlJCv1nblnHyWVWHZcI+a9QEmddPaLYAwnZwO6/afO7YT3lwrJm55l3FDPbpJs0ZabDcaaUuuvV9djok1bb7HH623+Dek+dc8jXcwwFs1FwHsR3lAopS1badmucwZHaFWMSJa1a5MUk+HzBVg71mbt3JvJC9QXXt6tgYDDLcoz5t1AHRYBxPz3cA9KBcQNGKV/nv59DCUZN26SOH8yGU0++2OF79HIKxqqXOHSCX/HDykfweoxRbHjMb9LshUxwii6sv38bcoz5u1B6VVWB2Sdzv40vafh/mJx8xaUu/gH2TyfOJUl8hiuOs3wRoHJI5YNc85AnBDAUgBLOLzEOeXeTeylpx9V27fd4eduG+x29XYn5fQcksdj7s54kdAdMGn185JMpw8vKxZFrewiEYzcIYfg/BMNAfLeNXBmUJvXx1jVjdTosXVjXYLS5vEFN3LjNwdfgEKm1egV3JdJKcnTkJ+coGBGA1ISu3XgoFZeHrQMIdS+MFTCaQsTOJyQzsPJgV9xg8Zpf4yXJtF7efaIe9JrDRYsJWIRmrEMxenx9T5Xbrete+NyjJDzbCMgx3KuMSjwB7BclqcMvqoEyoSV5GzvhR8rZo2g6T58sdk+5XnUzc4G8cR+00AeMuiyuO3oAcU16ERTTXvjsoJ19Q4B4mqJp0yOJgjHvkFjvIPBx0qMwnrVUs3HBRjjxlA/r9nrWltt8sJMLZHiE3bmQ+P6XPq2OvGLiTz8MyAHt1acDCOe33ACpW35vwIoskX/lZAwiZlQ0IygC/5SIaLrfrkMNtANwBdsjGwZgg80kmHR4ciFYF3byspWKrAmSesgF+r9youfXuMrZ/v9+uGCsV7gB79cmsjsf8gVjqNDT+fHE7agHFIS8LutkIyXTnudrYG5CJc2Vx65Xq2u3CnTzIPAPYq8+1J20ciEdLtaKQmk5+kswHG32R863CQGYQ2kPBrtyopWeW061XpGu3CXc4dqhs0LI6efkE49WrTvKAYbEnHL9ffc5JCyDOhzB8lPNtFZLpstj+IKTvma3qNFjKOvF5XPv+AJ9TvoJ7KJvNuvdhoVAhJ/0eC/dGJpcxfOJYXeoecOtSPs8yfGYTaxJUuok1Ru1RUAkDFf/rtvnyYXVCntK1/bAeYqoDiOu2cwOZ19g3g+KAC8eNfjtyf4MZdHuNwicqE2aPze0fMEpzy3MMFXKMD+crU13gd1q10bDT0tgW+8hs/xBZp+2a7aPDFu8xWjnMkh92VyWzuCK11UGpbCFTFcNmP+Sxt5HzGFRznvcccXH7mgvYPqsD108ug+vxHLF5IBoC2mFRKLIKvzjMginkuGnLs5+N2ohX99pm47usapU3l+AYL9X72zw+tzuc7iMP2tbSuefJc0coBirbJWQ7eVeXnR1au88LZNlxqj0oHw35JSwDsEPaItnt6mBMlOlr+Xu2qwW5E35vH7IekwjC4hlQ+eE+ALBDvjgYxa1VAb5UoOKDnWHeGiQYWlSA9H3lRsizY6bHK7j7IcZeihCAmw4wSe4sJl1q9+u621C52h00t4h4IfFSbZCKb0dcBrnbx42dMAqHZHLzrQ/YCMG4fQwNe3DcDvt4H/n2/FTjWElyd+wirzzPioGCJYMSux0mJ9gwYs4QVLiKYbOrYIcgCIK8F2LsEARBADsEQRAEsEMQBEEAOwRBEASwQxAEQQA7BEEQwA5BEAQB7BAEQRDADkEQBAHsEARBEMAOQRAEsEMQBEEAOwRBEASwQxAEQQA7BEEQBLBDEAQB7BAEQRDADkEQBAHsEARBUJH6/wIMADalcFFK/jYQAAAAAElFTkSuQmCC)InquirerJS - zespół interaktywnych interfejsów linii komend do komunikacji z użytkownikiem
* Gulp - system do automatyzacji powtarzających się czynności
* BrowserSync - narzędzie pozwalające na odświeżanie aplikacji na żywo po zmianie kodu źródłowego

Logo frameworku Yeoman

Yeoman został zainspirowany często używanym systemem generatorów frameworku *Ruby on Rails*, użytecznym podczas tworzenia aplikacji sieciowych. Wprowadził warstwę, która pozwala programistom na tworzenie generatorów niezależnych od docelowej technologii. Po uprzednim zidentyfikowaniu powtarzających się elementów kodu źródłowego aplikacji, programista może napisać w prosty sposób napisać własny generator, znacznie ułatwiając sobię pracę z projektem. Wiele takich elementów zostało już zidentyfikowanych, co zaowocowało dostepnością implementacji dla praktycznie każdej popularnej dziś technologii.

Generatory potrafią zarówno stworzyć np. podstawowe szablony HTML, czy szkice skryptów języka JavaScipt, jak i kompletne projekty łączące w sobie wiele technologii. Z racji, że większość udostępnianych przez programistów generatorów jest dostępna na bazie oprogramowania *open source*, użytkownik może w prosty sposób np. zmodyfikować działanie używanego generatora pod swoje potrzeby.

## 1.3 Korzyści wynikające z narzędzia Yeoman

Dobrze przygotowany generator potrafi błyskawicznie na podstawie interakcji z użytkownikiem utworzyć kompletny, kompilujący się i gotowy do uruchomienia program. Jednym z głównych założeń, które programista powinien mieć na uwadze pisząc własny generator jest, aby nie powodował on w programie żadnych usterek i nie psuł jego struktury. Zawsze przed momentem, w którym pliki są zmieniane lub tworzone, użytkownik może dokładnie przejrzeć zmiany jakie zajdą w programie. Używanie generatorów w kompatybilnych projektach jest z reguły bezpieczne i nie powinno powodować żadnych negatywnych, nieoczekiwanych efektów.

Generator Yeoman tworząc pliki w jasno określony sposób, pozwala zadbać o dobrą strukturę katalogów i podział projektu na moduły, w pewien sposób wymuszając na programiście dobre praktyki i przyspieszając pracę z projektem. Generator do odpowiedniego działania musi wiedzieć na przykład, gdzie spodziewać się plików konfiguracyjnych, gdzie znajdują się pliki klas i jak wygląda struktura programu. Takie warunki działania, pomagają zadbać ciągle dbać o dobrą strukturę projektu, chociażby dla zachowania samej jego kompatybilności z przydatnym generatorem.

Generator Yeoman to nie tylko szybki start z projektem i dobre praktyki, ale także dynamiczne implementowanie konkretnych funkcjonalności. Wiele zadań w toku pracy nad oprogramowaniem jest powtarzalnych, dodawane kolejno nowe moduły często są kopią poprzednich implementacji, dotycząc tylko innych danych. Przykładowo w aplikacjach internetowych zapisujących obiekty w bazie danych, dla każdej nowej encji (obiektu modelowego) zwykle implementuje się operacje dodawania, usuwania, edycji czy pobierania listy obiektów. Dodawanie takich funkcjonalności jest czynnością wysoce powtarzalną i rzadko różniącą się czymś więcej, niż na przykład nazwami używanych klas lub miejscem w którym znajdują się pliki źródłowe. Jest to idealne zastosowanie dla generatora, który mógłby przyjmować jako dane wejściowe nazwę wspomnianej encji i jej podstawowe atrybuty, generując:

* Klasę modelu encji
* klasę DAO (*Data Access Object)* z podstawowymi metodami
* serwis będący meijscem na logikę biznesową
* kontroler stanowiący interfejs do interakcji z zewnętrznymi systemami

Wygenerowane klasy umieszczone byłyby w odpowiednich katalogach i zapewnione by było ich dobre, zgodne z konwencją nazewnictwo. Używanie generatora zostawia mało miejsca na pomyłkę programisty, z której mogłyby wyniknąć błędy mające wpływ np. na kompilowalnosć projektu. Zaoszczędzony czas pozwala programiście nie skupiać się na powtarzalnych czynnościach i od razu implementować logikę biznesową, bez obaw o tworzenie w programie odpowiedniej, działającej struktury. Takie nowoczesne podejście pozwala na uniknięcie błędów i znacznie przyspiesza pracę.

Częstym elementem pracy, o którym programistom zdarza się zapominać podczas tworzenia oprogramowania jest pisanie testów jednostkowych zapewniajacych o poprawnym działaniu programu. Zazwyczaj sytuacja taka wynika z niejasnej lub nieistniejącej struktury środowiska testowego w programie. W przypadku używania generatorów do tworzenia konkretnych funkcjonalności, realnym scenariuszem staje się generowanie również podstawowych testów ilustrujących działanie programu, a także nawet uruchamianie ich od razu po wygenerowaniu kodu.

Yeoman jest narzędziem efektywnym w praktycznie każdym używanym dziś języku programowania. Generowany kod może mieć dowolną formę, zależną zarówno od programisty, jak i użytkownika generatora.  
To powoduje, że Yeoman znajduje dziś wiele różnych zastosowań.

Najbardziej popularne przypadki użycia generatora to:

* tworzenie nowego projektu
* tworzenie nowych elementów istniejącego projektu
* tworzenie modułów i pakietów
* prototypowanie i przygotowywanie wersji demo aplikacji
* wymuszanie na programistach dobrych praktyk
* generowanie przykładowego kodu w do użytku w poradnikach
* tworzenie prezentacji multimedialnych

Sam Yeoman, bez odpowiedniej implementacji nie podejmuje żadnych decyzji odnośnie generowanego kodu. Fakt, że wszystko zależne jest od programisty pozwala na elastyczność i tworzenie generatorów nie związanych nawet ściśle z programowaniem. Ciekawym przypadkiem użycia jest stworzony przez Adriana Bateman (Program Manager w zespole Microsoft Edge Web Platform) generator specyfikacji technicznej opartej na bibliotece ReSpec, przyspieszający tworzenie nowych dokumentów technicznych[[8]](#footnote-8). W swoim początku, Yeoman promowany był jako narzędzie mające na celu pomóc głownie programistom front-end, jednak w miarę upływu czasu znalazł zastosowanie w większości dziedzin programowania.

## 1.4 Przykładowe generatory

Na rynku dostępnych jest wiele powszechnie używanych implementacji, dobrze przetestowanych i ciągle rozwijanych:
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Logo JHipster

Generuje w pełni funkcjonalną aplikację internetową w języku Java (Spring Boot + Angular), pozwala zarówno na samo stworzenie projektu, jak i ciągłą pracę z nim przy użyciu sub-generatorów. Używany jest codziennie w wielu renomowanych firmach[[9]](#footnote-9), oferując szereg narzędzi, jak np. wtyczki do IDE czy sub-generatory konfiguracji chmurowej. Oferuje dużą różnorodność w wyborze używanych technologii, posiada duże wsparcie społeczeństwa programistycznego i wielu fanów.

* **Angular** – generator aplikacji jednostronnych Angular, pozwalający na utworzenie kodu zarówno w języku JavaScript, CoffeeScript jak i TypeScript. Posiada szereg podgeneratorów dla popularnych elementów aplikacji AngularJS, jak kontrolery, widoki, dyrektywy i filtry. Utworzony został przez zespół dostarczający rozwijający framework Yeoman.
* **generator** – generator generatorów Yeoman. Przygotowuje strukturę plików potrzebną do sprawnego rozpoczęcia implementacji własnego generatora, tworzy pliki zwykle dodawane w przypadku pracy z repozytorium kodu i Node.js.

# 2 Środowisko Yeoman

Proces instalacji środowiska będącego zespołem narzędzi *open source*, którego główną ideą jest przyspieszanie i ułatwianie pracy, musiał być prosty i jednoznaczny. Oczywistym wyborem docelowej platformy uruchomieniowej stał się więc realizujący te założenia Node.js, wraz z intuicyjnym menadżerem zarządzania pakietami NPM. Łącząc wymienione narzedzia w całość, narysowuje się wygląd Yeomana jako środowiska kompletnego, oferującego programiście pomoc w kazdym aspekcie pracy nad jego projektem. Są to powody, dla którego Yeoman spotkał się z tak dobrym odbiorem, i jest dziś powszechnie używany na calym świecie.

## 2.1 Stosowane technologie

### 2.1.1 Node.js

Środowisko uruchomieniowe utworzone na podstawie silnika JavaScript V8 dostarczonego przez Google. Jest to platforma sterowana zdarzeniami[[10]](#footnote-10), zaprojektowana w celu tworzenia wysoce skalowalnych aplikacji internetowych. Nieblokujący model I/O[[11]](#footnote-11) pozwala na kontynuację wykonywania programu, obsługując zdarzenia poprzez zwrotne wywołania funkcji (ang. c*allback).* Posiada prosty system modułowości, pozwalający na ładowanie i używanie funkcjonalności z osobnych modułów.

Listing 1 - Przykład asynchronicznej, nieblokującej obsługi otwierania pliku używając modułu fs

const fs = require('fs');

fs.readFile('/file.md', (err, data) => {

if (err) {

throw err;

}

this.log(data);

});

### 2.1.2 npm

Repozytorium pakietów dla środowiska Node.js, a zarazem narzędzie wiersza poleceń pozwalające na ich pobieranie i instalację. Pozwala na automatyzację zarządzania zależnościami aplikacji poprzez deklarację używanych modułów w pliku *package.json.* W repozytorium NPM znajdują się setki tysięcy różnych pakietów gotowych do pobrania. NPM umożliwia pobieranie konkretych wersji dostępnych pakietów i pozwala w łatwy sposób publikować swoje moduły innym. Jest używany zarówno w procesie tworzenia swojego generatora Yeoman, jak i do pobrania zależności utworzonej aplikacji po wygenerowaniu projektu.

### 2.1.3 Gulp

Narzędzie do automatyzacji powtarzających się czynności w programowaniu. Pozwala na definiowanie zadań posiadających poszczególne kroki, uruchamianych z linii wiersza poleceń. Będąc kompatybilnym z wieloma zewnętrznymi bibliotekami, może znaleźć bardzo dużo zastosowań.

Jest narzedziem elastycznym, łatwo konfigurowalnym dla optymalnego procesu pracy z oprogramowaniem. Po wygenerowaniu kodu przez Yeoman, odpowiednie zadanie Gulp może na przykład przygotowywać serwer aplikacji, kompilować jej kod źródłowy, minifikować go i umieszczać w odpowiednich katalogach w zoptymalizowanej formie, przy okazji zapewniając odświeżanie projektu w przeglądarce po wykryciu zmian.

### 2.1.4 Bower

Narzędzie do automatycznego zarządzania zależnościami aplikacji. Umożliwia zarówno pobieranie wybranych bibliotek używając linii wiersza poleceń, jak i deklarację i automatyczne nimi zarządzanie przez plik *bower.json*. Używany jest głównie do pobierania zależności front-endowych, jak jQuery lub Backbone. W połączeniu z resztą narzędzi używanych przez Yeoman, umożliwa minimalną interakcję z projetem po wygenerowaniu, zarządzając instalacją jego zależności.

## 2.2 Sposób działania generatora Yeoman

### 2.2.1 Metody jako elementy bazowe

Programista rozszerzając prototyp Generator dostarczany przez moduł Yeoman, może definiować w jego wnętrzu różne metody. Każda metoda uważana jest za oddzielne zadanie do wykonania dla generatora i uruchamiana w sekwencji, pozwalając na poukładanie toku pracy programu w odpowiedni sposób.   
Istnieje również możliwość zadeklarowania metod prywatnych, nie wykonywanych automatycznie przez framework. Takie metody mogą służyć dodatkowej organizacji kodu i definiuje się je na trzy sposoby:

* poprzez prefiks podkreślenia w nazwie metody:\_privateMethod

\_privateMethod: function () {

this.log('This method wont run automatically');

},

* poprzez metody związane z konkretną instancją:

install: function () {

this.instanceMethod = function () {

this.log('This method wont run automatically');

};

},

* poprzez rozszerzanie generatora nadrzędnego:

class GenAPI extends Generator {

helperMethod() {

this.log('This method wont run automatically');

}

}

Użycie podczas tworzenia własnej implementacji generatora metod prywatnych, pozwala na zachowanie czystości kodu i odpowiedni podział na funkcjonalności. W ten sposób w pętli głównej programu znajdą się tylko metody wykonywane po kolei, jasno określając przebieg pracy. Pozwala to dokładnie zrozumieć zachodzący podczas generowania kodu proces. Jedne z metod mogą odpowiadać na przykład za odpytywanie użytkownika o dane, inne za wnioskowanie na podstawie jego odpowiedzi, kolejne zaś za weryfikację poprawności wprowadzonych danych lub użycie utworzonych obiektów podczas faktycznego generowania kodu. Yeoman organizuje takie metody-funkcjonalności, tworząc podstawową pętlę programową.

### 2.2.2 Pętla programowa

Wywoływanie metod generatora po kolei sprawdza się w większości przypadków, ale niekiedy aby zapewnić niezawodność, wymaganym jest aby jeszcze dokładniej określić porządek ich wywoływania. Umożliwione zostało to poprzez użycie wewnętrznie we frameworku modułu *Grouped-queue[[12]](#footnote-12)* i specjalnych, prototypowych metod o zarezerwowanych nazwach. Dopóki zadeklarowana przez użytkownika metoda ma nazwę odpowiadającą jednej z zarezerwowanych, jej wykonanie zostanie umieszczone na specjalnej kolejce. Ponadto, jeśli metoda nie odpowiada żadnej z priorytetowych nazw, zostanie dodana do grupy wykonania domyślnego  default .

Priorytetowe nazwy metod zarezerwowanych, w kolejności ich wykonania przez framework:

1. **initializing** – faza, w której w programie można zainicjalizować potrzebne zmienne, załadować konfigurację lub np. sprawdzić kontekst wykonania programu
2. **prompting** – odpytywanie użytkownika generatora, zapisując jego odpowiedzi w zmiennych programu do późniejszego użycia
3. **configuring** – miejsce na logikę, w którym na podstawie wcześniej zadeklarowanych odpowiedzi użytkownika można odpowiednio skonfigurować zmienne programu, na przykład operacje na napisach lub dostosowanie zmiennych do docelowego języka programowania
4. **default** – umieszczane są tutaj wszystkie funkcje, których nazwy nie pasują do priorytetowych i wykonywane po kolei
5. **writing** – faza, w której program faktycznie zapisuje pliki na dysku, kopiując je z szablonów a także operując na nich przy użyciu zmiennych zadeklarowanych wcześniej
6. **conflicts** – używana wewnętrznie przez framework, ale jednak dostępna do rozszerzenia przez programistę faza, w której rozwiazywane są konflikty na plikach już istniejących. Generator odpytuje użytkownika o wprowadzane zmiany, pokazując dokładnie różnice i pozwalając na zastanowienie się
7. **install** – etap, w którym powinno umieszczać się kod odpowiedzialny za instalację wygenerowanego projektu, uruchamianie zadań związanych z pobieraniem zależności i inne, zwykle z użyciem zewnętrznych bibliotek (npm, bower, grunt, gulp)
8. **end** – ostatni element pracy generatora, w którym można np. posprzątać po wykonywanych zadaniach, wyświetlić wiadomość pożegnalną

Stworzenie generatora zgodnie z zasadami, stosując odpowiednio zarezerwawane nazwy metod priorytetowych, pozwala na odpowiednie działanie generatorów w momencie ich zagnieżdzania. Yeoman udostępnia bowiem możliwość uruchamiania jednych generatorów w drugich, przy użyciu mechanizmu kompozycji (ang. *composability).* Polega to na wywołaniu metody generator.composeWith()  uruchamiajacej zależny generator.

Możliwe jest przekazanie do generatora dowolonych parametrów potrzebnych w jego pracy (np. nazwa modułu). O ile zachowana została konwencja odpowiedniego nazewnictwa kluczowych metod, framework zadba aby generator wykonał swoją pracę prawidłowo.

### 2.2.3 Zdarzenia asynchroniczne

W toku pracy generatora czasami potrzebna jest sytuacja, w której trzeba dokonać pauzy w jego działaniu. Jedną z takich sytuacji jest odpytywanie użytkownika w sekwencji o kilka różnych rzeczy. Pytania powinny pojawiać się po kolei, czekając na udzielenie odpowiedzi – nie wszystkie naraz. Odpowiedzi na jedne pytania mogą mieć wpływ na pojawianie się innych lub na ich treść. Istnieje kilka sposobów realizacji takiego scenariusza, jednym z nich może być używanie *promise[[13]](#footnote-13),* elementu nowoczesnego języka JavaScriptwprowadzonego w ramach standardu *ECMAScript 2015[[14]](#footnote-14)* lub używanie funkcji this.async() . Takie wywołanie powoduje zwrócenie funkcji, którą można wywołać ponownie po zakończeniu działania. Jeśli do wywołania zwracanej funkcji przekazany zostanie parametr błędu, pętla programowa zatrzyma się powodując wyjątek.

Tabela 1 Przykład wywołania synchronicznej operacji w funkcji asynchronicznej

function asynchronousFunction() {

var done = this.async();

synchronousOperation(done);

}

### 2.2.4 Z

# 3 Własna implementacja

## 3.1 Generator i podgenerator

## 3.2 Interakcja z użytkownikiem

## 3.3 Konfiguracja zmiennych programu

## 3.4 Zapisywanie plików i rozwiązywanie konfliktów

## 3.5 Efekt pracy generatora

## 3.6 Możliwości rozwoju

# 4 Podsumowanie

1. Saul Gorn – amerykański pionier informatyki, profesor Moore School na Uniwersytecie Pensylwanii, pracował nad pierwszymi komputerami: ENIAC i EDVAC [↑](#footnote-ref-1)
2. David Lorge Parnas – jeden z pionierów programowania, twórca koncepcji modularyzacji oprogramowania i ukrywania informacji, promotor etyki w wytwarzaniu oprogramowania, [↑](#footnote-ref-2)
3. SOFTWARE ASPECTS OF STRATEGIC DEFENSE SYSTEMS – kompilacja ośmiu krótkich esejów dołączonych do listu rezygnacyjnego Davida Panas, odchodzącego z panelu ds. użycia komputerów we wsparciu systemów bitewnych [↑](#footnote-ref-3)
4. Adele Mildred Koss, “Programming on the Univac 1: A Woman’s Account,” IEEE Annals of the History of Computing 25, no. 1 (January–March 2003): 56 [↑](#footnote-ref-4)
5. *boilerplate code* – często powtarzający się kod źródłowy [↑](#footnote-ref-5)
6. https://github.com/yeoman/ [↑](#footnote-ref-6)
7. <http://yeoman.io/>generators [↑](#footnote-ref-7)
8. https://adrianba.net/2015/03/14/using-yeoman-to-start-writing-technical-specifications-with-respec/ [↑](#footnote-ref-8)
9. <https://jhipster.github.io/companies-using-jhipster/> - na przykład Adobe, Bosch, Google, Orange czy Siemens [↑](#footnote-ref-9)
10. Programowanie sterowane zdarzeniami – paradygmat zakładający sterowanie programem poprzez zdarzenia, na które odpowiada aplikacja. Aplikacja reaguje tylko wtedy, kiedy nadejdzie nowe zdarzenie [↑](#footnote-ref-10)
11. <https://nodejs.org/en/docs/guides/blocking-vs-non-blocking/> - [↑](#footnote-ref-11)
12. https://github.com/SBoudrias/grouped-queue – system kolejki wewnątrz pamięci, stworzony przez Simona Boundrias, pozwalający na priorytetyzowanie zadań   
     [↑](#footnote-ref-12)
13. *promise* – specjalny obiekt języka JavaScript, pozwalający operować na zadaniach asynchronicznych w sposób synchroniczny [↑](#footnote-ref-13)
14. http://www.ecma-international.org/ecma-262/6.0/#sec-promise-objects [↑](#footnote-ref-14)