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**Коментарі в JavaScript**

Я вибрав коментарі як відправну точку з двох причин:

1. Їхній синтаксис - те, як написані коментарі, легко зрозуміти.
2. Написання коментарів може розширити ваші можливості як розробника.

Спочатку я поясню синтаксис, а після цього я обговорю, чому можливість писати коментарі є таким сильним.

**Коментарі в JavaScript: синтаксис**

У JavaScript є два різновиди коментарів:

1. Однорядкові коментарі
2. Багаторядкові коментарі

Однорядковий коментар створюється, коли ви додаєте один за одним два символи косої риски без пробілів.

// це коментар!

Усе, що слідує за однорядковим коментарем у JavaScript, браузер ігнорує.

Це означає, що, по суті, ви можете написати будь-який текст, код, символи, емодзі, що завгодно – і браузер проігнорує це.

Багаторядковий коментар, як свідчить його назва, охоплює кілька рядків коду та створюється за допомогою скісної риски та зірочки. Наприклад:

/\*

це

є

a

багаторядковий

коментар

\*/

Ви також можете використовувати синтаксис багаторядкового коментаря в одному рядку коду, як показано нижче:

/\* це багаторядковий коментар в одному рядку \* /

**Чому написання коментарів надає сили**

У цьому курсі передбачається, що ви ніколи не писали жодного рядка коду JavaScript.

Зважаючи на це припущення, розгляньте наслідки того, що ви щойно дізналися, тобто наслідки навчання написанню коментарів у JavaScript:

1. Тепер ви можете вільно висловлювати свої ідеї щодо будь-якого коду, який ви пишете.
2. Ви можете додати коментарі до будь-якого коду, який уже існує.
3. Ці коментарі можуть бути призначені для вас у майбутньому або для колег із вашої команди розробників.

Отже, коментарі дають змогу розширити можливості, оскільки вони полегшують спілкування з вами в майбутньому або з членами вашої команди, дозволяючи вам ставити запитання щодо коду, позначати код як «для виконання», «для покращення» або просто пояснювати, що даний фрагмент коду робить.

Крім того, ви навіть можете закоментувати деякий робочий код у файлі JavaScript, щоб запобігти його запуску.

По суті, коментарі дозволяють «вимкнути» фрагменти коду JavaScript.

На це може бути багато причин:

1. Спроба зрозуміти, як працює певний фрагмент коду.
2. Тестування різних рішень проблеми кодування - при цьому не потрібно видаляти існуючий код.
3. Налагодження – спроба точно визначити, чому ваш код несправний або поводиться непередбачувано.

**Крапка з комою в JavaScript**

У JavaScript крапка з комою -  **;**  використовується для чіткого відмежування частин коду від деяких інших частин коду.

**Автоматична вставка крапки з комою (ASI)**

Цікаво, що браузер має функцію, відому як «Автоматична вставка крапки з комою» — це означає, що він досить добре «заповнює пропуски» у випадку, якщо крапка з комою пропущена там, де вона повинна бути.

По суті, для розробників це означає, що здебільшого немає різниці, додано крапку з комою чи ні, оскільки браузер, швидше за все, це розбере.

Ось чому деякі розробники кажуть, що вам взагалі не варто морочитися з додаванням крапки з комою.

Однак інші розробники стверджують, що краще використовувати його скрізь, де це потрібно - для ясності.

Правда полягає в тому, що здебільшого ви можете думати про додавання крапки з комою в JavaScript як про необов’язковість – і певну стилістичну перевагу.

**Примітка щодо використання консолі в інструментах розробника у вашому браузері**

Як уже згадувалося раніше в цьому курсі, однією з причин такої популярності JavaScript є його доступність.

Щоб розпочати роботу з JavaScript, вам потрібен лише браузер. У цьому курсі я буду використовувати Google Chrome.

Після того, як ви встановили браузер і запустили його, клацніть правою кнопкою миші на поточній активній веб-сторінці та виберіть  команду **Перевірити**  в контекстному меню, що відкривається.

Це відкриє Інструменти розробника, а потім ви зможете клацнути вкладку «Консоль», щоб відкрити консоль, або, натиснувши клавішу  **ESC**  , ви вмикаєте та вимикаєте консоль незалежно від поточної активної панелі Інструментів розробника.

Ви можете ввести будь-яку команду JavaScript на консоль DevTools.

**Якщо вам потрібно ввести кілька рядків коду, перш ніж запускати їх, не забудьте натиснути комбінацію клавіш SHIFT + ENTER, щоб перейти до наступного рядка.**

Зверніть увагу на різницю між натисканням  клавіші **ENTER**  для запуску введеного вами коду JavaScript і натисканням  комбінації клавіш **SHIFT + ENTER**  для переходу до наступного рядка коду (замість запуску коду, який ви вже ввели).

Це все, що вам потрібно, щоб почати писати код JavaScript!

У наступних уроках не соромтеся дотримуватися будь-якого з двох способів:

1. Використання редактора коду VS і розширення Code Runner, як описано раніше
2. Використання самого браузера Chrome і запуск коду в консолі DevTools, як описано в цій статті

**Вивести привітання в консоль**

Тепер, коли ви знаєте, як перейти на вкладку «Консоль інструментів розробника», давайте використаємо її для запуску вашого першого фрагмента справжнього коду JavaScript.

У Chrome, відкривши інструменти розробника, клацніть порожнє місце на вкладці консолі праворуч від синього  символу **>**  . Ви повинні побачити миготливу вертикальну лінію (також відому як «курсор»). Курсор означає, що ви можете вводити текст у консолі.

Якщо ви введете дійсний код JavaScript, він буде виконано, що означає: він буде оброблений і може призвести до певного результату.

Тепер ви використовуєте  функцію **console.log**  для виведення слів «Hello, World».

Для цього введіть у консоль таку команду:

console.log( "Привіт, світ" );

![Google Chrome DevTools відкривається з вкладкою «Консоль» у фокусі, показуючи команду console.log("Hello, World")](data:image/png;base64,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)

Якщо ви все зробили згідно з інструкцією, в консоль повинні вийти слова «Hello, World».

Ось ще одна, більш складна команда, щоб показати вам, що  команда **console.log**  має ряд хитрощів.

Наприклад, чи знаєте ви, що ви можете стилізувати вивід у консолі?

У цьому фрагменті коду є кілька доповнень: інший розмір шрифту та синій колір:

console.log( "%cHello, World" ,  "color: blue; font-size: 40px" );
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Якщо ви скопіюєте та вставите цей фрагмент коду або, можливо, просто введете його в консоль, як тільки ви натиснете клавішу **ENTER** , щоб запустити його, ви отримаєте слова «Hello, World» виведені на консоль. Однак цього разу колір літер буде синім, а розмір шрифту – 40 пікселів. Отже, ви щойно навчилися гарному трюку з консоллю.

Якщо ви додасте  **%c**  відразу після  символу **"**  , ви зможете стилізувати вихідні дані консолі, додавши символ  **,**  після другого символу  **"** , а потім, всередині іншої пари  символів **"**  і  **"**  , використайте дійсний код CSS, щоб стилізувати слова, які ви хочете вивести на консоль.

Причиною, щоб показати вам цей маленький трюк, було, сподіваюся, мотивувати вас потренуватися в написанні різних слів у  команді **console.log**  і використати свої навички CSS, щоб змінити стиль цих слів у виведенні консолі. Таким чином, вам може бути цікаво практикувати цю щойно набуту навичку, а навчання та розвага завжди чудово поєднуються.

**Виведіть кілька слів у консоль**

Щоб вивести кілька слів на консоль, ви можете об’єднати їх за допомогою символу **+** , офіційно відомого як «оператор конкатенації», коли ми з’єднуємо фрагменти тексту, або «оператор додавання» для виконання математичної операції додавання двох чисел. .

Ось приклад об’єднання трьох окремих фрагментів тексту: **console.log("Hello " + "there, " + "World")** . Результатом цієї команди буде: *Hello there, World* .

Ось приклад виведення трьох окремих фрагментів тексту з використанням символу , замість цього:

**console.log("Привіт ", "тут, ", "Світ")**

Результатом цієї команди буде: *Hello there, World* .

**1. Додаткові оператори**

* Логічний оператор І:  **&&**
* Логічний оператор АБО:  **||**
* Логічний оператор НЕ:  **!**
* Оператор модуля:  **%**
* Оператор рівності: **==**
* Оператор суворої рівності: **===**
* Оператор нерівності: **!=**
* Оператор суворої нерівності: **!==**
* Оператор присвоювання додавання:  **+=**
* Оператор присвоєння конкатенації:  **+=**  (він такий же, як і попередній – про це пізніше)

**Логічний оператор І в JavaScript:  &&**

Логічний  **оператор AND**  , наприклад, використовується для підтвердження того, чи кілька порівнянь повернуть true.

У JavaScript цей оператор складається з двох символів амперсанда разом:  **&&** .

Припустімо, вам доручено розробити якийсь код, який перевірить, чи  змінна **currentTime**  знаходиться між  **9 ранку**  та  **5 вечора** . Код повинен мати console.log  **true**  , якщо  **currentTime > 9 і**  якщо  **currentTime < 17** .

Ось рішення:

var currentTime = 10;

console.log(currentTime > 9 && currentTime < 17);

Як працює цей код?

Спочатку в першому рядку я встановлюю  змінну **currentTime** і призначаю  їй  значення  **10 .**

Далі у другому рядку I console записує два порівняння:

**поточний час > 9**

**поточний час < 17**

Я також використовую  логічний оператор **&&**  , щоб об’єднати два порівняння.

По суті, мій код інтерпретується так:

console.log(10 > 9 && 10 < 17);

Порівняння  **10 > 9**  поверне  **true** .

Крім того, порівняння  **10 < 17**  поверне  **true** .

Це означає, що я можу далі переписати другий рядок свого рішення наступним чином:

console.log(true && true);

По суті, ось як працює мій код.

Тепер постає питання, яким буде результат  **console.log(true && true)** ?

Щоб зрозуміти відповідь, вам потрібно знати поведінку  логічного оператора **&&**  .

Логічний  оператор **&&**  повертає єдине значення: логічне значення  **true**  або  **false** відповідно до таких правил:

* Він повертає  **істину**  , якщо обидва значення праворуч і ліворуч оцінюються як  **істинні**
* Він повертає  **false**  у всіх інших випадках

Іншими словами:

**console.log(true && true)**  виведе:  **true**

**console.log(true && false)**  виведе:  **false**

**console.log(false && true)**  виведе:  **false**

**console.log(false && false)**  виведе:  **false**

**Логічний оператор АБО в JavaScript:  ||**

Логічний оператор АБО в JavaScript складається з двох вертикальних символів:  **||** .

Він використовується, коли ви хочете перевірити, чи принаймні одне з наведених порівнянь має значення  **true** .

Розглянемо наступне завдання: Вам потрібно написати програму на JavaScript, яка повертатиме  **true,**  якщо значення  змінної **currentTime**  не буде між  **9**  і  **17** . Інакше кажучи, ваш код має мати console.log  **true,**  якщо значення змінної  **currentTime**  менше  **9**  або більше  **17** .

Ось рішення:

var currentTime = 7;

console.log(currentTime < 9 || currentTime > 17);

У першому рядку коду я присвоюю   змінній  **currentTime число 7** .

У другому рядку я консольно реєструю результат перевірки того, чи  **currentTime < 9**  або  **currentTime > 17**  буде оцінено як  **true** .

Це те саме, що:

var currentTime = 7;

console.log(true || false);

Ось правила того, як  **||**  оператор обчислює задані значення:

**console.log(true || true)**  виведе:  **true**

**console.log(true || false)**  виведе:  **true**

**console.log(false || true)**  виведе:  **true**

**console.log(false || false)**  виведе:  **false**

Логічний оператор АБО завжди повертатиме  **істину** , за винятком випадків, коли обидві сторони оцінюють як  **хибність** . Іншими словами, щоб логічний оператор АБО повернув  **false** , результати обох порівнянь  **повинні**  повернути false.

Повертаючись до прикладу перевірки, чи  **currentTime < 9**  або  **currentTime > 17** , це має сенс: єдиний раз, коли ви отримаєте  **false,**  це коли значення, що зберігається в  змінній **currentTime**  більше  **9**  і менше  **17** .

**Логічний оператор НЕ:  !**

У JavaScript символом логічного оператора НЕ є знак оклику:  **!** .

Ви можете подумати про  **!**  оператор як перемикач, який перевертає оцінене логічне значення з  **істинного**  на  **хибне**  та з  **хибного**  на  **істинне** .

Наприклад, якщо я присвою логічне значення **true** змінній **petHungry** :

**var petHungry = true;**

...тоді я можу втішити те, що тварина більше не голодна, використовуючи **!** оператор, щоб перевернути логічне значення, що зберігається всередині змінної **petHungry** , ось так:

**console.log('Годування вихованця'); console.log("Тварина голодна: ", !petHungry); console.log(petHungry);**

Це результат наведеного вище коду:

Pet is hungry: true

Feeding the pet

Pet is hungry: false

true

Причиною зміни виведення в консолі є те, що ви перевернули значення, що зберігається всередині  змінної **petHungry**  , з  **true**  на  **false** .

Однак зауважте, що код у п’ятому рядку наведеного вище прикладу все ще виводить  **true**  – це пов’язано з тим, що я не перепризначив значення  змінної **petHungry**  .

Ось як я можу назавжди змінити значення, що зберігається в  змінній **petHungry,**  з  **true**  на  **false** :

var petHungry = true;

petHungry = !petHungry;

У цьому прикладі я спочатку присвоюю значення  **true**  новій змінній  **petHungry** . Потім у другому рядку я присвоюю протилежне значення,  **!true**  — читай: не вірно — існуючій  змінній **petHungry**  .

**Оператор модуля:  %**

Оператор модуля — ще один математичний оператор у JavaScript. Повертає залишок від ділення.

Щоб продемонструвати, як це працює, уявіть, що маленький ресторан із 4 стільцями на столі, а загалом 5 столів, раптом приймає 22 гостей.

Скільки гостей не зможуть сісти в ресторані?

Ви можете використовувати оператор модуля, щоб вирішити це.

console.log(22 % 5); // 2

Вихід дорівнює  **2** , тобто коли я ділю  **22**  на  **5** , я отримую  **4** , а залишок дорівнює  **2** , тобто є  **2**  людини, які не змогли отримати місце в цьому ресторані.

**Оператор рівності  ==**

Оператор рівності перевіряє, чи рівні два значення.

Наприклад, це порівняння повертає **true** : **5 == 5** . Дійсно, це правда, що 5 дорівнює 5.

Ось приклад оператора рівності, який повертає **false** : **5 == 6** . Дійсно, це правда, що 5 не дорівнює 6.

Крім того, навіть якщо одне з порівнюваних значень належить до числового типу, а інше — до рядкового, повернене значення все одно буде **істинним** : **5 == "5"** .

Це означає, що оператор рівності порівнює лише значення, але не типи.

**Оператор суворої рівності  ===**

Оператор суворої рівності порівнює як значення, так і типи даних.

За допомогою оператора суворої рівності порівняння **5 === 5** все одно повертає **true** . Значення на кожній стороні оператора суворої рівності мають однакові значення та однаковий тип. Однак порівняння **5 == "5"** тепер повертає **false** , оскільки значення рівні, але тип даних інший.

**Оператор нерівності  !=**

Оператор нерівності перевіряє, чи два значення не збігаються, але не перевіряє різницю в типах.

Наприклад, **5 != "5"** повертає false, оскільки невірно стверджувати, що число 5 не дорівнює числу 5, навіть якщо це інше число належить до рядкового типу даних.

**Оператор суворої нерівності  !==**

Щоб оператор суворої нерівності повертав **false** , порівнювані значення повинні мати однакові значення та однаковий тип даних.

Наприклад, **5 !== 5** повертає **false,** оскільки невірно говорити, що число 5 не має того самого значення та типу даних, що інше число 5.

Однак порівняння числа 5 і рядка 5 за допомогою оператора суворої нерівності повертає **true** .

console.log(5 !== "5")

**2. Використання  операторів +  для рядків і чисел**

**Об’єднання двох рядків за допомогою   оператора +**

Оператор  **+**  , коли використовується з числовим типом даних, додає ці значення разом.

Однак  оператор **+**  також використовується для об’єднання рядкових типів даних.

Наприклад:

"inter" + "net" // "internet"

"note" + "book" // "notebook"

Якщо  оператор **+**  використовується для об’єднання рядків, то його називають  оператором *конкатенації*  , і ви скажете, що він використовується для  *об’єднання*  рядків.

При використанні з числами  оператор **+**  є  **оператором додавання** , а при використанні з рядками  оператор **+**  є  **оператором конкатенації** .

**Об’єднання рядків і чисел за допомогою   оператора +**

Але що станеться, якщо об’єднати рядок і число за допомогою  оператора **+**  ?

Ось приклад:

365 + " days" // "365 days"

12 + " months" // "12 months"

Тут JavaScript намагається допомогти, перетворюючи числа на рядки, а потім  **об’єднуючи число та рядок разом** , у результаті чого отримується  **рядкове значення** .

Процес цього «прихованого» перетворення значень у JavaScript називається «примусом». JavaScript  *перетворює*  числове значення на рядкове значення, щоб він міг запускати  оператор **+**  для різних типів даних.

Процес примусу іноді може бути дещо несподіваним.

Розглянемо такий приклад:

1 + "2"

Яким буде результат  **1 + «2»** ?

Зверніть увагу, що значення  **1**  відноситься до типу даних числа, а значення  **«2»**  — до типу даних рядка, тому JavaScript приведе число  **1**  до рядка  **«1»** , а потім об’єднає його з рядком **"2"** ,  тому результатом є рядок  **"12"** .

**Оператор присвоювання додавання,  +=**

Оператор присвоювання додавання використовується, коли потрібно накопичити значення, що зберігаються у змінній.

Ось приклад: ви підраховуєте кількість понаднормових годин, відпрацьованих за тиждень.

Вам не потрібно вказувати тип роботи, ви просто хочете підрахувати загальну кількість годин.

Ви можете закодувати програму для його відстеження, наприклад:

var mon = 1;

var tue = 2;

var wed = 1;

var thu = 2;

var fri = 3;

console.log(mon + tue + wed + thu + fri); // 9

Ви можете спростити наведений вище код за допомогою оператора присвоювання додавання, як показано нижче:

var overtime = 1;

overtime += 2;

overtime += 1;

overtime += 2;

overtime += 3;

console.log(overtime); // 9

Використання оператора присвоювання додавання зменшує рядки вашого коду.

**Оператор присвоєння конкатенації,  +=**

Синтаксис цього оператора точно такий же, як і оператор присвоєння додавання. Різниця полягає в використовуваному типі даних:

var longString = "";

longString += "Once";

longString += " upon";

longString += " a";

longString += " time";

longString += "...";

console.log(longString); // "Once upon a time..."

**Пріоритет оператора та асоціативність**

Пріоритет операторів — це набір правил, які визначають, який оператор слід оцінювати першим.

Розглянемо такий приклад:

1 \* 2 + 3

Результатом коду вище є 5, оскільки оператор множення має пріоритет над оператором додавання.

Асоціативність операторів визначає, як працює пріоритет, коли код використовує оператори з однаковим пріоритетом.

Є два види:

* асоціативність зліва направо
* асоціативність справа наліво

Наприклад, оператор присвоювання є асоціативним справа наліво, тоді як оператор більшого є асоціативним зліва направо:

var num = 10; // the value on the right is assigned to the variable name on the left

5 > 4 > 3; // the 5 > 4 is evaluated first (to `true`), then true > 3 is evaluated to `false`, because the `true` value is coerced to `1`

**Умовні оператори**

Як **if else,** так і **switch** використовуються для визначення потоку виконання програми на основі того, чи були виконані деякі умови.

Ось чому їх іноді називають **операторами керування потоком** . Іншими словами, вони контролюють потік виконання вашого коду, так що деякий код можна пропустити, а інший — виконати.

В основі обох структур керування потоком лежить оцінка однієї чи кількох умов.

Як правило, **if else** краще підходить, якщо в умові є двійковий вибір.

Наприклад, простою англійською мовою:  *якщо сонячно, надіньте сонцезахисні окуляри. Інакше не* .

У цьому випадку використання оператора if є очевидним вибором.

Коли існує менша кількість можливих результатів перевірки правдивості, все одно можна використовувати оператор **if else** , наприклад:

if(light == "green") {

    console.log("Drive")

} else if (light == "orange") {

    console.log("Get ready")

} else if (light == "red") {

    console.log("Dont' drive")

} else {

    //this block will run if no condition matches

    console.log("The light is not green, orange, or red");

}

Однак, якщо існує багато можливих результатів, найкраще використовувати оператор switch, оскільки він менш багатослівний. Будучи легшим для читання, легше слідувати логіці, а отже, зменшити когнітивне навантаження від читання кількох умов.

Тим не менш, це не правило, встановлене в камені. Це просто стильовий вибір.

Щоб підкріпити цю думку, ось приклад попереднього оператора умови **if else** із використанням синтаксису switch:

//converting the previous if-else example with switch-case

switch(light) {

case 'green':

console.log("Drive");

break;

case 'orange':

console.log("Get ready");

break;

case 'red':

console.log("Don't drive");

break;

default:

//this block will run if no condition matches

console.log('The light is not green, orange, or red');

break;

}

**Цикли та вкладені цикли**

Припустімо, я хочу вивести настроювану таблицю множення.

Це ідеальний сценарій використання для вкладених циклів.

Змінна лічильника зовнішнього циклу діятиме як перше число, яке потрібно помножити, а змінна лічильника внутрішнього циклу діятиме як друге число, яке потрібно помножити.

Ось мій код:

//single loop

for (var firstNum = 0; firstNum < 2; firstNum++) {

    console.log(firstNum);

}

Результатом наведеного вище коду буде:

0 1

Це означає, що мій цикл for починається з 0 і зупиняється після 1.

Тепер я можу закодувати те, що пізніше стане внутрішнім циклом, чия змінна лічильника буде другим числом у цьому множенні:

//single loop

for (var secondNum = 0; secondNum < 10; secondNum++) {

    console.log(secondNum);

}

Цього разу результат:

0 1 2 3 4 5 6 7 8 9

Настав час поєднати першу і другу петлі:

//nested loops - one inside another

for (var firstNum = 0; firstNum < 2; firstNum++) {

    for (var secondNum = 0; secondNum < 10; secondNum++) {

        console.log(firstNum + ", " + secondNum);

    }

}

Тепер, коли я вкладаю другий цикл for у перший, і я консольно реєструю значення обох змінних лічильника під час виконання циклів, результат виглядає так:

0, 0 0, 1 0, 2 0, 3 0, 4 0, 5 0, 6 0, 7 0, 8 0, 9 1, 0 1, 1 1, 2 1, 3 1, 4 1, 5 1, 6 1, 7 1, 8 1, 9

Тепер, коли у мене є список усіх чисел, які будуть перемножені, отримати фактичний результат цього множення так само просто, як оновити  виклик **console.log()**  :

//nested loops - one inside another

for (var firstNum = 0; firstNum < 2; firstNum++) {

    for (var secondNum = 0; secondNum < 10; secondNum++) {

        console.log(firstNum + " times " + secondNum + " equals " + firstNum \* secondNum);

    }

}

Результат тепер:

0 помножити на 0 дорівнює 0 0 помножити 1 дорівнює 0 0 помножити 2 дорівнює 0 0 помножити 3 дорівнює 0 0 помножити 4 дорівнює 0 0 помножити 5 дорівнює 0 0 помножити 6 дорівнює 0 0 помножити на 7 дорівнює 0 0 помножити на 8 дорівнює 0 0 помножити на 9 дорівнює 0 1 помножити на 0 дорівнює 0 1 помножити на 1 дорівнює 1 1 на 2 дорівнює 2 1 на 3 дорівнює 3 1 на 4 дорівнює 4 1 на 5 дорівнює 5 1 на 6 дорівнює 6 1 на 7 дорівнює 7 1 на 8 дорівнює 8 1 на 9 дорівнює 9

Це створює дуже цікаві комбінації.

Наприклад, я можу створити власну таблицю ділення:

//nested loops - one inside another

for (var i = 100; i > 10; i = i - 10) {

    for (var j = 10; j > 4; j = j - 5) {

        console.log(i + " divided by " + j + " equals " + i / j);

    }

}

Ось результат вищезгаданого вкладеного циклу:

100 поділити на 10 дорівнює 10 100 поділити на 5 дорівнює 20 90 поділити на 10 дорівнює 9 90 поділити на 5 дорівнює 18 80 поділити на 10 дорівнює 8 80 поділити на 5 дорівнює 16 70 поділити на 10 дорівнює 7 70 поділити на 5 дорівнює 14 60 поділити на 10 дорівнює 6 60 поділити на 5 дорівнює 12 50 поділити на 10 дорівнює 5 50 поділити на 5 дорівнює 10 40 поділити на 10 дорівнює 4 40 поділити на 5 дорівнює 8 30 поділити на 10 дорівнює 3 30 поділити на 5 дорівнює 6 20 поділити на 10 дорівнює 2 20 поділити на 5 дорівнює 4

Не соромтеся спробувати деякі інші комбінації ітерацій вкладеного циклу та подивіться, який результат ви отримаєте.

**Застосування циклів**

У цьому читанні ми обговоримо на дуже високому рівні причини використання циклів у JavaScript.

Зауважте, що ми будемо підтримувати це обговорення на високому рівні, оскільки на даний момент ви все ще не розумієте кількох «частинок головоломки».

Ось чому ми не будемо занурюватися в деталі синтаксису та реалізації, а замість цього просто обговоримо, як і чому цикли використовуються в повсякденній роботі розробників JavaScript.

Розглянемо такий приклад: ви працюєте розробником в інтернет-магазині.

У магазині продаються кубики з літерами для малюків, і весь розділ сайту «Купити зараз» організовано за макетом, де кожен кубик у продажу відображається у вигляді простої картки із зображенням кубика, літери, якій він навчає, короткий опис і ціна.

Картки організовані в ряди, так що кожен ряд містить три картки - три різні літери.

Кожна картка є попереднім переглядом того конкретного куба з літерами, що продається, а також посиланням на цілу сторінку, присвячену наданню додаткової інформації про кубики, їх навчальну цінність і надання відвідувачам способу завершити процес оформлення замовлення.

Тепер ось коротке запитання: куди петлі вписуються в цю сітку карток, що демонструють кубики з літерами, що продаються?

Щоб зрозуміти, як це працює, дозвольте мені закодувати базовий прототип того, як це може працювати.

Оскільки у вас ще недостатньо знань, щоб відображати макети веб-сайтів у браузері за допомогою JavaScript, наразі мені доведеться задовольнитися використанням простого рядка та консолі.

Тим не менш, це має бути весела вправа.

var cubes = 'ABCDEFG';

//styling console output using CSS with a %c format specifier

for (var i = 0; i < cubes.length; i++) {

    var styles = "font-size: 40px; border-radius: 10px; border: 1px solid blue; background: pink; color: purple";

    console.log("%c" + cubes[i], styles)

}

***Примітка: щоб застосувати стилі, спробуйте запустити цей фрагмент коду в консолі вашого браузера.***

Ось і все, за допомогою цього простого коду вихідні дані в консолі показують кожну літеру в окремому рядку, стилізованому як літерний кубик для малюків.

Сам код має бути здебільшого знайомим, за винятком  **cubes.length**  і  синтаксису **cubes[i]**  .

Не вдаючись у подробиці, ось обидва фрагменти коду пояснюються якомога простіше.

Cubes.length  **повертає**  число. Оскільки  **cubes**  — це рядок символів,  **cubes.length**  дає мені довжину рядка, збереженого в змінній.

Отже, це дає мені число 7, фактично роблячи мій цикл for таким:

var cubes = 'ABCDEFG';

//styling console output using CSS with a %c format specifier

for (var i = 0; i < 7; i++) {

    var styles = "font-size: 40px; border-radius: 10px; border: 1px solid blue; background: pink; color: purple";

    console.log("%c" + cubes[i], styles)

}
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Другим новим фрагментом коду є  фрагмент **cubes[i]**  .

Це просто націлює кожну окрему букву в циклі на основі поточного значення змінної  **i**  .

Іншими словами,  **cubes[i]** , коли  **i**  дорівнює  **0** , це:  **A** .

Тоді  **cubes[i]** , коли  **i**  дорівнює  **1** , це:  **B** .

Це відбувається стільки циклів, скільки виконується мій цикл for - і це визначається значенням  **cubes.length**  .

Це також дуже універсально, оскільки, наприклад, якби я вирішив змінити довжину  рядка **кубів**  , мені не потрібно було б оновлювати умову  **i < cubes.length** , оскільки вона автоматично оновлюється, коли я змінюю довжину  **кубики**  рядок.

Існують інші способи зберігання даних у програмах JavaScript, про які ви не чули.

Але ми можемо використовувати той самий підхід із цими іншими видами даних, щоб досягти результатів, які, по суті, працюють за тим же принципом, що й щойно описаний.

Використання циклів — це суть підходу, який використовується для розробки різноманітних функціональних можливостей програмного забезпечення сьогодні.

**Деякі додаткові приклади**

Якщо я кодую поштовий клієнт, я отримаю деякі структуровані дані про електронні листи, які відображатимуться у папці «Вхідні», а потім використаю цикл, щоб фактично відобразити їх у гарно відформатованому вигляді.

Якщо я кодую сайт електронної комерції з продажу автомобілів, я отримаю джерело добре структурованих даних про кожну з машин, а потім переберу ці дані, щоб відобразити їх на екрані.

Якщо я кодую онлайн-календар, я буду циклічно переглядати дані, що містяться в кожному з днів, щоб відобразити добре відформатований календар.

Є багато, багато інших прикладів використання циклів у коді.

Використання циклів із даними, правильно відформатованими для певного завдання, є ключовим компонентом створення програмного забезпечення.

У наступних уроках ми дізнаємося про різні способи групування пов’язаних даних і відображення їх на екрані за допомогою JavaScript.

У поєднанні з тим, що ви вже дізналися про цикли, це дає вам навички для створення різних типів інтерфейсів користувача з повторюваною інформацією.

Ось деякі більш конкретні приклади:

* циклічний перегляд заголовків публікацій блогу в деяких структурованих даних і відображення заголовка кожної публікації блогу на домашній сторінці блогу
* переглядати публікації в соціальних мережах у деяких структурованих даних і відображати кожну публікацію в соціальних мережах на основі певних умов
* перегляд деяких структурованих даних про одяг, доступний для продажу в онлайн-магазині одягу, і відображення відповідних даних для кожного елемента одягу

Тепер ви розумієте важливість знання того, як працювати з циклами в JavaScript. На наступних уроках ми дізнаємося іншу відповідну інформацію, яка дозволить вам це зробити.

**Побудова та виклик функцій**

Давайте почнемо з того, що дамо назву нашій декларації функції:

function listArrayItems(arr) {

    // ... code to be added ...

}

Отже, я оголосив  функцію **listArrayItems**  і налаштував її на прийом єдиного параметра  **arr** ,  який означає масив.

Тепер мені потрібно буде закодувати цикл for для проходження циклу по масиву.

Як було сказано в попередніх уроках цього курсу, для циклу for потрібна така інформація:

1. початкове значення лічильника циклу як тимчасова змінна  **i**

2. умова виходу (максимальне значення змінної  **i** лічильника циклу , вище якого цикл більше не виконується)

3. як оновити значення  **i**  після кожного циклу

Ось інформація, яку я буду використовувати в цій декларації функції: 1. Початковий лічильник циклу буде  **0** . Причина встановлення значення нуля полягає в тому, що масиви також відраховуються від нуля.

Це означає, що я матиму однозначне відображення поточного значення змінної  **i**  в будь-який момент часу, що відповідає тій же позиції індексу будь-якого елемента в  масиві **arr**  2.

Умова виходу з циклу for полягає в тому, що значення  **i**  дорівнює або перевищує  **arr.length** .

Оскільки  **arr.length**  підраховує кількість елементів у масиві від одиниці, а елементи масиву індексуються від нуля, це фактично означає, що як тільки  **i**  дорівнює  **arr.length** , цикл завершиться, а будь-який інший код після нього завершиться. буде запущено.

Це практично означає, що умовою виходу для цього циклу for буде  **i < arr.length,**  що повертає  **false** .

Іншими словами, доки  **i < arr.length**  має значення true, цей цикл for продовжуватиме працювати. 3. Щоб переконатися, що жоден із елементів у  масиві **arr**  не пропускається, я маю збільшувати значення  **i**  на  **1**  після кожного циклу.

Тепер, коли я точно знаю, як повинен поводитися мій цикл for, я можу додати його до своєї   функції **listArrayItems() :**

function listArrayItems(arr) {

    for (var i = 0; i < arr.length; i++) {

        // ... code pending here ...

    }

}

Тепер все, що мені залишилося вирішити, це те, як я хочу вивести кожен елемент із отриманого  масиву **arr**  .

Це може бути таким же простим, як консольний журнал індексу елемента масиву поточного значення  **i** :

function listArrayItems(arr) {

    for (var i = 0; i < arr.length; i++) {

        console.log(arr[i]) //display the array item where the index is euqal to i

    }

}

Якщо я зараз викликаю  функцію **listArrayItems**  , я можу, наприклад, надати їй такий масив кольорів:

var colors = ['red', 'orange', 'yellow', 'green', 'blue', 'purple', 'pink'];

listArrayItems(colors); //display all items in the array at once

Результатом буде:

червоний

помаранчевий

жовтий

зелений

блакитний

фіолетовий

рожевий

Я можу оновити результат будь-яким способом. Наприклад, ось мої  елементи **arr**  з номером перед кожним елементом:

//function that takes an array as input and display all items of this array

function listArrayItems(arr) {

    for (var i = 0; i < arr.length; i++) {

        console.log(i, arr[i])

    }

}

var colors = ['red', 'orange', 'yellow', 'green', 'blue', 'purple', 'pink'];

listArrayItems(кольори);

Тепер вихід наведеного вище коду буде таким:

0 'red'

1 'orange'

2 'yellow'

3 'green'

4 'blue'

5 'purple'

6 'pink'

Щоб почати відлік від одиниці замість нуля, я можу оновити свою декларацію функції наступним чином:

function listArrayItems(arr) {

    for (var i = 0; i < arr.length; i++) {

        console.log(i+1, arr[i])

    }

}

Виклик наведеної вище оновленої декларації функції для мого  масиву **кольорів**  тепер призведе до наступного результату:

1 'red'

2 'orange'

3 'yellow'

4 'green'

5 'blue'

6 'purple'

7 'pink'

Я навіть можу додати одну або кілька умов, наприклад:

function listArrayItems(arr) {

    for (var i = 0; i < arr.length; i++) {

        if (arr[i] == 'red') {

            console.log(i\*100, "tomato!")

        } else {

            console.log(i\*100, arr[i])

        }

    }

}

Тепер я додаю потік керування прямо в мою функцію, залежно від того, чи відповідає конкретний елемент масиву певному значенню - у цьому випадку рядок  **"red"** .

Виклик моєї останньої оновленої версії  функції **listArrayItems**  для  масиву **кольорів**  тепер призведе до такого результату:

0 'tomato!'

100 'orange'

200 'yellow'

300 'green'

400 'blue'

500 'purple'

600 'pink'

**Об’єктні літерали та крапкова нотація**

**Літерали об’єктів і крапкова нотація**

Одним із найпоширеніших способів побудови об’єкта в JavaScript є використання синтаксису об’єктного літералу:  **{}** .

Щоб мати доступ до цього літералу об’єкта, дуже часто призначають його змінній, наприклад:

var user = {}; //create an object

Тепер об’єктний літерал призначається змінній  **user** , що означає, що об’єкт, до якого він прив’язаний, можна розширювати та маніпулювати безліччю способів.

Іноді можна відразу побудувати цілий об’єкт, використовуючи синтаксис літералу об’єкта, вказавши властивості об’єкта, розділені парами «ключ-значення», використовуючи синтаксис, який уже розглядався в попередньому пункті цього уроку.

Ось один з таких раніше побудованих об'єктів:

//creating an object with properties and their values

var assistantManager = {

    rangeTilesPerTurn: 3,

    socialSkills: 30,

    streetSmarts: 30,

    health: 40,

    specialAbility: "young and ambitious",

    greeting: "Let's make some money"

}

Принадність цього синтаксису в тому, що його легко читати.

По суті, він складається з двох кроків:

1. Оголошення нової змінної та присвоєння їй літералу об’єкта – іншими словами, це:  **var assistantManager = {}**

2. Присвоєння значень кожному з ключів об’єкта за допомогою оператора присвоювання  **=**

Зауважте, що за допомогою цього прикладу синтаксису дуже легко створити будь-який об’єкт у JavaScript.

Наприклад, ось  об’єкт **таблиці**  :

var table = {

    legs: 3,

    color: "brown",

    priceUSD: 100,

}

Щоб отримати доступ до  об’єкта **таблиці**  , я можу просто консольно зареєструвати весь об’єкт:

console.log(table);//display the object in the developer console

Поверненим значенням є весь  об’єкт **таблиці**  :

{legs: 3, color: 'brown', priceUSD: 100}

Крім того, я можу консольно реєструвати будь-яку окрему властивість, наприклад:

console.log(table.color); // 'brown'

Тепер, коли я маю цей «синтаксичний рецепт», я можу створити будь-який інший об’єкт подібним чином:

var house = {

    rooms: 3,

    color: "brown",

    priceUSD: 10000,

}

Альтернативний підхід до побудови об’єктів полягає в тому, щоб спочатку зберегти порожній літерал об’єкта до змінної, потім використовувати крапкову нотацію для оголошення нових властивостей на льоту та використовувати оператор присвоєння для додавання значень до цих властивостей; наприклад:

var house2 = {};

house2.rooms = 4;

house2.color = "pink";

house2.priceUSD = 12345;

Крім того, ніщо не заважає мені поєднувати обидва підходи. Наприклад:

console.log(house); // {rooms: 3, color: "brown", priceUSD: 10000}

house.windows = 10;

console.log(house); // {rooms: 3, color: "brown", priceUSD: 10000, windows: 10}

Ця гнучкість додатково означає, що я можу оновлювати вже наявні властивості, а не просто додавати нові:

house.windows = 11;

console.log(house); // {rooms: 3, color: "brown", priceUSD: 10000, windows: 11}

**Об’єктні літерали та позначення в дужках**

**Літерали об’єктів і позначення в дужках**

Існує альтернативний синтаксис позначення крапкою, який я використовував до цього моменту.

Цей альтернативний синтаксис відомий як  *позначення в дужках* .

Щоб зрозуміти, як це працює, найкраще скористатися прикладом, тому я знову пройду процес кодування  об’єкта **house2**  так само, як і з крапковою нотацією, тільки цього разу я використаю дужки позначення.

var  house2 = {};

house2[ "кімнати" ] =  4 ;

house2[ 'color' ]=  "pink" ;

house2[ "priceUSD" ] =  12345 ;

console.log(будинок2);  // {кімнат: 4, колір: 'рожевий', цінаUSD: 12345}

Зауважте, що використовуючи нотацію в дужках, я, по суті, просто загортаю ключ кожної властивості  **як рядок** всередині одинарних або подвійних лапок - як і зі звичайними рядками.

Потім я загортаю весь ключ властивості у відкриваючу та закриваючу квадратні дужки.

Ось, по суті, і все.

Я можу як отримувати доступ до властивостей об’єктів, так і оновлювати їх, використовуючи або крапкову нотацію, або дужку, або комбінацію обох, як у наступному прикладі:

var car = {};

car.color = "red";

car["color"] = "green";

car["speed"] = 200;

car.speed = 100;

console.log(car); // {color: "green", speed: 100}

На даний момент, мабуть, достатньо інформації про створення об'єкта.

Перш ніж я обговорюю тему масивів та об’єктів, дозвольте мені просто дати вам ще одну важливу інформацію про позначення в дужках.

За допомогою нотації в дужках я можу додавати пробіли в імена властивостей, наприклад:

car["number of doors"] = 4;

console.log(car); // {color: 'green', speed: 100, number of doors: 4}

Крім того, я можу додати числа (як рядковий тип даних) як ключі властивостей:

car["2022"] = 1901;

console.log(car); // {2022: 1901, color: 'green', speed: 100, number of doors: 4}

Однак робити це не рекомендується через очевидні причини, оскільки ключ властивості як рядок цифр насправді не передає багато корисної інформації.

Нарешті, є одна дуже корисна річ, яку має дужкова нотація, але недоступна в точковій нотації: вона може обчислювати вирази.

Щоб зрозуміти, що це означає, розглянемо наступний приклад:

var arrOfKeys = ['speed', 'altitude', 'color'];

var drone = {

    speed: 100,

    altitude: 200,

    color: "red"

}

for (var i = 0; i < arrOfKeys.length; i++) {

    console.log(drone[arrOfKeys[i]])

}

Наведений вище код призведе до такого результату:

100

200

червоний

Використовуючи той факт, що дужки можуть обчислювати вирази, я отримав доступ до   властивості  **arrOfKeys[i] об’єкта drone**  .

Це значення змінювалося в кожному циклі під час роботи циклу for.

Зокрема, під час першого запуску його було оцінено так:

* Значення  **i**  було  **0**
* Значення  **arrOfKeys[i]**  було  **arrOfKeys[0]** , що було  **«швидкістю»**
* Таким чином,  **drone[arrOfKeys[i]]**  було оцінено як  **drone["speed"],**  що дорівнює  **100**

Це дозволило мені пройти по кожному зі значень, що зберігаються всередині  об’єкта **дрона**  , на основі кожного з ключів його властивостей.

**Масиви є об’єктами**

У JavaScript масиви є об’єктами. Це означає, що масиви також мають деякі вбудовані властивості та методи.

Одними з найбільш часто використовуваних вбудованих методів для масивів є  методи **push()**  і  **pop()**  .

Щоб додати нові елементи до масиву, я можу використати  метод **push()**  :

var  fruits = [];

fruits.push( "яблуко" );  // ['яблуко']

fruits.push( 'груша' );  // ['яблуко', 'груша']

Щоб видалити останній елемент із масиву, я можу використати  метод **pop()**  :

fruits.pop();

console.log(fruits); // ['apple']

Пов’язуючись з деякими попередніми уроками в цьому курсі, тепер я можу побудувати функцію, яка приймає всі свої аргументи та вставляє їх у масив, наприклад:

function arrayBuilder(one, two, three) {

    var arr = [];

    arr.push(один);

    arr.push(два);

    arr.push(три);

    console.log(arr);

}

Тепер я можу викликати  функцію **arrayBuilder()**  , наприклад, так:

arrayBuilder('apple', 'pear', 'plum'); // ['apple', 'pear', 'plum']

Навіть краще, мені не потрібно консольно реєструвати щойно створений масив.

Натомість я можу повернути його:

function arrayBuilder(one, two, three) {

    var arr = [];

    arr.push(один);

    arr.push(два);

    arr.push(три);

    return arr;

}

Крім того, я можу зберегти виклик цієї функції у змінній.

Я можу назвати його як завгодно, але цього разу я використаю назву:  **simpleArr** .

var simpleArr = arrayBuilder('apple', 'pear', 'plum');

І тепер я можу консольно реєструвати значення, що зберігаються в  **simpleArr** :

console.log(simpleArr); // ['apple','pear','plum']

**Математичні функції**

JavaScript має зручні вбудовані об’єкти. Одним із таких популярних вбудованих об’єктів є об’єкт Math.

**Числові константи**

Ось деякі з вбудованих числових констант, які існують в об’єкті Math:

* Число PI:  **Math.PI**  , що дорівнює приблизно 3,14159
* Стала Ейлера:  **Math.E**  , яка дорівнює приблизно 2,718
* Натуральний логарифм 2:  **Math.LN2** , який дорівнює приблизно 0,693

**Методи округлення**

До них належать:

* **Math.ceil()**  - округлює до найближчого цілого числа
* **Math.floor()**  - округляє до найближчого цілого числа
* **Math.round()**  - округляє до найближчого цілого числа, якщо десятковий дроб дорівнює  **0,5**  або більше; інакше округляє до найближчого цілого числа
* **Math.trunc()**  - обрізає десятковий дроб, залишаючи лише ціле число

**Методи арифметики та числення**

Ось невичерпний список деяких поширених методів арифметики та числення, які існують в  об’єкті **Math**  :

* **Math.pow(2,3)**  - обчислює число  **2**  у степені  **3** , результат  **8**
* **Math.sqrt(16)**  - обчислює квадратний корінь із  **16** , результат дорівнює  **4**
* **Math.cbrt(8)**  - знаходить кубічний корінь з  **8** , результат  **2**
* **Math.abs(-10)**  - повертає абсолютне значення, результат  **10**
* Логарифмічні методи:  **Math.log()** ,  **Math.log2()** ,  **Math.log10()**
* Повертає мінімальне та максимальне значення всіх вхідних даних:  **Math.min(9,8,7)**  повертає  **7** ,  **Math.max(9,8,7)**  повертає  **9** .
* Тригонометричні методи:  **Math.sin()** ,  **Math.cos()** ,  **Math.tan()** тощо.

**Робота з рядками**

Для всіх прикладів я буду використовувати одну або обидві наступні змінні:

var greet = "Hello, ";

var place = "World"

Зауважте, що незалежно від властивостей і методів рядків, які я демонструю в наступних прикладах, я міг би запустити їх безпосередньо на цих рядках, не зберігаючи їх у змінних, таких як ті, які я назвав  **greet**  і  **place** .

У деяких наступних прикладах, для ясності, замість використання назви змінної я використовуватиму сам рядок.

Усі рядки мають у своєму розпорядженні кілька вбудованих властивостей, але є одна властивість, яка дійсно корисна:  властивість **length**  , яка використовується так:

greet.length; // 7

Щоб прочитати кожен окремий символ за певним індексом у рядку, починаючи з нуля, я можу використати  метод **charAt()**  :

greet.charAt(0); // 'H'

Метод concat  **()**  об’єднує два рядки:

"Wo".concat("rl").concat("d"); // 'World'

indexOf   повертає розташування першої позиції, яка відповідає символу **:**

"ho-ho-ho".indexOf('h'); // 0

"ho-ho-ho".indexOf('o'); // 1

"ho-ho-ho".indexOf('-'); // 2

LastIndexOf   знаходить останній збіг, інакше він працює так само,  **як indexOf** .

Метод  **split**  розбиває рядок на масив підрядків:

"ho-ho-ho".split("-"); // ['ho', 'ho', 'ho']

Існують також деякі методи зміни регістру рядків. Наприклад:

greet.toUpperCase(); // "HELLO, "

greet.toLowerCase(); // "hello, "

Ось список усіх методів, розглянутих у цій шпаргалці:

* **charAt()**
* **concat()**
* **indexOf()**
* **lastIndexOf()**
* **split()**
* **toUpperCase()**
* **toLowerCase()**

Перейти до наступного пункту

**Методи об’єктів**

Можливо, ви вже знайомі з об’єктами в JavaScript.

У цьому відео ви дізнаєтеся, як проектувати об’єкти як комбінації даних і функцій.

Як ви вже могли знати, об’єкт складається з пар ключ-значення, відомих як властивості.

Ми можемо додавати нові пари ключ-значення до існуючих об’єктів за допомогою крапкової нотації та оператора присвоювання.

var car = {};

car.color = "red"; //update the value of a property of the car objject

Вони відомі як властивості та можуть приймати багато типів даних, у тому числі функції.

var car = {};

car.color = "red";

//add a method to the car object so that it can be called as car.turnkey()

car.turnKey = function() {

  console.log('engine running');

}

Якщо функція є властивістю об’єкта, її називають методом.

Це функція, до якої можна отримати доступ лише через об’єкт JavaScript, членом якого вона є. Наприклад, до методу log, який належить об’єкту консолі, можна отримати доступ лише через об’єкт консолі.

**console.log('Привіт, світ');**

Давайте розглянемо це далі. Я створю об’єкт за допомогою функції конструктора.

var car = {};

car.mileage = 98765;

car.color = "red";

console.log(car);

Спочатку я побудую новий об’єкт під буквальною назвою  **автомобіль** . Я вводжу  **var** , пробіл,  **car** , пробіл, знак рівності, пробіл, за якими йдуть фігурні дужки і, нарешті, крапка з комою.

Тепер я розширю  об’єкт **car**  , призначивши йому властивість під назвою  **mileage** .

Коли я перевіряю об’єкт, я можу підтвердити, що він містить  властивість **пробігу**  , встановлену на  **98765** .

Я хочу додати іншу властивість до  об’єкта **автомобіля**  . Цього разу я додам властивість під назвою  **color**  і встановлю для неї значення  **«red»** .

Я можу перевірити об’єкт ще раз, ввівши його назву в консоль браузера. Тож тепер, коли я вводжу  **console.log(car)** , я отримую об’єкт із двома властивостями:  властивістю **mileage**  , яка має значення  **98765** , і  властивістю **color**  , яка має значення  **«red»** .

Чудово, тепер я додав дві властивості до свого об’єкта.

Далі я хочу додати метод до мого  об’єкта **автомобіля**  . І цей метод, коли викликається, виведе деякий текст на консоль.

Отже, я знову додаю іншу властивість до мого  об’єкта **автомобіля**  . Зрештою, метод — це ще одна властивість об’єкта  **автомобіля**  . Це просто ще одне співвідношення ключ-значення, яке містить об’єкт car.

Унікальним є те, що значення, яке я йому призначаю, є функцією.

var car = {};

car.mileage = 98765;

car.color = "red";

console.log(car);

car.turnTheKey = function() {

    console.log("The engine is running")

}

console.log(car);

Отже, я починаю з введення  **car**  dot  **turnTheKey** , дорівнює, а потім вводжу код своєї функції. Отже  , **функція** відкриває-закриває дужки. Потім дві фігурні дужки, де я розміщу свій код. Нарешті, у фігурних дужках я вводжу консольний журнал із крапками, а потім повідомлення  **«Двигун працює»** .

Тепер я можу знову перевірити свій  **автомобільний**  об’єкт, ввівши його назву в метод журналу консолі. Цього разу він показує, що  об’єкт **car**  містить три властивості; властивість колір   ,  **властивість пробігу та**  властивість  **turnTheKey**  .

Пам’ятайте, що всі пари ключ-значення в об’єкті називаються просто властивостями. Однак, якщо я хочу розрізнити властивості, які можна виконати, я називаю такі властивості методами.

Отже, тепер я хочу додати інший метод до  об’єкта **автомобіля**  . Я назву його  **lightsOn** .

Я знову вводжу  **car.lightsOn** , а потім додаю знак рівності, і знову, оскільки це метод, я призначаю його функції. Ця функція також матиме журнал консолі в своєму тілі, і я просто реєструю рядок із текстом  **«The lights is on»** .

//example of adding properties and methods to an object

var car = {};

car.mileage = 98765;

car.color = "red";

console.log(car);

car.turnTheKey = function() {

    console.log("The engine is running")

}

car.lightsOn = function() {

    console.log("The lights are on.")

}

console.log(car);

car.turnTheKey();

car.lightsOn()

Добре, тепер я додав чотири властивості до свого об’єкта. І два з них є методами.

Я вже переконався, що я отримую правильний  **пробіг**  і  **колір**  свого  об’єкта **автомобіля**  . Тепер я спробую виконати  методи **turnTheKey**  і  **lightsOn**  .

Спочатку я викличу  метод **turnTheKey**  .

Пам’ятайте, що до цього методу можна отримати доступ лише через  об’єкт **car**  , тому мені спочатку потрібно ввести назву об’єкта, який містить  метод **turnTheKey**  . Іншими словами, мені потрібно ввести слово  **car** , за яким стоїть крапка, а потім назва мого методу, яким є  **turnTheKey** .

Пам'ятайте, що ця властивість є методом. Отже, щоб запустити його, мені потрібно додати відкриваючу та закриваючу дужки, щоб механізм JavaScript міг обробити мій код JavaScript.

Зверніть увагу, що це призводить до того, що  рядок **«Двигун працює»**  реєструється на консолі.

Зараз я перевірю інший метод. Знову ж таки, мені потрібно отримати до нього доступ через  об’єкт **car**  , тому я вводжу  **car.lightsOn** і знову потрібно додати ці дужки, щоб викликати  метод **lightsOn**  . Я натискаю клавішу ENTER і помічаю текст, який відображається на консолі.

Успіх! Важливо пам’ятати, що коли механізм JavaScript виконує цей рядок коду, він знаходить  об’єкт **car**  у своїй пам’яті. Потім він знаходить  метод **lightsOn**  на  об’єкті **автомобіля**  . Він читає оголошення функції, збережене в цій властивості, і виконує його рядок за рядком.

Оскільки існує лише один рядок коду, механізм JavaScript реєструє рядок  **«The lights is on»**  на консолі.

**Синтаксичні, логічні помилки та помилки виконання**

Ось деякі з найпоширеніших помилок у JavaScript:

* ReferenceError
* SyntaxError
* TypeError
* RangeError

Є ще деякі помилки в JavaScript. Ці інші помилки включають:

* AggregateError
* Помилка
* InternalError
* URIError

Однак у цьому читанні я зосереджуся на помилках посилання, синтаксису, типу та діапазону.

**ReferenceError**

Помилка ReferenceError виникає, наприклад, коли хтось намагається використати змінні, які ніде не оголошені.

Прикладом може бути, скажімо, спроба консолі зареєструвати змінну, яка не існує:

console.log(ім’я користувача);

Якщо змінну з ім’ям  **користувача**  не було оголошено, наведений вище рядок коду призведе до такого результату:

Uncaught ReferenceError: username is not defined

**SyntaxError**

Будь-який недійсний код JavaScript спричинить SyntaxError.

Наприклад:

var a "there's no assignment operator here";

Наведений вище рядок коду видасть таку помилку:

Uncaught SyntaxError: Unexpected string

Існує цікаве застереження щодо SyntaxError у JavaScript: її не можна перехопити за допомогою  блоку **try-catch**  .

**TypeError**

Помилка TypeError виникає, наприклад, під час спроби запустити метод для непідтримуваного типу даних.

Простий приклад: спроба запустити  метод **pop()**  для рядка:

"hello".pop() // Uncaught TypeError: "hello".pop is not a function

Поведінка рядків, подібна до масиву, вже розглядалася в попередньому уроці цього курсу.

Однак, як можна підтвердити, запустивши наведений вище рядок коду, рядки не мають усіх доступних методів масиву, і спроба використати деякі з цих методів призведе до появи TypeError.

**RangeError**

Помилка RangeError виникає, коли ми надаємо значення функції, але це значення виходить за межі дозволеного діапазону допустимих вхідних значень.

Ось простий приклад перетворення звичайного  *числа за основою 10*  (число загальної десяткової системи) у  *число за основою 2*  (тобто двійкове число).

Наприклад:

(10).toString(2); // '1010'

Значення  **2**  , передане в  метод **toString()**  , схоже на те, що потрібно сказати JavaScript: «перетворити значення  **10**  системи числення з основою 10 на відповідну частину в системі числення з підставою 2».

JavaScript зобов’язує і «перекладає» «звичайне» число 10 на його двійковий аналог.

Крім використання системи числення з основою 2, я також можу використовувати систему числення з основою 8, ось так:

(10).toString(8); // 12

Я повертаю значення  **12** , яке є простим числом 10, записаним у системі числення з основою 8.

Однак, якщо я спробую використати неіснуючу систему числення, таку як уявна система числення  *Base 100* , оскільки ця система числення фактично не існує в JavaScript, я отримаю RangeError, оскільки неіснуюча   система  числення *Base 100* **не відповідає діапазон**  систем числення, які доступні для  методу **toString()**  :

(10).toString(100); // Uncaught RangeError: toString() radix argument must be between 2 and 36

У цій статті ви розглянули деякі з найпоширеніших помилок у JavaScript.

**Повернення значень із функцій**

Багато функцій за замовчуванням повертають значення  **undefined** .

Прикладом є  функція **console.log()**  .

Якщо я виконаю:

console.log('Hello');

... ось такий результат буде у консолі:

Hello

undefined

Оскільки  функція **console.log()**  створена таким чином, щоб не мати явно встановленого значення, що повертається, вона отримує стандартне значення, що повертається,  **undefined** .

Тепер я напишу власну реалізацію  **console.log()** , яка не повертає значення  **undefined** :

function consoleLog(val) {

    console.log(val)

    return val

}

Я використовую  функцію **console.log()**  у своїй власній   декларації функції **consoleLog** . І я вказую його, щоб повернути значення його аргументу.

Тепер, коли я запускаю свою спеціальну  функцію **consoleLog()**  :

consoleLog('Hello')

Я отримую такий результат:

Hello

'Hello'

Отже, значення виводиться на консоль, але воно також повертається.

Чому це корисно?

Це корисно, оскільки я можу використовувати значення, що повертаються з однієї функції всередині іншої функції.

Ось приклад.

Спочатку я закодую функцію, яка повертає подвійне число, яке вона отримала:

function doubleIt(num) {

    return num \* 2

}

Тепер я закодую іншу функцію, яка створює об’єкт із певним значенням:

function objectMaker(val) {

    return {

        prop: val

    }

}

Я можу викликати  функцію **objectMaker()**  із будь-яким значенням, яке мені подобається, наприклад:

objectMaker(20);

Поверненим значенням буде об’єкт з єдиним  ключем **prop**  , встановленим на  **20** :

{prop:20}

Тепер розглянемо цей код:

doubleIt(10).toString()

Наведений вище код повертає число  **20**  як рядок, тобто:  **"20"** .

Я навіть можу комбінувати виклики своїх спеціальних функцій наступним чином:

objectMaker( doubleIt(100) );

Тепер це поверне таке значення:

{prop: 200}

Що все це означає?

Це означає, що завдяки JavaScript, який дозволяє мені використовувати  ключове слово **return**  , як описано вище, я можу мати кілька викликів функцій, повертаючи дані та маніпулюючи значеннями, залежно від будь-якого завдання кодування, яке переді мною стоїть.

Можливість повертати власні значення є однією з основ, що робить можливим функціональне програмування.

**Парадигма функціонального програмування**

**Навчальні цілі**

* Вміти пояснити, що існує декілька парадигм програмування
* Вміти пояснити основну різницю між двома домінуючими парадигмами програмування: функціональним та об’єктно-орієнтованим програмуванням.
* Зрозумійте на дуже високому рівні, як працює парадигма функціонального програмування

«Насправді існує кілька стилів кодування, також відомих як  **парадигми** . Загальний стиль називається  **функціональним програмуванням** або скорочено FP.

У функціональному програмуванні ми використовуємо багато функцій і змінних.

function getTotal(a,b) {

    return a + b

}

var num1 = 2;

var num2 = 3;

var total = getTotal(num1, num2);

Під час написання коду FP ми зберігаємо дані та функціональні можливості окремо та передаємо дані у функції лише тоді, коли нам потрібно щось обчислити.

function getDistance(mph, h) {

    return mph \* h

}

var mph = 60;

var h = 2;

var distance = getDistance(mph, h);

У функціональному програмуванні функції повертають нові значення, а потім використовують ці значення в іншому місці коду.

function getDistance(mph, h) {

    return mph \* h

}

var mph = 60;

var h = 2;

var distance = getDistance(mph, h);

console.log(distance); // <====== THIS HERE!

Іншим стилем є  **об’єктно-орієнтоване програмування (ООП)** . У цьому стилі ми групуємо дані та функції як властивості та методи всередині об’єктів.

Наприклад, якщо у мене є  об’єкт **virtualPet**  , я можу надати йому  властивість **sleepy**  і  метод **nap()**  :

var virtualPet = {

    sleepy: true,

    nap: function() {}

}

В ООП методи  **оновлюють властивості,**  що зберігаються в об’єкті, замість того, щоб генерувати нові значення, що повертаються.

Наприклад, якщо я перевіряю  властивість **sleepy**  об’єкта  **virtualPet**  , я можу підтвердити, що для неї встановлено значення  **true** .

Однак після того, як я запустив  метод **nap()**  для  об’єкта **virtualPet**  , чи   зміниться значення властивості **sleepy ?**

//creating an object

var virtualPet = {

    sleepy: true,

    nap: function() {

        this.sleepy = false

    }

}

console.log(virtualPet.sleepy) // true

virtualPet.nap()

console.log(virtualPet.sleepy) // false

ООП допомагає нам моделювати об’єкти реального життя. Це найкраще працює, коли групування властивостей і даних в об’єкті має логічний сенс, тобто властивості та методи «належать разом».

Зауважте, що тут не йдеться про глибоке обговорення ООП; натомість я просто хочу показати вам найпростіше пояснення того, що це таке і як це працює, щоб зробити найважливішу різницю між FP та ООП.

Підводячи підсумок, ми можемо сказати, що парадигма функціонального програмування працює, зберігаючи дані та функціональні можливості окремо. Його аналог, ООП, працює, зберігаючи дані та функції, згруповані в значущі об’єкти.

У функціональному програмуванні є ще багато концепцій та ідей.

Ось деякі з найважливіших:

* Першокласні функції
* Функція вищого порядку
* Чисті функції та побічні ефекти

У функціональному програмуванні існує багато інших концепцій і принципів, але поки що зупинимося на цих трьох.

**Першокласні функції**

Часто кажуть, що функції в JavaScript є «першокласними громадянами». Що це означає?

Це означає, що функція в JavaScript – це просто ще одне значення, яке ми можемо:

* перейти до інших функцій
* зберегти у змінній
* повернення з інших функцій

Іншими словами, функція в JavaScript — це просто значення — з цієї точки зору воно майже не відрізняється від рядка чи числа. Наприклад, у JavaScript цілком нормально передавати виклик функції іншій функції. Щоб пояснити, як це працює, розглянемо наступну програму.

function addTwoNums(a, b) {

    console.log(a + b)

}

function randomNum() {

    return Math.floor((Math.random() \* 10) + 1);

}

function specificNum() { return 42 };

var useRandom = true;

var getNumber;

if(useRandom) {

    getNumber = randomNum

} else {

    getNumber = specificNum

}

addTwoNums(getNumber(), getNumber())

Я запускаю програму за допомогою функції **addTwoNums()** , визначення якої я вже використовував раніше в різних варіантах. Причина, чому ця функція є повторюваним прикладом, полягає в тому, що вона настільки проста, що допомагає пояснити концепції, які інакше було б трохи важче зрозуміти. Далі я кодую функцію під назвою **randomNum()** , яка повертає випадкове число від 0 до 10. Потім я кодую іншу функцію під назвою **specificNum()** , яка повертає певне число, число 42. Потім я зберігаю змінну під назвою **useRandom** і я встановіть для нього логічне значення **true** . Я оголошую ще одну змінну під назвою **getNumber** . Ось де все стає цікавим. У наступних кількох рядках у мене є оператор if else. Умова if виконується, коли значення **useRandom** має значення **true** . Якщо це так, уся декларація функції **randomNum()** зберігається в змінній **getNumber** . В іншому випадку я зберігаю всю декларацію функції **specificNum() у змінній getNumber** . Іншими словами, залежно від того, що **useRandom** має значення **true** або **false** , змінній **getNumber** буде присвоєно або оголошення функції **randomNum() , або оголошення функції specificNum()** . З усім цим набором коду я можу викликати функцію **addTwoNums()** , передаючи їй виклик змінної **getNumber()** як перший і другий аргументи. **Це працює, тому що функції в JavaScript є справді першокласними громадянами, які можна призначати іменам змінних і передавати так само, як я передавав би рядок, число, об’єкт тощо.** Примітка: більшість коду всередині **randomNum( )** оголошення функції взято з попереднього уроку, а саме уроку, де обговорювався об’єкт Math у JavaScript. Це підводить мене до другої фундаментальної концепції функціонального програмування, яка є концепцією функцій вищого порядку.

**Функції вищого порядку**

Функція вищого порядку — це функція, яка має одну або обидві такі характеристики:

* Він приймає інші функції як аргументи
* Він повертає функції під час виклику

У JavaScript немає «спеціального способу» визначення функцій вищого порядку. Це просто особливість мови. Сама мова дозволяє мені передавати функцію іншій функції або повертати функцію з іншої функції. Продовжуючи попередній розділ, розглянемо наступний код, у якому я перевизначаю функцію **addTwoNums()** , щоб вона була функцією вищого порядку:

function addTwoNums(getNumber1, getNumber2) {

    console.log(getNumber1() + getNumber2());

}

Ви можете розглядати наведене вище оголошення функції **addTwoNums** як опис того, як вона матиме справу з входами **getNumber1** і **getNumber2** : як тільки вона отримає їх як аргументи, вона спробує викликати їх і об’єднати значення, повернуті цими викликами. Наприклад:

addTwoNums(specificNum, specificNum); // returned number is 84

addTwoNums(specificNum, randomNum); // returned number is 42 + some random number

**Чисті функції та побічні ефекти**

Іншою концепцією функціонального програмування є чисті функції.

Чиста функція повертає той самий результат, якщо їй надано однакові значення.

Прикладом чистої функції є  функція **addTwoNums()**  із попереднього розділу:

function addTwoNums(a, b) {

    console.log(a + b)

}

Ця функція завжди повертатиме той самий вихід на основі вхідних даних. Наприклад, якщо ми надаємо йому конкретне значення, скажімо,  **5** і  **6** :

addTwoNums(5,6); // 11

... результат завжди буде однаковим.

Ще одне правило, за яким функція вважається чистою, полягає в тому, що вона не повинна мати побічних ефектів. Побічний ефект — це будь-який випадок, коли функція вносить зміни поза собою.

Це включає:

* змінювати значення змінних поза самою функцією або навіть покладатися на зовнішні змінні
* виклик API браузера (навіть самої консолі!)
* виклик **Math.random()** - оскільки значення не можна достовірно повторити

Тема чистих і нечистих функцій може стати дещо складнішою.

Наразі достатньо знати, що ця концепція існує і що вона пов’язана з функціональним програмуванням.

**Принципи об'єктно-орієнтованого програмування**

У цій статті ви дізнаєтеся про переваги об’єктно-орієнтованого програмування (ООП) і принципи ООП.

**Переваги ООП**

Використання парадигми об’єктно-орієнтованого програмування (ООП) має багато переваг.

ООП допомагає розробникам імітувати зв’язок між об’єктами в реальному світі. У певному сенсі це допомагає вам міркувати про зв’язки між речами у вашому програмному забезпеченні, так само, як ви робили б це в реальному світі. Таким чином, ООП є ефективним підходом до пошуку рішень у коді, який ви пишете. OOP також:

* Дозволяє писати модульний код,
* Робить ваш код більш гнучким і
* Робить ваш код багаторазовим.

**Принципи ООП**

Чотири фундаментальні принципи ООП: успадкування, інкапсуляція, абстракція та поліморфізм. Ви по черзі дізнаєтеся про кожен із цих принципів. Про об’єкти слід пам’ятати, що вони існують в ієрархічній структурі. Це означає, що вихідним базовим або суперкласом для всього є клас Object, усі об’єкти походять від цього класу. Це дозволяє нам використовувати метод Object.create(). створювати або інстанціювати об’єкти наших класів.

class Animal { /\* ...class code here... \*/ }

var myDog = Object.create(Animal)

console.log (Animal)

Більш поширеним методом створення об’єктів із класів є використання ключового слова **new** . Коли використовується стандартний або порожній метод конструктора, JavaScript неявно викликає суперклас Object для створення екземпляра.

class Animal { /\* ...class code here... \*/ }

var myDog = new Animal()

console.log (Animal)

Ця концепція досліджується в наступному розділі про успадкування

**Принципи ООП: Спадкування**

Спадкування є однією з основ об'єктно-орієнтованого програмування.

По суті, це дуже проста концепція. Це працює так:

1. Існує базовий клас "речі".
2. Існує один або кілька підкласів "речей", які успадковують властивості базового класу (іноді їх також називають "суперкласом")
3. Можуть існувати деякі інші під-підкласи "речей", які успадковують ці класи в пункті 2.

Зверніть увагу, що кожен підклас успадковує свій суперклас. У свою чергу, підклас також може бути супер-класом, якщо існують класи, що успадковують цей підклас.

Все це може здатися трохи «комп’ютерним», тому ось більш практичний приклад:

1. Є базовий клас «Тварина».
2. Існує ще один клас, підклас, який успадковує «Тварина», і назва цього класу — «Птах».
3. Далі є ще один клас, успадкований від «Птахи», і це клас «Орел».

Таким чином, у наведеному вище прикладі я моделюю об’єкти з реального світу, будуючи зв’язки між Твариною, Птахом і Орлом. Кожен з них є окремим класом, тобто кожен з них є окремим кресленням для конкретних екземплярів об’єктів, які можна створювати за потреби.

Щоб налаштувати відношення успадкування між класами в JavaScript, я можу використати  ключове слово **extends**  , як у  **класі B extends A** .

Ось приклад ієрархії успадкування в JavaScript:

class Animal { /\* ...class code here... \*/ }

class Bird extends Animal { /\* ...class code here... \*/ }

class Eagle extends Bird { /\* ...class code here... \*/ }

**Принципи ООП: інкапсуляція**

Найпростіше кажучи, інкапсуляція має відношення до того, щоб зробити реалізацію коду «прихованою» від інших користувачів, у тому сенсі, що їм не потрібно знати, як працює мій код, щоб «споживати» код.

Наприклад, коли я запускаю такий код:

"abc".toUpperCase();

Мені насправді не потрібно турбуватися чи навіть витрачати час на роздуми про те, як  працює метод **toUpperCase()**  . Все, що я хочу, це використовувати його, оскільки я знаю, що він доступний для мене. Навіть якщо базовий синтаксис, тобто реалізація методу  **toUpperCase()**  , зміниться, якщо він не порушує мій код, мені не потрібно турбуватися про те, що він робить у фоновому режимі чи навіть як це робить це.

**Принципи ООП: абстракція**

Абстракція — це написання коду таким чином, щоб зробити його більш узагальненим.

Поняття інкапсуляції та абстракції часто неправильно розуміють, оскільки їхні відмінності можуть здаватися розмитими.

Допоможе подумати про це в таких термінах:

* Абстракція полягає в тому, щоб виділити  *концепцію*  того, що ви намагаєтеся зробити, а не мати справу з конкретним проявом цієї концепції.
* Інкапсуляція означає, що ви не маєте доступу до того, як певна реалізація працює внутрішньо, або вас не цікавить.

Хоча і інкапсуляція, і абстракція є важливими поняттями в ООП, для того, щоб по-справжньому заглибитися в цю тему, потрібно більше досвіду програмування загалом.

Наразі достатньо знати про їх існування в ООП.

**Принципи ООП: поліморфізм**

Поліморфізм - це слово, що походить від грецької мови і означає «множинні форми». Альтернативним перекладом може бути: «щось, що може приймати багато форм».

Отже, щоб зрозуміти, що таке поліморфізм, давайте розглянемо деякі реальні об’єкти.

* Двері мають дзвінок. Можна сказати, що дзвінок є властивістю дверного предмета. У цей дзвінок можна дзвонити. Коли б хтось подзвонив у двері? Очевидно, щоб хтось з’явився в дверях.
* А тепер розглянемо дзвінок на велосипеді. Велосипед має дзвінок. Можна сказати, що дзвін є властивістю предмета велосипеда. У цей дзвін теж можна було дзвонити. Однак причина, намір і результат того, що хтось дзвонить у дзвінок на велосипеді, не те саме, що дзвонить у двері.

Наведені вище концепції можна закодувати в JavaScript таким чином:

const bicycle = {

    bell: function() {

        return "Ring, ring! Watch out, please!"

    }

}

const door = {

    bell: function() {

        return "Ring, ring! Come here, please!"

    }

}

Отже, я можу отримати доступ до   методу  **bell() об’єкта bicycle**  , використовуючи такий синтаксис:

bicycle.bell(); // "Get away, please"

Я також можу отримати доступ до   методу  **bell() об’єкта двері**  , використовуючи цей синтаксис:

door.bell(); // "Come here, please"

На цьому етапі можна зробити висновок, що те саме ім’я методу може мати абсолютно протилежне призначення, залежно від того, для якого об’єкта воно використовується.

Тепер, щоб зробити цей код справді поліморфним, я додам ще одне оголошення функції:

function ringTheBell(thing) {

    console.log(thing.bell())

}

Тепер я оголосив  функцію **ringTheBell()**  . Він приймає  параметр **речі**  , який, як я очікую, буде об’єктом, а саме, або  об’єкт **велосипеда**  , або  об’єкт **двері**  .

Отже, якщо я викликаю  функцію **ringTheBell()**  і передам їй  **велосипед**  як єдиний аргумент, ось результат:

ringTheBell(bicycle); // Ring, ring! Watch out, please!

Однак, якщо я викликаю  функцію **ringTheBell()**  і передам їй  об’єкт **двері**  , я отримаю такий результат:

ringTheBell(door); // "Ring, ring! Come here, please!"

Тепер ви бачили приклад, коли одна й та сама функція дає різні результати  **залежно від контексту**  , у якому вона використовується.

Ось ще один приклад оператора конкатенації, який використовується під час виклику вбудованого  методу **concat()**  .

Якщо я використовую  метод **concat()**  для двох рядків, він поводиться так само, як якщо б я використовував  оператор **+**  .

"abc".concat("def"); // 'abcdef'

Я також можу використовувати  метод **concat()**  для двох масивів. Ось результат:

["abc"].concat(["def"]); // ['abc', 'def']

Розгляньте можливість використання  оператора **+**  для двох масивів з одним членом у кожному:

["abc"] + ["def"]; // ["abcdef"]

Це означає, що  метод **concat()**  демонструє поліморфну ​​поведінку, оскільки він поводиться по-різному залежно від контексту - у цьому випадку залежно від того, які типи даних я йому надаю.

Повторюємо, що поліморфізм корисний, оскільки він дозволяє розробникам створювати об’єкти, які можуть мати однакову функціональність, а саме функції з однаковою назвою, які поводяться однаково. Однак у той же час ви можете перевизначити деякі частини спільної функціональності або навіть повну функціональність у деяких інших частинах структури ООП.

Ось приклад поліморфізму з використанням класів у JavaScript:

class Bird {

    useWings() {

        console.log("Flying!")

    }

}

class Eagle extends Bird {

    useWings() {

        super.useWings()

        console.log("Barely flapping!")

    }

}

class Penguin extends Bird {

    useWings() {

        console.log("Diving!")

    }

}

var baldEagle = new Eagle();

var kingPenguin = new Penguin();

baldEagle.useWings(); // "Flying! Barely flapping!"

kingPenguin.useWings(); // "Diving!"

 Підкласи  Penguin   і  **Eagle обидва** успадковують  суперклас **Bird** . Підклас  **Eagle**  успадковує  метод **useWings()**  від  класу **Bird**  , але розширює його додатковим журналом консолі.  Підклас Penguin не успадковує  клас  **useWings() – замість цього**  він має власну реалізацію, хоча  сам клас **Penguin**  розширює  клас **Bird**  .

**Конструктори**

У JavaScript є ряд вбудованих типів об’єктів, наприклад:

**Math** ,  **Date** ,  **Object** ,  **Function** ,  **Boolean** ,  **Symbol** ,  **Array** ,  **Map** ,  **Set** ,  **Promise** ,  **JSON** тощо.

Ці об’єкти іноді називають «рідними об’єктами».

Функції-конструктори, які зазвичай називають просто «конструкторами», — це спеціальні функції, які дозволяють нам створювати екземпляри цих вбудованих нативних об’єктів. Усі конструктори написані з великої літери.

Щоб використовувати функцію-конструктор, я повинен додати перед нею оператор  **new** .

Наприклад, щоб створити новий екземпляр об’єкта  **Date**  , я можу запустити:  **new Date()** . Я повертаю поточну дату й час, наприклад:

**Чт, 3 лютого 2022 р. 11:24:08 GMT+0100 (Центральноєвропейський стандартний час)**

Однак не всі вбудовані об’єкти мають функцію конструктора. Прикладом такого типу об’єкта є вбудований  об’єкт **Math**  .

Запуск  **new Math()**  видає  **Uncaught TypeError** , повідомляючи нас, що  **Math не є конструктором** .

Таким чином, я можу зробити висновок, що деякі вбудовані об’єкти дійсно мають конструктори, коли вони служать певній меті: дозволити нам створити конкретний екземпляр конструктора даного об’єкта. Вбудований  об’єкт **Date**  ідеально підходить для наявності конструктора, тому що кожен новий екземпляр об’єкта date, який я створюю, повинен мати унікальні дані за визначенням, оскільки це матиме іншу позначку часу – він буде створений в інший момент часу.

Інші вбудовані об’єкти, які не мають конструкторів, наприклад  об’єкт **Math**  , не потребують конструктора. Це просто статичні об’єкти, до властивостей і методів яких можна отримати прямий доступ із самого вбудованого об’єкта. Іншими словами, немає сенсу створювати екземпляр вбудованого  об’єкта **Math**  , щоб мати можливість використовувати його функціональність.

Наприклад, якщо я хочу використовувати   метод  **pow об’єкта Math** для обчислення експоненційних значень,  для цього  не потрібно створювати екземпляр об’єкта  **Math** . Наприклад, щоб перевести число 2 у ступінь 5, я б виконав:

**Math.pow(2,5); // --> 32**

Немає потреби створювати екземпляр об’єкта  **Math**  , оскільки в екземплярі цього конкретного об’єкта не буде нічого, що потрібно зберігати.

Окрім функцій конструктора для вбудованих об’єктів, я також можу визначити власні функції конструктора.

Ось приклад:

function Icecream(flavor) {

    this.flavor = flavor;

    this.meltIt = function() {

        console.log(`The ${this.flavor} icecream has melted`);

    }

}

# 

# **Створення класів**

Тепер ви повинні знати, що успадкування в JavaScript базується на об’єкті-прототипі.

Усі об’єкти, створені з прототипу, мають однакову функціональність.

Коли вам потрібно закодувати складніші ООП-зв’язки, ви можете використати  ключове слово **class**  і його простий для розуміння та міркування синтаксис.

Уявіть, що вам потрібно закодувати  клас **Train**  .

Після того, як ви закодували цей клас, ви зможете використовувати ключове слово  **new**  для створення екземплярів об’єктів  класу **Train**  .

Однак наразі вам спочатку потрібно визначити  клас **Train**  , використовуючи такий синтаксис:

class Train {}

Отже, ви використовуєте  ключове слово **class**  , потім вказуєте ім’я свого класу з великої першої літери, а потім додаєте відкриваючу та закриваючу фігурні дужки.

Між фігурними дужками першим фрагментом коду, який потрібно визначити, є  **конструктор** :

class Train {

    constructor() {

    }

}

Конструктор   використовуватиметься для створення властивостей майбутнього екземпляра об’єкта  **класу Train**  .

Наразі припустімо, що кожен екземпляр об’єкта  класу **Train**  повинен мати лише дві властивості під час створення екземпляра:  **color** і  **lightsOn** .

class Train {

    constructor(color, lightsOn) {

        this.color = color;

        this.lightsOn = lightsOn;

    }

}

Зверніть увагу на синтаксис конструктора. Конструктор — це спеціальна функція в моєму   класі **Train .**

Перш за все, зауважте, що немає  ключового слова **function**  . Також зауважте, що   для визначення цієї функції використовується **конструктор** ключового слова. Ви вказуєте  параметри функції **-конструктора**  всередині відкриваючої та закриваючої дужок, як і у звичайних функціях. Назви параметрів:  **color**  і  **lightsOn** .

Далі в  тілі функції- **конструктора**  ви призначили передане   значення параметра  **кольору this.color** , а передане   значення параметра  **lightsOn — this.lightsOn** .

Що означає це  **ключове**  слово?

**Це майбутній екземпляр об’єкта   класу Train** .

По суті, це весь код, який потрібно написати, щоб досягти двох речей:

1. Цей код дозволяє мені  **створювати нові екземпляри   класу Train** .
2. Кожен екземпляр об’єкта  класу **Train**  , який я створюю, матиме власні властивості  **color**  і  **lightsOn** .

Тепер, щоб створити новий екземпляр класу  **Train**  , мені потрібно використовувати наступний синтаксис:

new Train()

Усередині круглих дужок вам потрібно передати такі значення, як  **«red»** і  **false** , наприклад, що означає, що для  властивості **color**  встановлено значення  **«red»** , а  для властивості **lightsOn**  — значення  **false** .

І щоб мати можливість взаємодіяти з новим об’єктом, створеним таким чином, вам потрібно призначити його змінній.

Зібравши все разом, ось ваш перший потяг:

var myFirstTrain = new Train('red', false);

Як і будь-яка інша змінна, тепер ви можете, наприклад, консольно реєструвати  об’єкт **myFirstTrain**  :

console.log(myFirstTrain); // Train {color: 'red', lightsOn: false}

Ви можете продовжити створення екземплярів  класу **Train**  . Навіть якщо ви надасте їм абсолютно однакові властивості, вони все одно будуть окремими об’єктами.

var mySecondTrain = new Train('blue', false);

var myThirdTrain = new Train('blue', false);

Однак це не все, що можуть запропонувати заняття.

Ви також можете додавати методи до класів, і ці методи будуть спільні для всіх майбутніх екземплярів об’єктів мого  класу **Train**  .

Наприклад:

class Train {

    constructor(color, lightsOn) {

        this.color = color;

        this.lightsOn = lightsOn;

    }

    toggleLights() {

        this.lightsOn = !this.lightsOn;

    }

    lightsStatus() {

        console.log('Lights on?', this.lightsOn);

    }

    getSelf() {

        console.log(this);

    }

    getPrototype() {

        var proto = Object.getPrototypeOf(this);

        console.log(proto);

    }

}

 Тепер у вашому класі  **Train** є чотири методи  : **toggleLights()** ,  **lightsStatus()** ,   **getSelf()**  і  **getPrototype()** .

1. Метод  **toggleLights**  використовує логічний оператор not,  **!** . Цей оператор змінить значення, що зберігається у  властивості **lightsOn**  майбутнього об’єкта екземпляра  класу **Train**  ; отже  **!this.lightsOn** . А  оператор **=**  ліворуч означає, що його буде призначено  **this.lightsOn** , що означає, що він стане новим значенням  властивості **lightsOn**  для даного екземпляра об’єкта.
2. Метод lightsStatus  **()**  у  класі **Train**  просто повідомляє про поточний статус  змінної **lightsOn**  даного екземпляра об’єкта.
3. Метод  **getSelf()**  друкує властивості екземпляра об’єкта, який він викликав.
4. Консоль  **getPrototype()**  реєструє прототип екземпляра об’єкта  класу **Train**  . Прототип містить усі властивості, спільні для всіх екземплярів об’єктів класу  **Train**  . Щоб отримати прототип, ви використаєте вбудований метод JavaScript  **Object.getPrototypeOf()**  і передасте йому  **цей**  об’єкт, тобто екземпляр об’єкта, у якому цей метод викликається.

Тепер ви можете створити абсолютно новий поїзд, використовуючи цей оновлений   клас **поїздів :**

var train4 = new Train('red', false);

І тепер ви можете запустити кожен із його методів один за одним, щоб підтвердити їхню поведінку:

train4.toggleLights(); // undefined

train4.lightsStatus(); // Lights on? true

train4.getSelf(); // Train {color: 'red', lightsOn: true}

train4.getPrototype(); // {constructor: f, toggleLights: f, ligthsStatus: f, getSelf: f, getPrototype: f}

Результатом виклику  **toggleLights()**  є зміна true на false і навпаки для  властивості **lightsOn**  .

Результатом виклику  **lightsStatus()**  є консольне реєстрування значення властивості  **lightsOn**  .

Результатом виклику  **getSelf()**  є реєстрація консоллю всього екземпляра об’єкта, у якому   викликається метод **getSelf()** . У цьому випадку поверненим об’єктом є  об’єкт **train4**  . Зверніть увагу, що цей об’єкт повертається лише з властивостями («даними»), які були створені за допомогою   функції  **constructor() класу Train**  . Це тому, що всі методи  класу **Train**  не «живуть» на жодному з екземплярів об’єктів класу  **Train**  — натомість вони живуть у прототипі, як буде підтверджено в наступному параграфі.

Нарешті, результатом виклику  методу **getPrototype()**  є реєстрація в консолі всіх властивостей  **прототипу** . Коли  синтаксис **класу**  використовується в JavaScript, це призводить до того, що  **в прототипі зберігаються лише спільні методи** , тоді як  функція **constructor()**  налаштовує механізм для збереження значень екземпляра («даних») під час створення екземпляра об’єкта.

Таким чином, підводячи підсумок, синтаксис класу в JavaScript дозволяє нам чітко відокремити дані окремого об’єкта – які існують у самому екземплярі об’єкта – від функціональних можливостей (методів) спільного об’єкта, які існують у прототипі та є спільними для всіх екземплярів об’єкта.

Однак це ще не вся історія.

Можна реалізувати поліморфізм за допомогою класів у JavaScript, успадкувавши від базового класу, а потім перевизначивши успадковану поведінку. Щоб зрозуміти, як це працює, найкраще скористатися прикладом.

У наведеному нижче коді ви спостерігатимете, як кодується інший клас, який називається  **HighSpeedTrain** і успадковує  клас **Train**  .

Це робить  клас **Train**  базовим класом або суперкласом класу  **HighSpeedTrain**  . Іншими словами,  клас **HighSpeedTrain**  стає підкласом  класу **Train**  , оскільки він успадковує від нього.

Щоб успадкувати від одного класу новий підклас, JavaScript надає  ключове слово **extends**  , яке працює наступним чином:

class HighSpeedTrain extends Train {

}

Як і в наведеному вище прикладі, синтаксис підкласу узгоджується з визначенням базового класу в JavaScript. Єдиним доповненням тут є  ключове слово **extends**  та ім’я класу, від якого успадковується підклас.

Тепер ви можете описати, як  працює **HighSpeedTrain**  . Знову ж таки, ви можете почати з визначення функції конструктора:

class HighSpeedTrain extends Train {

    constructor(passengers, highSpeedOn, color, lightsOn) {

        super(color, lightsOn);

        this.passengers = passengers;

        this.highSpeedOn = highSpeedOn;

    }

}

Зверніть увагу на невелику різницю в синтаксисі в конструкторі  класу **HighSpeedTrain**  , а саме на використання  ключового слова **super**  .

У класах JavaScript  **super**  використовується для визначення того, яка властивість успадковується від суперкласу в підкласі.

У цьому випадку я вирішив успадкувати обидві властивості від   суперкласу  **Train** у  підкласі **HighSpeedTrain .**

Ці властивості —  **колір**  і  **lightsOn** .

Далі ви додаєте додаткові властивості класу HighSpeedTrain у його конструктор, а саме властивості пасажирів і highSpeedOn.

Далі в тілі конструктора ви використовуєте  ключове слово **super**  і передаєте успадковані  властивості **color**  і  **lightsOn**  , які надходять із  класу **Train**  . На наступних лініях ви призначаєте  **пасажирів**  this.passengers  ,  **а highSpeedOn —**  this.highSpeedOn  .

Зауважте, що на додаток до успадкованих властивостей, ви також  **автоматично успадковуєте**  всі методи, які існують у  прототипі **Train**  , а саме, методи  **toggleLights()** ,  **lightsStatus()** ,  **getSelf()** і  **getPrototype()**  .

Тепер давайте додамо інший метод, який буде специфічним для  класу **HighSpeedTrain**  :  метод **toggleHighSpeed()**  .

class HighSpeedTrain extends Train {

    constructor(passengers, highSpeedOn, color, lightsOn) {

        super(color, lightsOn);

        this.passengers = passengers;

        this.highSpeedOn = highSpeedOn;

    }

    toggleHighSpeed() {

        this.highSpeedOn = !this.highSpeedOn;

        console.log('High speed status:', this.highSpeedOn);

    }

}

Крім того, уявіть, що ви зрозуміли, що вам не подобається, як  працює метод **toggleLights()**  із суперкласу, і ви хочете реалізувати його трохи по-іншому в підкласі. Ви можете додати його в  клас **HighSpeedTrain**  .

class HighSpeedTrain extends Train {

    constructor(passengers, highSpeedOn, color, lightsOn) {

        super(color, lightsOn);

        this.passengers = passengers;

        this.highSpeedOn = highSpeedOn;

    }

    toggleHighSpeed() {

        this.highSpeedOn = !this.highSpeedOn;

        console.log('High speed status:', this.highSpeedOn);

    }

    toggleLights() {

        super.toggleLigths();

        super.lightsStatus();

        console.log('Lights are 100% operational.');

    }

}

Отже, як ви перевизначили поведінку вихідного  методу **toggleLights()**  ?

У супер-класі  метод **toggleLights()**  був визначений наступним чином:

toggleLights() {

    this.lightsOn = !this.lightsOn;

}

Ви зрозуміли, що  метод **HighSpeedTrain**  має повторно використовувати існуючу поведінку вихідного  методу **toggleLights()**  , тому ви використали  синтаксис **super.toggleLights(),**  щоб успадкувати весь метод суперкласу.

**Далі ви також успадковуєте поведінку методу lightsStatus()** суперкласу   , оскільки ви розумієте, що хочете, щоб оновлений статус  властивості **lightsOn**  реєструвався на консолі щоразу, коли ви викликаєте  метод **toggleLights()**  у підпорядкованому клас.

Нарешті, ви також додаєте третій рядок у повторно реалізований  метод **toggleLights()**  , а саме:

console.log('Lights are 100% operational.');

Ви додали цей третій рядок, щоб показати, що я можу поєднати «позичений» код методу з суперкласу з вашим власним кодом у підкласі.

Тепер ви готові побудувати кілька об’єктів поїзда.

var train5 = new Train('blue', false);

var highSpeed1 = new HighSpeedTrain(200, false, 'green', false);

Ви створили  об’єкт **train5**  класу  **Train**  і встановили для нього  **колір «синій»,**  а   для  **lightsOn**  —  **false** .

Далі ви створили  об’єкт **highSpeed1**  для  класу **HighSpeedTrain**  , встановивши для  **пасажирів**  значення  **200** ,  для **highSpeedOn**  значення  **false** ,  **колір**  —  **«зелений»** і lightsOn — значення false.

Тепер ви можете перевірити поведінку  **train5** , викликавши, наприклад,  метод **toggleLights()**  , а потім  метод **lightsStatus()**  :

train5.toggleLights(); // undefined

train5.lightsStatus(); // Lights on? true

Ось повний готовий код для цього уроку:

class Train {

    constructor(color, lightsOn) {

        this.color = color;

        this.lightsOn = lightsOn;

    }

    toggleLights() {

        this.lightsOn = !this.lightsOn;

    }

    lightsStatus() {

        console.log('Lights on?', this.lightsOn);

    }

    getSelf() {

        console.log(this);

    }

    getPrototype() {

        var proto = Object.getPrototypeOf(this);

        console.log(proto);

    }

}

class HighSpeedTrain extends Train {

    constructor(passengers, highSpeedOn, color, lightsOn) {

        super(color, lightsOn);

        this.passengers = passengers;

        this.highSpeedOn = highSpeedOn;

    }

    toggleHighSpeed() {

        this.highSpeedOn = !this.highSpeedOn;

        console.log('High speed status:', this.highSpeedOn);

    }

    toggleLights() {

        super.toggleLights();

        super.lightsStatus();

        console.log('Lights are 100% operational.');

    }

}

var myFirstTrain = new Train('red', false);

console.log(myFirstTrain); // Train {color: 'red', lightsOn: false}

var mySecondTrain = new Train('blue', false);

Зверніть увагу на те, що  метод **toggleLights()**  поводиться інакше в  класі **HighSpeedTrain,**  ніж у  класі **Train**  .

Крім того, це допомагає візуалізувати те, що відбувається, отримавши прототип  поїздів **train5**  і  **highSpeed1** :

train5.getPrototype(); // {constructor: ƒ, toggleLights: ƒ, lightsStatus: ƒ, getSelf: ƒ, getPrototype: ƒ}

highSpeed1.getPrototype(); // Train {constructor: ƒ, toggleHighSpeed: ƒ, toggleLights: ƒ}

Повернуті значення в цьому випадку спочатку можуть здатися трохи складними для розуміння, але насправді це досить просто:

1. Об’єкт-прототип об’єкта  **train5**  було створено, коли ви визначили клас  **Train** . Ви можете отримати доступ до прототипу за допомогою  синтаксису **Train.prototype**  і повернути об’єкт прототипу.
2. Об’єктом-прототипом об’єкта  **highSpeed1**  є цей об’єкт: **{constructor: ƒ, toggleHighSpeed: ƒ, toggleLights: ƒ}** . У свою чергу, цей об’єкт має власний прототип, який можна знайти за допомогою такого синтаксису:  **HighSpeedTrain.prototype.\_\_proto\_\_** . Запуск цього коду повертає:  **{constructor: ƒ, toggleLights: ƒ, lightsStatus: ƒ, getSelf: ƒ, getPrototype: ƒ}** .

Прототипи здаються легкими для розуміння на певному рівні, але легко загубитися в складності. Це одна з причин, чому синтаксис класів у JavaScript покращує роботу розробника, полегшуючи міркування про зв’язки між класами. Однак, удосконалюючи свої навички, ви завжди повинні прагнути краще розуміти свої інструменти, зокрема прототипи. Зрештою, JavaScript — це лише інструмент, а ви зараз «зазирнули за шторку».

У цьому читанні ви дізналися саму суть того, як ООП із класами працює в JavaScript. Однак це ще не все.

На уроці з проектування об’єктно-орієнтованої програми ви дізнаєтеся ще кілька корисних понять. Здебільшого вони пов’язані з кодуванням ваших класів, щоб було ще легше створювати екземпляри об’єктів цих класів у JavaScript.

**Використання екземпляра класу як властивості конструктора іншого класу**

Розглянемо такий приклад:

class StationaryBike {

    constructor(position, gears) {

        this.position = position

        this.gears = gears

    }

}

class Treadmill {

    constructor(position, modes) {

        this.position = position

        this.modes = modes

    }

}

class Gym {

    constructor(openHrs, stationaryBikePos, treadmillPos) {

        this.openHrs = openHrs

        this.stationaryBike = new StationaryBike(stationaryBikePos, 8)

        this.treadmill = new Treadmill(treadmillPos, 5)

    }

}

var boxingGym = new Gym("7-22", "right corner", "left corner")

console.log(boxingGym.openHrs) //

console.log(boxingGym.stationaryBike) //

console.log(boxingGym.treadmill) //

У цьому прикладі визначено три класи: **StationaryBike** , **Treadmill** і **Gym** .

Клас **StationaryBike** закодовано таким чином, що його майбутній екземпляр об’єкта матиме властивості **position** та **gears** . Властивість **position** описує, де в тренажерному залі буде розміщено велотренажер, а властивість **gears** визначає кількість передач, яку має мати цей велотренажер.

Клас **Treadmill** також має позицію та іншу властивість, що називається **режимами** (як у «режимах вправи»).

Клас **Gym** має три параметри у своїй функції-конструкторі: **openHrs** , **stationaryBikePos** , **treadmillPos** .

Цей код дозволяє мені створити екземпляр нового екземпляра об’єкта класу **Gym** , а потім, перевіряючи його, я отримую таку інформацію:

* **властивість openHrs** дорівнює " **7-22"** (тобто з 7 ранку до 10 вечора)
* Властивість **stationaryBike** є об'єктом типу **StationaryBike** , що містить дві властивості: **position** і **gears**
* властивість **treadmill** є об'єктом типу **Treadmill** , що містить дві властивості: **положення** та **режими**

тиСкинути

Тепер я можу зробити скільки завгодно морозива:

function Icecream(flavor) {

    this.flavor = flavor;

    this.meltIt = function() {

        console.log(`The ${this.flavor} icecream has melted`);

    }

}

let kiwiIcecream = new Icecream("kiwi");

let appleIcecream = new Icecream("apple");

kiwiIcecream; // --> Icecream {flavor: 'kiwi', meltIt: ƒ}

appleIcecream; // --> Icecream {flavor: 'apple', meltIt: ƒ}

Я щойно створив два екземпляри об’єктів  типу **Icecream**  .

Найпоширенішим варіантом використання  **new**  є використання його з одним із вбудованих типів об’єктів.

Зауважте, що використання функцій конструктора для всіх вбудованих об’єктів іноді є не найкращим підходом.

Особливо це стосується конструкторів об’єктів примітивних типів, а саме:  **String** ,  **Number** і  **Boolean** .

Наприклад, за допомогою вбудованого  конструктора **String**  я можу створити нові рядки:

let  apple =  new String ( "яблуко" );

яблуко;  // --> рядок {'apple'}

**Змінна apple** є   об'єктом типу  **String** .

Давайте подивимося, чим  об’єкт **apple**  відрізняється від наступної  змінної **pear**  :

let pear = "pear";

pear; // --> "pear"

Змінна  **pear**  — це рядковий літерал, тобто примітивне значення Javascript.

Змінна  **pear**  , будучи примітивним значенням, завжди буде більш продуктивною, ніж  змінна **apple**  , яка є об’єктом.

Крім більшої продуктивності, через те, що кожен об’єкт у JavaScript унікальний, ви не можете порівняти об’єкт String з іншим об’єктом String, навіть якщо їхні значення ідентичні.

Іншими словами, якщо ви порівнюєте  **new String('plum') === new String('plum')** , ви отримаєте  **false** , тоді як  **"plum" === "plum"**  повертає true. Ви отримуєте  **false**  під час порівняння об’єктів, тому що порівнюються не значення, які ви передаєте конструктору, а місце розташування пам’яті, де зберігаються об’єкти.

Окрім невикористання конструкторів для побудови об’єктних версій примітивів, вам краще не використовувати конструктори під час побудови простих звичайних об’єктів.

Замість  **new Object** ви повинні дотримуватися синтаксису об’єктного літералу:  **{}** .

Об’єкт RegExp — ще один вбудований об’єкт у JavaScript. Він використовується для **зіставлення рядків за зразком** за допомогою так званих «регулярних виразів». Регулярні вирази існують у багатьох мовах, не лише в JavaScript.

У JavaScript ви можете створити екземпляр конструктора RegExp за допомогою **new RegExp** .

Крім того, ви можете використовувати літерал шаблону замість RegExp. Ось приклад використання **/d/** як літералу шаблону, переданого як аргумент методу **match** у рядку.

"abcd".match(/d/); // ['d', index: 3, input: 'abcd', groups: undefined]

"abcd".match(/a/); // ['a', index: 0, input: 'abcd', groups: undefined]

Замість використання  конструкторів **Array** ,  **Function** і  **RegExp**  ви повинні використовувати їхні різновиди літералів масиву, літералів функцій і літералів шаблону:  **[]** ,  **() {}** і  **/()/** .

Однак, будуючи об'єкти інших вбудованих типів, ми можемо використовувати конструктор.

Ось кілька прикладів:

new Date();

new Error();

new Map();

new Promise();

new Set();

new WeakSet();

new WeakMap();

Наведений вище список не є вичерпним, але він лише для того, щоб дати вам уявлення про деякі функції конструктора, які ви можете використовувати.

**Параметри за замовчуванням**

Корисна функція ES6 дозволяє мені встановити параметр за замовчуванням у визначенні функції По-перше, .

Це означає, що я буду використовувати функцію ES6, яка дозволяє мені встановити параметр за замовчуванням у визначенні функції, що йде рука об руку з підходом до захисного кодування, але не вимагає майже жодних зусиль для реалізації.

Наприклад, розглянемо оголошення функції без параметрів за замовчуванням:

function noDefaultParams(number) {

    console.log('Result:', number \* number)

}

Очевидно, що  функція **noDefaultParams**  має повертати будь-яке отримане число  *в квадраті* .

Але що, якби я назвав це так:

noDefaultParams(); // Result: NaN

Через свою динамічну природу JavaScript не видає помилки, але повертає безглуздий результат.

Тепер розглянемо наступне вдосконалення, використовуючи параметри за замовчуванням:

function withDefaultParams(number = 10) {

    console.log('Result:', number \* number)

}

Параметри за замовчуванням дозволяють мені побудувати функцію, яка працюватиме зі значеннями аргументів за замовчуванням, навіть якщо я не передаю їй жодних аргументів, і водночас залишаюся достатньо гнучким, щоб дозволити мені передавати значення користувацьких аргументів і працювати з ними відповідно.

Тепер це дозволяє мені кодувати свої класи таким чином, щоб полегшити створення екземплярів об’єктів.

Розглянемо таке визначення класу:

class NoDefaultParams {

    constructor(num1, num2, num3, string1, bool1) {

        this.num1 = num1;

        this.num2 = num2;

        this.num3 = num3;

        this.string1 = string1;

        this.bool1 = bool1;

    }

    розрахувати() {

        if(this.bool1) {

            console.log(this.string1, this.num1 + this.num2 + this.num3);

            return;

        }

        return "The value of bool1 is incorrect"

    }

}

Тепер я створю екземпляр об’єкта  класу **NoDefaultParams**  і запусту   для нього метод **calculate()** . Очевидно, що  **bool1**  має бути встановлено на  **true**  під час виклику, щоб це працювало, але я встановлю його на false навмисно, щоб підкреслити те, що я маю на увазі.

var fail = new NoDefaultParams(1,2,3,false);

fail.calculate(); // 'The value of bool1 is incorrect'

Цей приклад може підкреслити причину, чому іноді з’являються дивні повідомлення про помилки під час використання певного програмного забезпечення – можливо, розробники просто не мали достатньо часу, щоб покращити його.

Однак тепер, коли ви знаєте про параметри за замовчуванням, цей приклад можна покращити наступним чином:

class WithDefaultParams {

    constructor(num1 = 1, num2 = 2, num3 = 3, string1 = "Result:", bool1 = true) {

        this.num1 = num1;

        this.num2 = num2;

        this.num3 = num3;

        this.string1 = string1;

        this.bool1 = bool1;

    }

    розрахувати() {

        if(this.bool1) {

            console.log(this.string1, this.num1 + this.num2 + this.num3);

            return;

        }

        return "The value of bool1 is incorrect"

    }

}

var better = new WithDefaultParams();

better.calculate(); // Result: 6

Цей підхід покращує роботу розробника з моїм кодом, оскільки мені більше не потрібно турбуватися про те, щоб надати  класу **WithDefaultParameters**  усі аргументи. Для швидких тестів це чудово, тому що мені більше не потрібно турбуватися про передачу відповідних аргументів.

Крім того, цей підхід справді блищить при побудові ієрархій успадкування за допомогою класів, оскільки він дає змогу надавати лише власні властивості в підкласі, приймаючи всі параметри за замовчуванням від конструктора суперкласу.

Підсумовуючи, у цьому читанні я розглянув наступне:

* Як підійти до розробки об’єктно-орієнтованої програми на JavaScript
* Роль   ключових слів **extends**  і  **super**
* Важливість використання параметрів за замовчуванням.

**Розробка об’єктно-орієнтованих програми**

У цьому читанні я покажу вам, як створювати класи в JavaScript, використовуючи всі концепції, які ви вивчили досі.

Зокрема, я готуюся створити таку ієрархію успадкування:

Тварина / \ Кіт Птах / \ \ Домашній Кіт Тигровий Папуга

Є два ключові слова, які є важливими для ООП із класами в JavaScript.

Ці ключові слова —  **extends**  і  **super** .

Ключове  слово **extends**  дозволяє мені успадковувати існуючий клас.

Базуючись на наведеній вище ієрархії, я можу закодувати  клас **Animal**  так:

class Animal {

    // ... class code here ...

}

Тоді я можу закодувати, наприклад,  підклас **Cat**  так:

class Cat extends Animal {

    // ... class code here ...

}

Ось як  ключове слово **extends**  використовується для встановлення зв’язків успадкування.

Ключове  слово **super**  дозволяє мені «позичити» функціональність у супер-класу в підкласі. Точну динаміку того, як це працює, буде розглянуто пізніше в цьому уроці.

Тепер я можу почати думати про те, як реалізувати свою ієрархію класів ООП.

Перш ніж почати, мені потрібно подумати про такі речі, як: \* Що має входити до базового класу  **Animal** ? Іншими словами, що всі підкласи успадкують від базового класу? \* Які конкретні властивості та методи відрізняють кожен клас від інших? \* Загалом, як мої заняття будуть пов’язані між собою?

Після того, як я все продумаю, я зможу будувати свої класи.

Отже, мій план такий:

1.  Конструктор класу **Animal**  матиме дві властивості:  **колір**  та  **енергію**

2.  Прототип класу **Animal**  матиме три методи:  **isActive()** ,  **sleep()** і  **getColor()** .

3.  Метод **isActive()**  під час кожного запуску знижуватиме значення  **енергії**  , поки воно не досягне  **0** . Метод  **isActive()**  також повідомляє про оновлене значення  **енергії** . Якщо  **енергія**  дорівнює нулю, тваринний об’єкт негайно перейде в сплячий режим, викликавши  метод **sleep()**  на основі зазначеної умови.

4.  Метод **getColor()**  просто реєструватиме консольне значення  властивості **color**  .

5.  Клас **Cat**  буде успадкований від  **Animal** з додатковими  властивостями **звуку** ,  **canJumpHigh** і  **canClimbTrees**  , характерними для  класу **Cat**  . Він також матиме власний  метод **makeSound()**  .

6.  Клас **Bird**  також буде успадкований від  **Animal** , але його особливі властивості будуть суттєво відрізнятися від  **Cat** . А саме,  клас **Bird**  матиме  властивості **sound**  і  **canFly**  , а  також метод **makeSound**  .

7.  Клас **HouseCat**  розширить  клас **Cat**  і матиме власний  **houseCatSound**  як спеціальну властивість. Крім того, він замінить  метод **makeSound()**  із  класу **Cat**  , але зробить це цікавим способом. Якщо  метод **makeSound()**  під час виклику отримує єдиний  аргумент **опції**  — встановлений на  **true** , тоді він запустить  **super.makeSound()**  — іншими словами, запустить код із батьківського класу ( **Cat** ) із додаванням запуску  **console.log(this.houseCatSound)** . По суті, це означає, що   метод  **makeSound() об’єкта екземпляра класу HouseCat**  матиме дві окремі поведінки залежно від того, передаємо ми його  **true**  чи  **false** .

8.  Клас **Tiger**  також буде успадкований від  **Cat** і матиме власну  властивість **tigerSound**  , тоді як решта поведінки буде майже такою ж, як у  класі **HouseCat**  .

9. Нарешті,  клас **Parrot**  розширить  клас **Bird**  за допомогою власної  властивості **canTalk**  і власного  методу **makeSound()** , який працює з двома умовними умовами: один, який перевіряє, чи  було передано   значення  **true makeSound**  під час виклику, а інший, що перевіряє значення, що зберігається у  властивості **this.canTalk**  .

Тепер, коли я повністю пояснив, як повинен працювати весь код у моїй ієрархії класів, я міг би почати його реалізацію, додавши всі вимоги як коментарі до структури коду.

На цьому етапі з усіма вимогами, записаними у вигляді коментарів, мій код має бути таким:

class Animal {

    // constructor: color, energy

    // isActive()

        // if energy > 0, energy -=20, console log energy

        // else if energy <= 0, sleep()

    // sleep()

        // energy += 20

        // console.log energy

}

class Cat extends Animal {

    // constructor: sound, canJumpHigh, canClimbTrees, color, energy

    // makeSound()

        // console.log sound

}

class Bird extends Animal {

    // constructor: sound, canFly, color, energy

    // makeSound()

        // console.log sound

}

class HouseCat extends Cat {

    // constructor: houseCatSound, sound, canJumpHigh, canClimbTrees, color, energy

    // makeSound(option)

        // if (option)

            // super.makeSound()

        // console.log(houseCatSound)

}

class Tiger extends Cat {

    // constructor: tigerSound, sound, canJumpHigh, canClimbTrees, color, energy

    // makeSound(option)

        // if (option)

            // super.makeSound()

        // console.log(tigerSound)

}

class Parrot extends Bird {

    // constructor: canTalk, sound, canJumpHigh, canClimbTrees, color, energy

    // makeSound(option)

        // if (option)

            // super.makeSound()

        // if (canTalk)

            // console.log("talking!")

Тепер, коли я закодував свої вимоги в коментарях порожніх класів, я можу почати кодувати кожен клас відповідно до своїх специфікацій.

**Кодування   класу Animal**

Спочатку я закодую базовий  клас **Animal**  .

class Animal {

    constructor(color = 'yellow', energy = 100) {

        this.color = color;

        this.energy = energy;

    }

    isActive() {

        if(this.energy > 0) {

            this.energy -= 20;

            console.log('Energy is decreasing, currently at:', this.energy)

        } else if(this.energy == 0){

            this.sleep();

        }

    }

    сон() {

        this.energy += 20;

        console.log('Energy is increasing, currently at:', this.energy)

    }

    getColor() {

        console.log(this.color)

    }

}

Кожен тваринний об’єкт, яким би він не був, матиме спільні властивості  **кольору**  та  **енергії** .

Тепер я можу кодувати  класи **Cat**  і  **Bird**  :

class Cat extends Animal {

    constructor(sound = 'purr', canJumpHigh = true, canClimbTrees = true, color, energy) {

        super(color, energy);

        this.sound = sound;

        this.canClimbTrees = canClimbTrees;

        this.canJumpHigh = canJumpHigh;

    }

    makeSound() {

        console.log(this.sound);

    }

}

class Bird extends Animal {

    constructor(sound = 'chirp', canFly = true, color, energy) {

        super(color, energy);

        this.sound = sound;

        this.canFly = canFly;

    }

    makeSound() {

        console.log(this.sound);

    }

}

Примітка: якби я не використовував  ключове слово **super**  у наших підкласах, після виконання наведеного вище коду я отримав би таку помилку:  **Uncaught ReferenceError: Must call super constructor in derived class before accessing 'this' або повернення з похідного конструктора.**

І тепер я можу закодувати три класи, що залишилися:  **HouseCat** ,  **Tiger** і  **Parrot** .

class HouseCat extends Cat {

    constructor(houseCatSound = "meow", sound,canJumpHigh,canClimbTrees, color,energy) {

        super(sound,canJumpHigh,canClimbTrees, color,energy);

        this.houseCatSound = houseCatSound;

    }

    makeSound(параметр) {

        if (option) {

            super.makeSound();

        }

        console.log(this.houseCatSound);

    }

}

class Tiger extends Cat {

    constructor(tigerSound = "Roar!", sound,canJumpHigh,canClimbTrees, color,energy) {

        super(sound,canJumpHigh,canClimbTrees, color,energy);

        this.tigerSound = tigerSound;

    }

    makeSound(параметр) {

        if (option) {

            super.makeSound();

        }

        console.log(this.tigerSound);

    }

}

class Parrot extends Bird {

    constructor(canTalk = false, sound,canFly, color,energy) {

        super(sound,canFly, color,energy);

        this.canTalk = canTalk;

    }

    makeSound(параметр) {

        if (option) {

            super.makeSound();

        }

        if (this.canTalk) {

            console.log("I'm a talking parrot!");

        }

    }

}

Тепер, коли ми налаштували всю цю структуру успадкування, ми можемо створювати різні тваринні об’єкти.

Наприклад, я можу побудувати двох папуг: один може говорити, а другий – ні.

var polly = new Parrot(true); // we're passing `true` to the constructor so that polly can talk

var fiji = new Parrot(false); // we're passing `false` to the constructor so that fiji can't talk

polly.makeSound(); // 'chirp', 'I'm a talking parrot!'

fiji.makeSound(); // 'chirp'

polly.color; // yellow

polly.energy; // 100

polly.isActive(); // Energy is decreasing, currently at: 80

var penguin = new Bird("shriek", false, "black and white", 200); // setting all the custom properties

penguin; // Bird {color: 'black and white', energy: 200, sound: 'shriek', canFly: false }

penguin.sound; // 'shriek'

penguin.canFly; // false

penguin.color; // 'black and white'

penguin.energy; // 200

penguin.isActive(); // Energy is decreasing, currently at: 180

Також я можу побудувати домашнього кота:

var leo = new HouseCat();

Тепер я можу  муркотіти **Лео**  :

// leo, no purring please:

leo.makeSound(false); // meow

// leo, both purr and meow now:

leo.makeSound(true); // purr, meow

Крім того, я можу побудувати тигра:

var cuddles = new Tiger();

Мій  **тигр**  вміє муркотіти й ревіти, або просто ревіти:

cuddles.makeSound(false); // Roar!

cuddels.makeSound(true); // purr, Roar!

Ось повний код із цього уроку для легшого копіювання:

class Animal {

    constructor(color = 'yellow', energy = 100) {

        this.color = color;

        this.energy = energy;

    }

    isActive() {

        if(this.energy > 0) {

            this.energy -= 20;

            console.log('Energy is decreasing, currently at:', this.energy)

        } else if(this.energy == 0){

            this.sleep();

        }

    }

    сон() {

        this.energy += 20;

        console.log('Energy is increasing, currently at:', this.energy)

    }

    getColor() {

        console.log(this.color)

    }

}

class Cat extends Animal {

    constructor(sound = 'purr', canJumpHigh = true, canClimbTrees = true, color, energy) {

        super(color, energy);

        this.sound = sound;

        this.canClimbTrees = canClimbTrees;

        this.canJumpHigh = canJumpHigh;

    }

    makeSound() {

        console.log(this.sound);

    }

}

class Bird extends Animal {

    constructor(sound = 'chirp', canFly = true, color, energy) {

        super(color, energy);

        this.sound = sound;

        this.canFly = canFly;

    }

**Цикли for**

Ви дізнаєтесь, як концептуально працює цикл for of.

Для початку важливо знати, що цикл for of не може працювати безпосередньо з об’єктом, оскільки  **об’єкт не можна повторювати** . Наприклад:

const car = {

    speed: 100,

    color: "blue"

}

for(prop of car) {

    console.log(prop)

}

Запуск наведеного вище фрагмента коду призведе до такої помилки:

Uncaught TypeError: car is not iterable

На відміну від об’єктів, масиви  *можна*  ітерувати. Наприклад:

const colors = ['red','orange','yellow']

for (var color of colors) {

    console.log(color);

}

Цього разу вихід виглядає наступним чином:

червоний

помаранчевий

жовтий

На щастя, ви можете використовувати той факт, що цикл for of можна запускати на масивах,  *щоб перебирати об’єкти* .

Але як?

Перш ніж ви зможете правильно відповісти на це запитання, вам спочатку потрібно переглянути три вбудовані методи:  **Object.keys()** ,  **Object.values()** і  **Object.entries()** .

**Вбудовані методи**

**Метод Object.keys  ().**

Метод  **Object.keys()**  отримує об’єкт як свій параметр. Пам’ятайте, що цей об’єкт є  **тим об’єктом, який ви хочете виконати в циклі** . Ще занадто рано пояснювати, як ви будете перебирати сам об'єкт; поки що зосередьтеся на поверненому масиві властивостей під час виклику  методу **Object.keys()**  .

Ось приклад запуску  методу **Object.keys()**  на абсолютно новому  об’єкті **car2**  :

const car2 = {

    speed: 200,

    color: "red"

}

console.log(Object.keys(car2)); // ['speed','color']

Отже, коли я запускаю  **Object.keys()**  і передаю йому мій   об’єкт  **car2 , повернуте значення є масивом рядків** , де кожен рядок є ключем властивостей, що містяться в моєму  об’єкті **car2**  .

**Метод Object.values ().**

Іншим корисним методом є  **Object.values()** :

const car3 = {

    speed: 300,

    color: "yellow"

}

console.log(Object.values(car3)); // [300, 'yellow']

**Метод Object.entries ().**

Нарешті, є ще один корисний метод,  **Object.entries()** , який повертає масив зі списком як ключів, так і значень.

const car4 = {

    speed: 400,

    color: 'magenta'

}

console.log(Object.entries(car4));

Під час виклику  методу **Object.entries()** повертається  наступне:

[ ['speed', 400], ['color', 'magenta'] ]

Цього разу значення, які повертаються, є масивами з 2 елементів, вкладеними в масив. Іншими словами, ви отримуєте масив масивів, де кожен елемент масиву має два члени, перший з яких є ключем властивості, а другий — значенням властивості.

По суті, це схоже на те, що ви перераховуєте всі властивості певного об’єкта, приблизно так:

[

    [propertyKey, propertyVal],

    [propertyKey, propertyVal],

    ...і т.д

]

Підводячи підсумок, ви дізналися, що ви можете перебирати масиви за допомогою  циклу **for of**  . Ви також дізналися, що ви можете витягувати ключі об’єкта, значення або те й інше за допомогою  синтаксису **Object.keys()** ,  **Object.values()** і  **Object.entries()**  .

**Приклади**

Тепер у вас є всі інгредієнти, необхідні для  **циклу по ключах і значенням властивостей будь-якого об’єкта** .

Ось дуже простий приклад того, як це зробити:

var clothingItem = {

    price: 50,

    color: 'beige',

    material: 'cotton',

    season: 'autumn'

}

for( const key of Object.keys(clothingItem) ) {

    console.log(key, ":", clothingItem[key])

}

Найважча частина для розуміння в цьому синтаксисі, ймовірно,  **clothingItem[key]** .

На щастя, це не надто важко зрозуміти, особливо тому, що ви вже розглянули цю концепцію раніше, коли вивчали,  **як отримати доступ до члена об’єкта за допомогою позначення в дужках** .

Згадайте, що ви також дізналися, як можна динамічно отримувати доступ до імені властивості.

Щоб повернутися до цієї концепції та показати практичну демонстрацію того, як це працює, давайте закодуємо оголошення функції, яка випадковим чином призначає або  **швидкість рядка, або колір**  рядка   імені змінної, а потім створимо об’єкт, який має лише два ключі:  ключ **швидкості**  та кольоровий  **ключ**  .

Після цього налаштування ви зможете динамічно отримувати доступ до однієї з цих властивостей абсолютно нового  об’єкта **дрона**  , використовуючи нотацію в дужках.

Ось код прикладу:

function testBracketsDynamicAccess() {

  var dynamicKey;

  if(Math.random() > 0.5) {

    dynamicKey = "speed";

   }else{

     dynamicKey = "color";

   }

    var drone = {

      speed: 15,

      color: "orange"

    }

    console.log(drone[dynamicKey]);

}

testBracketsDynamicAccess();

Цей приклад може здатися дещо заплутаним, але його мета полягає в тому, щоб продемонструвати той факт, що ви отримуєте одне чи інше значення з ключа об’єкта на основі рядка, який було призначено змінній dynamicKey  **і**  доступ до якого без проблем здійснюється за допомогою позначення в дужках.

Не соромтеся запустити  функцію **testBracketsDynamicAccess()**  кілька разів, і ви помітите, що іноді виводиться значення  **15** , а іноді воно  **помаранчеве** , хоча я завжди використовую  ключ **drone[dynamicKey]**  . Оскільки значення **dynamicKey**  заповнюється під час  виклику **Math.random()**  , іноді цей вираз обчислюється як  **drone["speed"]** , а в інших випадках цей вираз обчислюється як  **drone["color"]** .

**Приклади літералів шаблонів**

**Що таке літерали шаблону?**

Літерали шаблону — це альтернативний спосіб роботи з рядками, який був представлений у доповненні ES6 до мови JavaScript.

До ES6 єдиним способом створення рядків у JavaScript було розділення їх одинарними або подвійними лапками:

«Привіт, світ!»

"Привіт, світ!"

Поряд із попередніми способами побудови рядків, ES6 представив використання зворотних символів як розділювачів:

`Hello, World!`

Наведений вище фрагмент коду є прикладом рядка шаблону, який також відомий як літерал шаблону.

*Примітка. На більшості клавіатур знак зворотної позначки може розташовуватися над клавішею TAB, ліворуч від клавіші з цифрою 1.*

За допомогою літералів шаблону вираз можна вставити в  *заповнювач* . Покажчик місця заповнення представлено ${}, де все, що знаходиться у фігурних дужках, розглядається як JavaScript, а все, що знаходиться поза дужками, розглядається як рядок:

**Відмінності шаблону від звичайного рядка**

Існує кілька способів, якими рядок шаблону відрізняється від звичайного рядка.

* По-перше, це дозволяє  **змінну інтерполяцію** :

let greet = "Hello";

let place = "World";

console.log(`${greet} ${place} !`) //display both variables using template literals

Наведений вище журнал консолі виведе:

Hello World !

По суті, використання шаблонних літералів дозволяє програмістам вставляти змінні безпосередньо між зворотними галочками, без необхідності використовувати  оператор **+**  і одинарні або подвійні лапки для відокремлення рядкових літералів від змінних. Іншими словами, у ES5 наведений вище приклад потрібно було б записати так:

var greet = "Hello";

var place = "World";

console.log(greet + " " + place + "!"); //display both variables without using template literals

* Окрім інтерполяції змінних, рядки шаблону можуть охоплювати декілька рядків.

Наприклад, це ідеальний синтаксис:

`Hello,

World

!

`

Зверніть увагу, що це не можна зробити за допомогою  **рядкових літералів**  (тобто рядків, розділених одинарними або подвійними лапками):

"Hello,

World"

Наведений вище код під час виконання видає синтаксичну помилку.

Простіше кажучи, шаблонні літерали дозволяють багаторядкові рядки - те, що просто неможливо з рядковими літералами.

* Крім того, причина, чому можна інтерполювати змінні в літералах шаблону, полягає в тому, що цей синтаксис фактично дозволяє  **оцінювати вираз** .

Іншими словами, це:

//it's possible to perform arithmetic operation inside a template literal expression

console.log(`${1 + 1 + 1 + 1 + 1} stars!`)

У наведеному вище прикладі консольно запише такий рядок:  **5 зірок!** .

Це відкриває безліч можливостей. Наприклад, можна обчислити потрійний вираз у літералі шаблону.

Деякі додаткові варіанти використання літералів шаблону – це  **вкладені літерали шаблону**  та  **шаблони з тегами** . Однак вони дещо більш залучені і виходять за рамки цього читання.

**Приклади структур даних**

Основна увага буде зосереджена на роботі зі структурами даних Object, Array, Map і Set у JavaScript через низку прикладів.

**Робота з масивами в JavaScript**

Раніше ви розглянули багато концепцій, пов’язаних із роботою з масивами JavaScript.

Однак є ще кілька важливих тем, які можна розглянути, і одна з них, наприклад, робота з деякими вбудованими методами.

У цьому читанні фокус зосереджений на трьох конкретних методах, які існують для масивів:

1. **forEach**
2. **фільтр**
3. **карта**

Давайте розглянемо ці методи.

**Метод forEach ().**

Масиви в JavaScript оснащені зручним методом, який дозволяє циклічно переглядати кожного з їхніх членів.

Ось основний синтаксис:

const fruits = ['kiwi','mango','apple','pear'];

function appendIndex(fruit, index) {

    console.log(`${index}. ${fruit}`)

}

fruits.forEach(appendIndex);

Результат виконання наведеного вище коду такий:

0. kiwi

1. mango

2. apple

3. pear

Щоб пояснити синтаксис,  метод **forEach()**  приймає  **функцію, яка працюватиме з кожним елементом масиву** . Першим параметром цієї функції є сам поточний елемент масиву, а другим (необов’язковим) параметром є індекс.

Дуже часто функція, яку  має використовувати метод **forEach(),**  передається безпосередньо у виклик методу, ось так:

const veggies = ['onion', 'garlic', 'potato'];

veggies.forEach( function(veggie, index) {

    console.log(`${index}. ${veggie}`);

});

Це робить код більш компактним, але, можливо, дещо важчим для читання. Для покращення читабельності іноді використовуються функції стрілок. Ви можете дізнатися більше про функції стрілок у додатковому читанні.

**Метод filter().**

Ще один дуже корисний метод для масиву — це  метод **filter()**  . Він фільтрує ваші масиви  **на основі певного тесту** . Повертаються ті елементи масиву, які пройшли перевірку.

Ось приклад:

const nums = [0,10,20,30,40,50];

nums.filter( function(num) {

    return num > 20;

})

Ось повернуте значення масиву:

[30,40,50]

Подібно до  методу **forEach()** ,  метод **filter()**  також приймає функцію, і ця функція виконує певну роботу над кожним із елементів масиву.

**Метод карти​**

Нарешті, є дуже корисний  метод **карти**  .

Цей метод використовується для зіставлення кожного елемента масиву з елементом іншого масиву на основі будь-якої роботи, виконаної всередині функції, яка передається на карту як параметр.

Наприклад:

[0,10,20,30,40,50].map( function(num) {

    return num / 10

})

Повернене значення з коду вище:

[0,1,2,3,4,5]

Як уже обговорювалося, вибір належної структури даних впливає на сам код, який ви можете написати. Це пояснюється тим, що сама структура даних має деякі вбудовані функції, які спрощують виконання певних завдань або ускладнюють або навіть унеможливлюють без перетворення коду на правильну структуру даних.

Тепер, коли ви розглянули методи, давайте дослідимо, як працювати з різними вбудованими структурами даних у JavaScript.

**Робота з об'єктами в JavaScript**

Багато інформації про те, як працювати з об’єктами в JavaScript, вже розглянуто в цьому курсі.

Наведений нижче приклад демонструє, як використовувати структуру даних об’єкта для виконання конкретного завдання. Це завдання полягає в тому, щоб перетворити об’єкт на масив:

const result = [];

const drone = {

    speed: 100,

    color: 'yellow'

}

const droneKeys = Object.keys(drone);

droneKeys.forEach( function(key) {

    result.push(ключ, drone[ключ])

})

console.log(результат)

Це результат виконання наведеного вище коду:

['speed',100,'color','yellow']

Хоча це можливо і працює, необхідність зробити щось подібне може означати, що ви не вибрали правильну структуру даних для роботи у своєму коді.

З іншого боку, іноді вам не вдається вибрати структуру даних, з якою ви працюєте. Можливо, ці дані надходять від стороннього постачальника даних, і все, що ви можете зробити, це закодувати свою програму так, щоб вона споживала їх. Ви дізнаєтеся більше про обмін даними в Інтернеті, коли дізнаєтесь про JSON (нотація об’єктів JavaScript).

**Робота з картами в JavaScript**

Щоб створити нову карту, ви можете скористатися  конструктором **карти**  :

new Map();

Карта може бути дуже схожою на об’єкт у JS.

Однак він не має спадковості. Жодних прототипів! Це робить його корисним як сховище даних.

Наприклад:

let bestBoxers = new Map();

bestBoxers.set(1, "The Champion");

bestBoxers.set(2, "The Runner-up");

bestBoxers.set(3, "The third place");

console.log(bestBoxers);

Ось результат консолі:

Map(3) {1 => 'The Champion', 2 => 'The Runner-up', 3 => 'The third place'}

Щоб отримати конкретне значення, потрібно використовувати  метод **get()**  . Наприклад:

bestBoxers.get(1); // 'The Champion'

**Робота з наборами в JavaScript**

Набір — це набір унікальних значень.

Щоб створити новий набір, ви можете скористатися  конструктором **Set**  :

new Set();

Конструктор  **Set**  може, наприклад, приймати масив.

Це означає, що ми можемо використовувати його для швидкого фільтрування масиву за унікальними членами.

const repetitiveFruits = ['apple','pear','apple','pear','plum', 'apple'];

const uniqueFruits = new Set(repetitiveFruits);

console.log(uniqueFruits);

Наведений вище код виводить на консоль наступне:

{'apple', 'pear', 'plum'}

**Інші структури даних у JavaScript**

Окрім вбудованих структур даних у JavaScript, можна створювати ненативні, власні структури даних.

Ці структури даних є вбудованими в деякі інші мови програмування або навіть ці інші мови програмування не підтримують їх нативно.

Деякі більш просунуті структури даних, які не були розглянуті, включають:

* Черги
* Зв’язані списки (однозв’язні та двозв’язані)
* дерева
* графіки

**Використання Spread і Rest**

У цій статті ви дізнаєтесь, як об’єднувати масиви та об’єкти за допомогою оператора rest. Ви також дізнаєтесь, як використовувати оператор spread, щоб:

* Додайте нових учасників до масивів без використання методу **push()** ,
* Перетворення рядка в масив і
* Скопіюйте об’єкт або масив в окремий об’єкт

**Згадайте, що методи push() і pop() використовуються для додавання та видалення елементів із кінця масиву.**

**Об’єднання масивів, об’єктів за допомогою оператора rest**

Використовуючи оператор spread, можна легко об’єднати масиви:

const fruits = ['apple', 'pear', 'plum']

const berries = ['blueberry', 'strawberry']

const fruitsAndBerries = [...fruits, ...berries] // concatenate

console.log(fruitsAndBerries); // outputs a single array

Ось результат:

['apple', 'pear', 'plum', 'blueberry', 'strawberry']

Також легко об’єднувати об’єкти:

const flying = { wings: 2 }

const car = { wheels: 4 }

const flyingCar = {...flying, ...car}

console.log(flyingCar) // {wings: 2, wheels: 4}

**Додайте нових членів до масивів без використання методу push().**

Ось як використовувати оператор поширення, щоб легко додати одного або кількох членів до існуючого масиву:

let veggies = ['onion', 'parsley'];

veggies = [...veggies, 'carrot', 'beetroot'];

console.log(овочі);

Ось результат:

['onion', 'parsley', 'carrot', 'beetroot']

**Перетворення рядка в масив за допомогою оператора поширення Spread**

Отримавши рядок, його легко розкласти на окремі елементи масиву:

const greeting = "Hello";

const arrayOfChars = [...greeting];

console.log(arrayOfChars); //  ['H', 'e', 'l', 'l', 'o']

**Копіювання об'єкта за допомогою оператора spread**

Ось як скопіювати об’єкт в повністю окремий об’єкт за допомогою оператора spread.

const car1 = {

    speed: 200,

    color: 'yellow'

}

const car 2 = {...car1}

car1.speed = 201

console.log(car1.speed, car2.speed)

Вихід  **201, 200** .

Ви можете скопіювати масив в повністю окремий масив, також використовуючи оператор поширення, ось так:

const fruits1 = ['apples', 'pears']

const fruits2 = [...fruits1]

fruits1.pop()

console.log(fruits1, "not", fruits2)

Цього разу результат:

['apples'] 'not' ['apples','pears']

Зауважте, що оператор розповсюдження виконує лише поверхове копіювання вихідного масиву або об’єкта. Для отримання додаткової інформації про це зверніться до додаткової літератури.

Є багато інших трюків, які можна виконати за допомогою оператора поширення. Деякі з них дуже зручні, коли ви починаєте працювати з такою бібліотекою, як React.