# 常见算法

# A：5534 拆分一个背包为logn个

# B：3584 多维树状数组

# C：蔡勒（Zeller）公式（计算星期）

蔡勒（Zeller）公式：是一个计算星期的公式。

随便给一个日期，就能用这个公式推算出是星期几。蔡勒公式如下：

w=y+[y/4]+[c/4]-2c+[26(m+1)/10]+d-1

公式中的符号含义如下：

w：星期； w对7取模得：0-星期日，1-星期一，2-星期二，3-星期三，4-星期四，5-星期五，6-星期六

c：世纪（前两位数）

y：年（后两位数）

m：月（m大于等于3，小于等于14，即在蔡勒公式中，某年的1、2月要看作上一年的13、14月来计算，比如2003年1月1日要看作2002年的13月1日来计算）

d：日

[ ]代表取整，即只要整数部分。

# D：1986 LCA,读入优化

# E：Bit set

自己看懂下面的bitset类模版的操作表即可

表3-7  **bitset**操作

|  |  |
| --- | --- |
| b.any() | b中是否存在置为1的二进制位？ |
| b.none() | b中不存在置为1的二进制位吗？ |
| b.count() | b中置为1的二进制位的个数 |
| b.size() | b中二进制位的个数 |
| b[pos] | 访问b中在pos处的二进制位 |
| b.test(pos) | b中在pos处的二进制位是否为1？ |
| b.set() | 把b中所有二进制位都置为1 |
| b.set(pos) | 把b中在pos处的二进制位置为1 |
| b.reset() | 把b中所有二进制位都置为0 |
| b.reset(pos) | 把b中在pos处的二进制位置为0 |
| b.flip() | 把b中所有二进制位逐位取反 |
| b.flip(pos) | 把b中在pos处的二进制位取反 |
| b.to\_ulong() | 用b中同样的二进制位返回一个unsigned long值 |
| os << b | 把b中的位集输出到os流 |

赋初值

bitset<16> bitvec1(0xFFFF);

bitset<32> bitvec2(0xFFFF);

bitset<64> bitvec3(0xFFFF);

bitset<64> bitvec4(string("1111100000"));

![http://hi.csdn.net/attachment/201111/27/0_1322363734a20a.gif](data:image/png;base64,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)

或者 scanf("%x“,&n) ;//%x 为16进制，%o为8进制

bitset<32>q(n);//初始化（只支持n为8，16进制数）

或者 string s="00011";

bitset<32>q(s);

# F:康托展开

如果已知{1,2,3,4}的一个排列{2,1,4,3}

想要计算排在他前面的排列数目，则我们只用将问题转换为求首位小于2的所有排列，首位为2第二位小于1的所有排列，前两位为21第3位小于4的所有排列，前3位为214第4位小于3的所有排列的和即可。

需要注意的是，在考虑后续的排列时前面已经确定的集合不能作为候选对象。

康托展开

把一个整数X展开成如下形式：  
X=a[n] x n!+a[n-1] x (n-1)!+...+a[2] x 2!+a[1] x 1!  
其中，a为整数，并且0<=a<i,i=1,2,..,n

例如{1,2,3,4,...,n}表示1,2,3,...,n的排列如{1,2,3} 按从小到大排列一共6个。123 132 213 231 312 321 。代表的数字 1 2 3 4 5 6 也就是把10进制数与一个排列对应起来。他们间的对应关系可由康托展开来找到。如我想知道321是{1,2,3}中第几个大的数可以这样考虑 ：

第一位是3，当第一位的数小于3时，那排列数小于321 如 123、 213 ，小于3的数有1、2 。所以有2 x 2!个。

再看小于第二位2的：小于2的数只有一个就是1 ，所以有1 x 1!=1 所以小于321的{1,2,3}排列数有2 x 2!+1 x 1!=5个。

所以321是第6个大的数。 2 x 2!+1 x 1!是康托展开。

再举个例子：1324是{1,2,3,4}排列数中第几个大的数：

第一位是1小于1的数没有，是0个 0 x 3!

第二位是3小于3的数有1和2，但1已经在第一位了，所以只有一个数2, 1 x 2! 。

第三位是2小于2的数是1，但1在第一位，所以有0个数 0 x 1!

所以比1324小的排列有0 x 3!+1 x 2!+0 x 1!=2个，1324是第三个大数

逆康托展开

{1,2,3,4,5}的全排列，并且已经从小到大排序完毕找出第96个数

首先用96-1得到95

用95去除4! 得到3余23

用23去除3! 得到3余5

用5去除2!得到2余1

用1去除1!得到1余0有3个数比它小的数是4

所以第一位是4,有3个数比它小的数是4但4已经在之前出现过了所以是5（因为4在之前出现过了所以实际比5小的数是3个）

有2个数比它小的数是3

有1个数比它小的数是2

# G读入优化

**inline char** nc**(){**

**static char** buf**[**100000**],\***p1**=**buf**,\***p2**=**buf**;**

**return** p1**==**p2**&&(**p2**=(**p1**=**buf**)+**fread**(**buf**,**1**,**100000**,**stdin**),**p1**==**p2**)?**'@'**:\***p1**++;**

**}**

**int** over**;**

**inline int** \_read**(){**

**char** ch**=**nc**();int** s**=**0**;**

**while(!(**ch**>=**'0'**&&**ch**<=**'9'**)){**

ch**=**nc**();**

**if(**ch**==**'@'**) {**over**=**1**;break;}**

**}**

**while(**ch**>=**'0'**&&**ch**<=**'9'**){**

s**=**s**\***10**+**ch**-**48**,**ch**=**nc**();**

**if(**ch**==**'@'**) {**over**=**1**;break;}**

**}**

**return** s**;**

**}**

# H:悬线法

黑白棋盘可以通过将所有i+j为奇数的格子反转，  
这样，问题就转换成了求一个最大的0/1子矩阵

那么怎么O（n^2）求一个最大全零矩阵呢，悬线法如下。  
先考虑一维的情况，h[i]表示以i为终点的最长连续0的长度，有h[i]=a[i]==0? h[i-1]+1:0,这样可以O（n）轻松求出。  
拓展到高维，首先同样按照一维的方法，h[i][j]表示第i行以j为终点的最长连续0的长度，预处理出h[]。。接下来考虑一列一列来更新答案，对于单独的一列i，若以h[i][j]为子矩阵的一个边长，则它能往上下扩展的最大长度len就是另一个边长，所谓扩展就是向一个方向扫描知道碰到h值比自己小位置。  
如果暴力扩展，复杂度就是O(n3)不能满足要求。  
实际上，我们想要扩展，只是想要得到这样一个信息：  
对于行i，其分别能够向上/向下扩展多少行？  
只要我们知道这个信息，结合h[i]就可以求出一个矩形用于更新答案了。  
我们考察单调栈：  
对于一个新元素，如果比栈顶元素h小，说明这个元素就是扩展的下界，马上弹出栈顶元素进行计算即可。  
当一个新元素插入栈时，容易知道，新元素一定比栈顶元素大，那么栈顶元素就是他的上界，这样我们就得到了上界。
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# I:树状数组 1082 codeves

区间操作的树状数组

# J:string操作

string ss[M];

char sss[M];

cin>>ss[i];

L+=ss[i].size();

strcpy(sss, ss[i].c\_str());

# K:解亦或方程组1830