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# Цель работы

Создание программы для шифрования методом простой замены

# Теоретические сведения

## Шифр Цезаря

Шифр Цезаря, также известный, как шифр сдвига, код Цезаря или сдвиг Цезаря — один из самых простых и наиболее широко известных методов шифрования. Он является моноалфавитным, то есть имеет подстановочный тип, где каждая буква в открытом тексте заменяется на другую букву, смещенную на определенное количество позиций в алфавите.

Шифр Цезаря называется так благодаря Юлию Цезарю, который использовал его со сдвигом 3, чтобы защищать военные сообщения. Несмотря на то, что Цезарь считается первым зафиксированным человеком, использующим эту схему, другие шифры подстановки, как известно, использовались и раньше.

Например, в шифре со сдвигом вправо на 3, А была бы заменена на Г, Б станет Д, и так далее.

Пример шифрования со сдвигом 5:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Сообщение | К | Р | И | П | Т | О | Г | Р | А | Ф | И | Я |
| Номер п/п | 12 | 18 | 10 | 17 | 20 | 16 | 4 | 18 | 1 | 22 | 10 | 33 |
| Номер п/п +5 | 17 | 23 | 15 | 22 | 25 | 21 | 9 | 23 | 6 | 27 | 15 | 5 |
| Шифр | П | Х | Н | Ф | Ч | У | З | Х | Е | Щ | Н | Д |

Шаг шифрования, выполняемый шифром Цезаря, часто включается как часть более сложных схем, таких как шифр Виженера, и все ещё имеет современное приложение в системе ROT13. Как и все моноалфавитные шифры, шифр Цезаря легко взламывается и не имеет практически никакого применения на практике.

Если сопоставить каждому символу алфавита его порядковый номер (нумеруя с 0), то шифрование и дешифрование можно выразить формулами модульной арифметики:

y = (x + k) mod n  
x = (y - k + n) mod n

где: *x* — символ открытого текста, *y* — символ шифрованного текста, *n* — мощность алфавита, *k* — ключ.

## Шифр Атбаш

Шифр простой замены Атбаш использовался для еврейского алфавита и оттуда же получил свое название. Шифрование происходит заменой первой буквы алфавита на последнюю, второй на предпоследнюю. (алеф(первая буква) заменяется на тау(последнюю), бет(вторая) заменяется на шин(предпоследняя) из этих сочетаний шифр и получил свое название).

Шифр Атбаш для английского алфавита:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Исходный алфавит | A | B | C | D | E | F | G | H | I | J | K | L | M | N | O | P | Q | R | S | T | U | V | W | X | Y | Z |
| Алфавит замены: | Z | Y | X | W | V | U | T | S | R | Q | P | O | N | M | L | K | J | I | H | G | F | E | D | C | B | A |

Правило шифрования состоит в замене *i*-й буквы алфавита буквой с номером *n* − *i* + 1 , где *n* — число букв в алфавите. # Выполнение работы

## Реализация шифра Цезаря на языке Python

Блок шифрования

#Функция, шифр Цезаря  
  
def shifr\_Caesar():  
 alph = 'ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz'  
 sdvig = 5  
 print('Цезарь:')  
 text = input('Зашифровка: ')  
 resultat = ""  
 for i in text:  
 index = alph.find(i)  
 new\_index = index + sdvig  
 if i in alph:  
 resultat += alph[new\_index]  
 else:  
 resultat += i  
 print('Результат: ', resultat)

Блок дешифровки

#Функция, дешифр Цезаря  
def deshifr\_Caesar():  
 alph2 = 'ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz'  
 sdvig = 5  
 text = input('Дешифровка: ')  
 resultat = ""  
 for i in text:  
 index = alph2.find(i)  
 new\_index = index - sdvig  
 if i in alph2:  
 resultat += alph2[new\_index]  
 else:  
 resultat += i  
 print('Результат: ', resultat)

## Реализация шифра Атбаш на языке Python

Блок шифрования

#Функция, шифр Атбаша  
def atbash():  
 alph = [chr(x) for x in range(32, 122)]  
 alph\_reverse = [x for x in alph]  
 alph\_reverse.reverse()  
 print('Атбаш: ')  
 text = input('Зашифровка: ')  
 resultat = ""  
 for i in text:  
 for j, k in enumerate(alph):  
 if i == k:  
 resultat = resultat + alph\_reverse[j]  
 print('Результат: ', resultat)

Блок дешифровки

#Функция, дешифр Атбаша  
def deshifr\_atbash():  
 alph = [chr(x) for x in range(32, 122)]  
 alph\_reverse = [x for x in alph]  
 alph\_reverse.reverse()  
 text = input('Дешифровка: ')  
 resultat = ""  
 for i in text:  
 for j, k in enumerate(alph\_reverse):  
 if i == k:  
 resultat = resultat + alph[j]  
 print('Результат: ', resultat)

## Контрольный пример

![Результат работы алгоритмов](data:image/png;base64,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)

Результат работы алгоритмов

# Выводы

Я освоил шифрование методом простой замены и реализовал программу для шифрования на языке Python.
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