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Determine results of the player's move in a simple puzzle video game.

The game is based on widely used, classic mechanics: it's played on a rectangular board filled with various symbols, represented in code by a matrix of positive numbers. Following some unspecified rules, a player rearranges some of the symbols to create a horizontal or vertical *line* of at least 3identical symbols in consecutive cells. Those symbols vanish, leaving empty cells. If there were any symbols above, they "fall down" until there's nowhere to fall anymore. This in consequence may produce additional *lines*, which again vanish, and the process repeats until no more *lines* can be found.

Given the state of the board immediately after the player's move, return the stable state it will reach after the described process.

**Example**

For

board = [[2, 3, 2, 1, 2],

[2, 1, 4, 4, 2],

[3, 3, 4, 4, 2],

[3, 3, 3, 3, 1],

[2, 3, 1, 1, 2]]

the output should be

SimulatePuzzleGame(board) = [[0, 0, 0, 0, 0],

[2, 0, 0, 0, 0],

[2, 0, 2, 1, 0],

[3, 0, 4, 4, 1],

[2, 3, 4, 4, 2]]

The example is illustrated below in a series of pictures:

Initial board layout:  
![Input](data:image/png;base64,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)

Three different *lines* are found, two of length 3 and one of length 4:  
![Step 1](data:image/png;base64,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)

Symbols located on the *lines* are removed:  
![Step 2](data:image/png;base64,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)

"Floating" symbols fall down:  
![Step 3](data:image/png;base64,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)

One more *line* of length 3 is found:  
![Step 4](data:image/png;base64,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)

Symbols located on the *line* vanish:  
![Step 5](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAAChCAIAAAAgM0jhAAAGwUlEQVR4nO2dLXcbVxCGZ3sKamoowcYGOQkUUX6BjYxKwxQY/4DAshIFJqy0yKTyL5CJYH0KKhs60NRhW+BE0cfevR87s3tn7vscgcRevRrNu7N3P+74EgHrVERU17XgB1QV9IfV/0lOHWQCPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPLYPPAZAP+g/tq+PY7V9fo5+R1WR5H4njlj8VbXz33ySFOnx8/fQa7NA/HvWHv588FTF1zH4jsvdxs0GdDpmPN7+ToHfLytY448VGDBhOOdKIc2woWwO9vgwQF2lzBd/l+89SM5Qx3F0N6l/m8M89p47Zo72+LuBOo6Aa5foedcK8Lg9ovxLocf4p3OqF4x6PKCO2ZjOafl+6CCa8N0DCdnNc77txRe/V+nmkt4QLU9D4+otZ6hj+7R6vL/rTmldU11TvaZp+5Z5oD1+JmLqeP6B3lZUVXT9gv6ci4Ukhvb4U3GPx4e79uX5t3/8/rFh2MltVNYePx+p4/Hdf6xh9E58/Lw7QJ+7k8Pj9vHp1Sn9/Vf0u/pkkPhntHxPdJbdJbJjPlfbt53R+iWdXDb/8kBqmPlQMvEz7sObz+khP03jcftXWVzQybnztzmMamLx1zWPzT1nKHI8nq/p6pyIaDqn+dS3dX5ojz+Zehsi52uxvd26nrq33NHb1eem//hbPiHk5YmfG2oYj7kPRn2Px73En/whTWcOPc+vVvrwjP1zfTpppgx1ooL71YnEGpbHvEze4uu/lHuPv66DnAvcTA7Mr+7K1pVu888HZ8vjfIJKY+j4h/58JxiPAdAP+o/t6+NYbZ94j/N5gAjCiPR4078L9GDu+phl92sZH6X1BSip/7hUcM5ln2L6jwsGdWyfMvqPywZ1bJ8C+o/3WBDNNOvHU1gdT4nONOsn4fM4sH9XC78RXWvWT6KkOp4R/atZPxXT/cd7vCT6rFk/lWL6j2dETW1savQ74ppg73xN53W98LcAfJ+nzz73v02fHK/F7tvm7i33+y761eeG0p87qes/3rSxLYiuBA6q0vodMNp/DLYw13/M/Xy3b31ujPYfg10K6z8ukpje1EW9daPujt6c0I1jyyF7UzlEbR2r7fUfc4ja8thW/zFooqT71aWydV7N3r87yAm29GcqvGhAHdvHUP8xcIA6BkA/6D+2rx99rF6tZK99pfULJM7jZwPkbJDWV01V7bzCifB4O/USNkjrK8VlarjZoeNxY9InE/8bA8cbNn1D96ujitWV49Dx2FVVXNUmra8RxvWV/R63J7q7DdL6GuFdX9njcUiKu9ggra8R9vWV2zwOT26aDdL6GpFYX9npcWxac9sebGj2OM+6NG+z0BSNBo9bUnk0Xk8m9WSyHh81b9BxfGXR96C5/zhtfeV9j9uSeDQf0dvVqrr9QqOR83uknydz6HvQ3H+cvL7yjsee9D1d3j/cENHT0/rr19uWDROvdzvr+8m4/zhofeWPKWo/PA5O3HR8dPXPg2varVNNWt9P4f3HwSmb/TpZjkafXo/9E+iT7j8n6gdReP9xyJ1hIiL6fL+qbr/c/TL6cOzbdFtTWt9Pwf3HP47V4Sl7evjj0bfNoZq0vocLoiVRTXRG9ImIvUVeWr8DO+dcoYk7vjh+vGqxwaUjrd/GOVFFVBFdE70jcrRdptNZX2595f2+xcmkdo1zR+P1q9ELIqLHd6t758jTboC0vmVm366d6gVV7s7RQ5qfHydfnBwa0Ph8VFBf8/NjofWVm+9lptVK+Luk9ZXCdbje03E+k4hNaG7bgw1tzxbzqctyDO5eyocKnjkCIcntYoC0vka62Nz4Xv9cH+95cnJA/ehrhHd95aA5e12vd4fW1wjj+soRvTB7FzyBBoT3ekjrpzG4vveCqj26uF6YpPvPEUjrK2XzJxgDf35IXC/Mc+rlDJDWV83eX90MB32L9vXlxEEuoI7t6+NvRdgH6x9rIz7/WP9YFUn5x7HaPlj/WA+p+Ucd2wfrHyuhQ/5Rx/bB+sca6JZ/1LF9ylv/WB2d8486tk9h6x+rgyP/qGP7lLT+sTqY8l/M+scGSM2/e45Ay64xndPytKF3rknHwDP2YfT58p86Hqtb/9gYMfnH+sdZwpp/x7Fa7/rHNvRZ84/1j/ODO/9Y/1gVSfk/OFZrX/9Yu75A/mM8DgceJ+sL5B/rH+eETP5xv9o+Wx6zr38MohDLP+rYPlj/OBvE8o86BkA//wMojGJtqGBrMAAAAABJRU5ErkJggg==)

"Floating" symbols fall down. There are no more *lines* so the process ends and returns the representation of the board.  
![Step 6](data:image/png;base64,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)

* **[input] array.array.integer board**

A rectangular matrix between 5 × 5 and 20×20 inclusive in size, representing the board. The matrix contains only numbers from the range [1,9] (no zeros). It is not guaranteed that any *line* is present.

* **[output] array.array.integer**

A matrix of the same dimensions as the input, representing the board after described operations.

<https://codefights.com/challenge/aTnxNZYkjg4KQwNXj>

**public** **class** Celda

{

**public** **int** Fila;

**public** **int** Columna;

**public** **int** IndiceColor;

**public** Celda()

    {

        IndiceColor = 0;

    }

**public** Celda(**int** fila, **int** columna, **int** indiceColor)

    {

**this**.Fila = fila;

**this**.Columna = columna;

**this**.IndiceColor = indiceColor;

    }

**public** **override** **bool** Equals(**object** obj)

    {

        Celda c = (Celda)obj;

**if** (**this**.Fila == c.Fila && **this**.Columna == c.Columna)

        {

**return** **true**;

        }

**return** **false**;

    }

}

**public**  **void** Sincronizar\_Queue( Celda[,] matriz,**int** filas, **int** cols)

{

*//BAJA TODAS LAS CELDAS SI HAY ESPACIOS ABAJO*

**for** (**int** col = 0; col < cols; col++)

    {

        Queue<Celda> pila = new Queue<Celda>();

**int** apila = 0; *//HAGO UNA COPIA SIN ESPACIOS EN UNA COLA => RECORRIENDO LA COLUMNA DESDE ABAJO HACIA ARRIBA*

**for** (**int** fila = filas - 1; fila >= 0; fila--)

        {

**if** (matriz[fila, col].IndiceColor != 0)

            {

                Celda c = matriz[fila, col];

                c.Fila = filas - 1 - apila; *// !! LE TENGO QUE PASAR LA NUEVA DIRECCION DE LA FILA !!!! (desde abajo hacia arriba, por eso => \_filas - 1 - apila;*

                pila.Enqueue(c);

                apila++;

            }

        }

*//COMPLETO LAS CELDAS QUE QUEDAN ARRIBA CON VALORES NULOS,*

*//(LAS VACIAS)*

**for** (**int** i = apila; i < filas; i++)

        {

            pila.Enqueue(new Celda());

        }

*//DESAPILO DESDE ABAJO HACIA ARRIBA,*

*//DESDE EL PRIMERO QUE INGRESÓ A LA COLA,*

*//POR ESO USO QUEUE EN LUGAR DE STACK*

**for** (**int** fila =  filas - 1; fila >= 0; fila--)

             matriz[fila, col] = pila.Dequeue(); *// listaAux[desapila];*

    }

}

**void** ponerEnCero(Celda[,] matriz, **int** filas, **int** cols)

{

    List<List<Celda>> filasAEliminar = new List<List<Celda>>();

*//recorro horizontalmente*

**for** (**int** i = 0; i < filas; i++)

    {

**int** j = 1;

**while** (j < cols)

        {

**int** len = 1;

            List<Celda> eliminar = new List<Celda>();

            eliminar.**Add**(matriz[i, j - 1]);

**while** (j < cols &&matriz[i, j - 1].IndiceColor!=0 && matriz[i, j - 1].IndiceColor == matriz[i, j].IndiceColor)

            {

                eliminar.**Add**(matriz[i, j]);

                len++;

                j++;

            }

**if** (len > 2)

            {

                filasAEliminar.**Add**(eliminar);

            }

            j++;

        }

    }

*//recorro verticalmente*

**for** (**int** j = 0; j < cols; j++)

    {

**int** i = 1;

**while** (i < filas)

        {

**int** len = 1;

            List<Celda> eliminar = new List<Celda>();

            eliminar.**Add**(matriz[i - 1, j]);

**while** (i < filas && matriz[i - 1, j].IndiceColor !=0 && matriz[i - 1, j].IndiceColor ==matriz[i, j].IndiceColor)

            {

                eliminar.**Add**(matriz[i, j]);

                len++;

                i++;

            }

**if** (len > 2)

            {

                filasAEliminar.**Add**(eliminar);

            }

            i++;

        }

    }

*//pongo en cero cada celda de la lista*

**foreach** (List<Celda> lista **in** filasAEliminar)

    {

**foreach** (Celda celda **in** lista)

        {

            matriz[celda.Fila, celda.Columna].IndiceColor = 0;

        }

    }

}

**void** mostrarMatriz(Celda[,] matriz, **int** filas, **int** cols)

{

**for** (**int** i = 0; i < filas; i++)

    {

**for** (**int** j = 0; j < cols; j++)

        {

            Console.Write(matriz[i, j].IndiceColor + " ");

        }

        Console.WriteLine();

    }

}

**bool** iguales(Celda[,] a, Celda[,] b, **int** filas, **int** cols)

{

**for** (**int** i = 0; i < filas; i++)

    {

**for** (**int** j = 0; j < cols; j++)

        {

**if** (a[i, j].IndiceColor != b[i, j].IndiceColor)

            {

**return** **false**;

            }

        }

    }

**return** **true**;

}

**void** copiar(Celda[,] dest, Celda[,] origen, **int** filas, **int** cols)

{

**for** (**int** i = 0; i < filas; i++)

    {

**for** (**int** j = 0; j < cols; j++)

        {

            dest[i, j] = origen[i, j];

        }

    }

}

**int**[][] SimulatePuzzleGame(**int**[][] board)

{

**int** filas =  board.Length;

**int** cols = board[0].Length;

    Celda[,] matriz = new Celda[filas, cols];

**for** (**int** i = 0; i < filas; i++)

    {

**for** (**int** j = 0; j < cols; j++)

        {

            matriz[i, j] =

               new Celda(i, j, board[i][j]);

        }

    }

    Celda[,] actual = new Celda[filas, cols];

    copiar(actual, matriz, filas, cols);

**while** (**true**)

    {

*//mostrarMatriz(matriz, filas, cols);*

        copiar(actual, matriz, filas, cols);

        ponerEnCero(matriz, filas, cols);

        Sincronizar\_Queue(matriz, filas, cols);

**if** (iguales(actual, matriz, filas, cols))

        {

**break**;

        }

    }

**int**[][] res = new **int**[filas][];

**for** (**int** i = 0; i < filas; i++)

    {

        res[i] = new **int**[cols];

**for** (**int** j = 0; j < cols; j++)

        {

            res[i][j] = matriz[i, j].IndiceColor;

        }

    }

**return** res;

*//  mostrarMatriz(matriz, filas, cols);*

}