Author

[Ayamin](https://codefights.com/profile/Ayamin)

![https://codefights.com/img/coins_new.png](data:image/png;base64,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)2000

For the given set S its *powerset* is the set of all possible subsets of S.

Given an array of unique integers nums, your task is to return the *powerset* of its elements.

Implement an algorithm that does it in a depth-first search fashion. That is, for every integer in the set, we can either choose to take or not take it. At first, we choose NOT to take it, then we choose to take it.

**Example**

* For nums = [1, 2], the output should be  
  Powerset(nums) = [[], [2], [1], [1, 2]].  
  Here's how the answer is obtained:

don't take element 1

----don't take element 2

--------add []

----take element 2

--------add [2]

take element 1

----don't take element 2

--------add [1]

----take element 2

--------add [1, 2]

* For nums = [1, 2, 3], the output should be  
  Powerset(nums) = [[], [3], [2], [2, 3], [1], [1, 3], [1, 2], [1, 2, 3]].
* **[input] array.integer nums**

Array of unique positive integers, 1 ≤ nums.length ≤ 10.

* **[output] array.array.integer**

The *powerset* of nums.
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static List<List<int>> Powerset(int[] nums)

{

List<List<int>> ps = new List<List<int>>();

ps.Add(new List<int>()); // add the empty set

// for every item in the original list

foreach (int item in nums)

{

List<List<int>> newPs = new List<List<int>>();

foreach (List<int> subset in ps)

{

// copy all of the current powerset's subsets

newPs.Add(subset);

// plus the subsets appended with the current item

List<int> newSubset = new List<int>(subset);

newSubset.Add(item);

newPs.Add(newSubset);

}

// powerset is now powerset of list.subList(0, list.indexOf(item)+1)

ps = newPs;

}

return ps;

}