Once upon a time, in a kingdom far, far away, there lived a king Byteasar II. There was nothing special neither about him, nor about his kingdom. As a mediocre ruler, he did nothing about his kingdom and preferred hunting and feasting over doing anything about his kingdom prosperity.

Luckily, his adviser, wise magician Bitlin, was working for the kingdom welfare daily and nightly. However, since there was no one to advise him, he completely forgot about one important thing: the roads. Over the years most of the two-way roads built by Byteasar II predecessors were forgotten and no longer traversable. Only a few roads can still be used.

Bitlin wanted each pair of cities to be connected, but couldn't find a way to figure out which roads are missing. Desperate, he turned to his magic crystal, seeking help. The crystal showed him a programmer from the distant future: you! Now you're the only one who can save the kingdom. Given the existing roads and the number of cities in the kingdom, you should use the most modern technologies and find out what roads should be built again to make each pair of cities connected. Since the magic crystal is quite old and meticulous, it will only transfer the information that is sorted properly.

The roads to be built should be returned in an array sorted [lexicographically](keyword://lexicographical-order-for-arrays), with each road stored as [*cityi*, *cityj*], where *cityi* < *cityj*.

**Example**

For cities = 4 and roads = [[0, 1], [1, 2], [2, 0]],  
the output should be  
roadsBuilding(cities, roads) = [[0, 3], [1, 3], [2, 3]].

See the image below: the existing roads are colored black, and the ones to be built are colored red.  
![https://codefightsuserpics.s3.amazonaws.com/tasks/roadsBuilding/img/example.jpg?_tm=1491302275155](data:image/jpeg;base64,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)

**Input/Output**

* **[time limit] 3000ms (cs)**
* **[input] integer cities**

The number of cities in the kingdom.

*Guaranteed constraints:*  
1 ≤ cities ≤ 100.

* **[input] array.array.integer roads**

Array of roads in the kingdom. Each road is given as a pair [*cityi*, *cityj*], where 0 ≤*cityi*, *cityj* < cities and *cityi* ≠ *cityj*. It is guaranteed that no road is given twice.

*Guaranteed constraints:*  
0 ≤ roads.length ≤ 5000,  
roads[i].length = 2,  
0 ≤ roads[i][j] < cities.

* **[output] array.array.integer**

A unique array of roads that should be built sorted as described above. There's no need to build loop roads, i.e. roads from a city to itself.

<https://codefights.com/arcade/graphs-arcade/kingdom-roads/CSzczQWdnYwmyEjvv/description>

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace ConsoleApplication1

{

class Program

{

static int[][] roadsBuilding(int cities, int[][] roads)

{

bool[][] marcadas = new bool[cities][];

for (int i = 0; i < cities; i++)

{

marcadas[i] = new bool[cities];

}

for (int i = 0; i < roads.Length; i++)

{

//int min = Math.Min(roads[i][0], roads[i][1]);

//int max = Math.Max(roads[i][0], roads[i][1]);

marcadas[roads[i][0]][roads[i][1]] = true;

marcadas[roads[i][1]][roads[i][0]] = true;

}

List<int[]> res = new List<int[]>();

for (int i = 0; i < cities; i++)

{

for (int j = i + 1; j < cities; j++)

{

if (!marcadas[i][j])

{

res.Add(new int[] { i, j });

}

}

}

return res.ToArray();

}

static void Main(string[] args)

{

int[][] roads = { new int[]{ 0, 1 },

new int[]{ 1, 2 },

new int[]{ 2, 0 } };

int[][] res = roadsBuilding(4, roads);

for (int i = 0; i < res.Length; i++)

{

for (int j = 0; j < res[i].Length; j++)

{

Console.Write(res[i][j] + " ");

}

Console.WriteLine();

}

// int cities= 17;

//int[][] roads = {new int[]{5,12},

// new int[]{3,5},

// new int[]{10,9},

// new int[]{3,10],

// new int[]{6,14],

// new int[]{6,13],

// new int[]{7,1],

// new int[]{14,8],

// new int[]{9,6],

// new int[]{14,4],

// new int[]{6,12],

// new int[]{3,11],

// new int[]{11,4],

// new int[]{0,6],

// new int[]{13,16],

// new int[]{12,8],

// new int[]{7,8],

// new int[]{16,14],

// new int[]{0,1],

// new int[]{14,12],

// new int[]{11,7],

// new int[]{4,1],

// new int[]{13,11],

// new int[]{14,2],

// new int[]{9,7],

// new int[]{0,3],

// new int[]{3,16],

// new int[]{8,5],

// new int[]{4,2],

// new int[] {1,2],

// new int[]{11,5],

// new int[]{14,9],

// new int[][6,2],

// new int[][10,0],

// new int[][16,10],

// new int[][15,4],

// new int[] [15,5],

// new int[] [6,16],

// new int[] [1,13],

// new int[] [15,6],

// new int[] [12,0],

// new int[] [1,8],

// new int[] [16,1],

// new int[] [16,8],

// new int[] [5,6],

// new int[] [3,2],

// new int[] [0,5],

// new int[] [10,12],

// new int[] [15,14],

// new int[] [8,11],

// new int[] [13,15],

// new int[] [7,16],

// new int[] [16,9],

// new int[] [15,16],

// new int[] [10,6],

// new int[] [8,10],

// new int[] [7,5],

// new int[] [8,15],

// new int[] [11,1],

// new int[] [6,3],

// new int[] [0,13],

// new int[] [11,12],

// new int[] [2,13],

// new int[] [13,5],

// new int[] [14,1],

// new int[] [9,4],

// new int[] [11,16],

// new int[] [11,2],

// new int[] [5,9],

// new int[] [1,9],

// new int[] [12,2],

// new int[] [6,11],

// new int[] [2,10],

// new int[] [0,2],

// new int[] [10,14],

// new int[] [3,4],

// new int[] [4,6],

// new int[] [13,9],

// new int[] [15,9],

// new int[] [7,12],

// new int[] [11,14],

// new int[] [0,14],

// new int[] [3,14],

// new int[] [16,0],

// new int[] [14,7],

// new int[] [12,13],

// new int[] [6,8],

// new int[] [10,13],

// new int[] [1,3],

// new int[] [8,13],

// new int[] [4,8],

// new int[] [3,7],

// new int[] [4,0],

// new int[] [10,7],

// new int[] [1,15],

// new int[] [12,16],

// new int[] [0,15],

// new int[] [15,7],

// new int[] [11,9]]

Console.ReadLine();

}

}

}