**TUTORIAL1.**

**PYTHON GUI**

**USER INTERFACE USED TO MAKE APPLICATION DESKTOP.BOTH WEB SERVER AND CLIENT SERVER.BASED APLICATIONS CAN BE MADE.**

* **WX PYTHON ,QT,JPYTHON,KIVY ,TKINTER ETC.. ARE USED TO MAKE APPLICATIONS**
* **PACKAGING AND DISTRIBUTIONS IS DONE THEN**

**EX ADOBE PHOTOSHOP,CHROME SOFTWARES CAN BE MADE AND CAN BE SOLD.**

**TK IS A WIDGET TOOL**

**TKINTER IS A INTERFACE FOR PYTHON.**

**Import tkinter**

**Or**

**From tkinter import \***

**Root is a tk class instance**

**This makes a basic GUI**

**Naresh\_root = Tk()**

**Event loop**

**Naresh\_root.mainloop()**

**GUI ia a program which uses api to display buttons menu.. tkinter is a cross platform gui**

**ATTRIBUTES ARE IN TKINTER TO DISPLAY BUTTONS.**

**TO PACK ALL THESE WIDGETS WE USE PACK,GRID ,PLACE**

**\*PACK PLACES BLOCKWISE ALL WIDGETS**

**\*GRID MAKES GRID LIKE EXCEL SHEET**

**\*.PLACE METHOD PLACES UR WIDGET IN A SPECIF POSITION.**

**TUTORIAL 4**

**LABELS,GEOMETRY,MAXSIZE,MINSIZE**

**THESE ARE TO QUICKSTART APPLICATION**

1. **LABEL IS A WIDGET WITH AHICH USER DOES NOT INTERACT**
2. **.geometry(“”) IS A FUNCTION WIDTHxHEIGHT IS PARAMETER**
3. **.minsize(200,100) minimum size it can become. width,height is argument**
4. **.maxsize(200,100) maximum size it can become. width,height is argument**
5. **Var=Label(text=”naresh is a good boy”)**
6. **Var.pack() We should pack label**

**TUTORIAL 5**

**DISPLAYING IMAGES USING LABEL**

**TO ADD PHOTO**

**SYNTAX: caps p i**

**Var=PhotoImage(file=”1.png”)**

**ADD IT TO LABEL**

**Var2=Label(image=var)**

**PACT IT**

**Var2.pack()**

**Pip install pillow in terminal:**

**Pillow python image in library**

1. **from PIL import Image,ImageTk**
2. **Image Tk helps to add import jpeg files**
3. **FOR JPEG IMAGES FIRST OPEN IMAGES**
4. **Var=Image.open(“photo.jpg”)**
5. **ADD IMAEG TO TK**
6. **Var1=ImageTk.PhotoImage(var)**
7. **LABEL IT**
8. **Var3=Label(image=var1)**
9. **PACK IT.var3.pack()**

**TUTORIAL 6**

**ATTRIBUTES OF LABEL AND PACK**

**\*TO CHANGE TITLE**

**Var.title(“my gui”)**

**2.IMPORTANT LABEL OPTIONS**

* **text=adds text to gui user does not interact**
* **image=adds image to gui png**
* **Bg or bd= background**
* **fg=foreground**
* **font-sets the font**
* **padx= xpadding seen in html**
* **pady = ypadding**
* **borderwidth-chnage border size**
* **relief -border styling-SUNKEN,RAISED,GROOVE,RIDGE**

1. **IMPORTANT PACK ATTRIUTES**

* **anchor = nw,ne,se,sw**
* **side =left,right,top,bottom**
* **fill = X,Y**
* **padx,pady =100,200**

from tkinter import \*  
from PIL import Image,ImageTk  
naresh=Tk()  
*# gui attributes of label  
# font="Timesroman 12 italic"  
# font=("TimesRoman""15""bold")*naresh.geometry(**"700x500"**)  
title\_label=Label(text=**'''In 1976, if you had told fourteen-year-old Franciscan seminary student Thomas Cruise Mapother IV**\n **that one day in the not too distant future he would be Tom Cruise, one of the top 100 movie**\n**stars of all time, he would have probably grinned and told you that his ambition was to join**\n**the priesthood. Nonetheless, this sensitive, deeply religious youngster who was born in 1962 in Syracuse,**\n**New York, was destined to become one of the highest paid and most sought after actors in screen history'''**,bg=**"red"**,  
fg=**"white"**,padx=20,pady=200,font=(**"TimesRoman""15""bold"**),borderwidth=10,relief=GROOVE)  
*# title\_label.pack(side="bottom",anchor="se",fill="x")*title\_label.pack(side=**"left"**,fill=**"y"**,padx=**"100"**,pady=**"50"**)  
  
naresh.mainloop()

**SOURCE CODE AND CHEAT SHEET**

**<https://www.codewithharry.com/videos/python-gui-tkinter-hindi-6>**

* **Attributes:** A set of properties of a widget that defines its visual appearance on the computer screen and how it responds to user events. Here we’ll discuss about the **attributes** of Label and Pack.
* **Attributes of Label:** The **Label**widget is a standard Tkinter widget used to display a text or image on the screen.  There are a lot of attributes of Label widget. Some important attributes are discussed below:
  1. **bg:** The normal background color displayed behind the label and indicator.
  2. **fg:**This option specifies the color of the text (foreground color). If you are displaying a bitmap, this is the color that will appear at the position of the 1-bits in the bitmap.
  3. **padx:** Extra space added to the left and right of the text within the widget. **Default is 1.**
  4. **pady:** Extra space added above and below the text within the widget. **Default is 1.**
  5. **relief:** Specifies the appearance of a decorative border around the label. There are five types of reliefs, such that FLAT, RAISED, SUNKEN, GROOVE, RIDGE. **The default is FLAT.**
  6. **font:** If you are displaying text in this label (with the text or textvariable option), the font option specifies the style, size and other characteristics (i.e. bold, italic etc.) of the font and in this style the text will be displayed.
  7. **text:** To display one or more lines of text in a label widget, set this option to a string containing the text. Internal newlines (“\n”) will force a line break.
  8. **justify:** Specifies how multiple lines of text will be aligned with respect to each other: **LEFT** for flush left, **CENTER**for centered (**the default**), or **RIGHT** for right-justified.
  9. **height:** The vertical dimension of the new frame.
  10. **width:** The horizontal dimension of the new frame. If this option is not set, the label will be sized to fit its contents.
* **Attributes of Pack:**The Pack geometry manager packs widgets in rows or columns. We can use options like **fill**, **expand**, and **side**to control this geometry manager.
  1. **fill:**Determines whether widget fills any extra space allocated to it by the packer, or keeps its own minimal dimensions: NONE (default), X (fill only horizontally), Y (fill only vertically), or BOTH (fill both horizontally and vertically).
  2. **side:**Determines which side of the parent widget packs against: TOP, BOTTOM, LEFT, or RIGHT. **The default is TOP.**
  3. **anchor:** Anchors are used to define where text is positioned relative to a reference point. The anchor attributes are: n, s, e, w, center, nw, sw, ne and se. **The default is center.**

**TUTORIAL 8**

**FRAMES IN TKINTER**

**FRAMES ARE LIKE PREPLAN FOR MAKING AGUI.LIKE DIV TAGS SPAN WE CREATE FIRST IN HTML,THEN WE FILL WITH COLORS LATER WITH CODE.LIKE THAT PREDESIGN.**

**SYNTAX.**

**Var=Frame(root,bg=”red”,borderwidth=6)**

**Root is where frame is packed.**

1. **then GIVE POSITION TO FRAME**

**Var.pack(side= LEFT)**

1. **TO WRITE INSIDE A FRAME**

**L=Label(var,text=”hello mars”)**

**Here var is a frame ,inside frame we write hello mars.**

1. **PACK THE FRAME**
2. **pack()**

  
A **Frame** widget is a rectangular region on the screen which can be used as a foundation class to implement complex widgets. This widget is very important for the process of grouping and organizing other widgets in a friendly way. It works like a container, which is responsible for arranging the position of other widgets. We can use bg, relief, borderwidth, bd as the attributes of Frame widget. Some important attributes are discussed below:

**bg:** The normal background color displayed behind the label and indicator.

**relief:** The type of the border of the frame. **Its default value is set to FLAT**. We can set it to any other styles i.e. FLAT, RAISED, SUNKEN, GROOVE, RIDGE.

**borderwidth:** **Tkinter**Label **doesn't have any border by default**. We need to assign the borderwidth option to add a border around Label widget along with the relief option to be any option rather than flat to make visible.

**bd:** The size of the border around the indicator. **Default is 2 pixels**.

**from tkinter import \***

**root = Tk()**

**root.geometry("655x333")**

**f1 = Frame(root, bg="grey", borderwidth=6, relief=SUNKEN)**

**f1.pack(side=LEFT, fill="y")**

**f2 = Frame(root, borderwidth=8, bg="grey", relief=SUNKEN)**

**f2.pack(side=TOP, fill="x")**

**l = Label(f1, text="Project Tkinter - Pycharm")**

**l.pack( pady=142)**

**l = Label(f2, text="Welcome to sublime text", font="Helvetica 16 bold", fg="red", pady=22)**

**l.pack()**

**root.mainloop()**

**TUTORIAL 9**

**PACKING BUTTONS IN TKINTER**

1. **FIRST CREATE FRAME**

**F1=Frame(root,fg=”red”,bd=5)**

**F1.pack(side=LEFT)**

1. **CREATE BUTTON**

**B1=Button(f1,fg=”red”,text=”printnow”,command=hello)**

**B1.pack(side=LEFT)**

**Command is a for a prg,hello is a function u previously made.**

**TUTORIAL 10:**

**ENTRY WIDGETS AND GRID LAYOUT IN TKINTER.**

* **Entry()** **widgets** are the basic widgets of Tkinter which is used to get input, i.e. text strings, from the user of an application. This widget allows the user to enter a single line of text.

Note: **If the user enters a string, which is longer than the available display space of the widget, the content will be scrolled.**This means that the string cannot be seen in its entirety. The arrow keys can be used to move to the invisible parts of the string. **If you want to enter multiple lines of text, you have to use the text widget. An entry widget is also limited to single font.**

* The **Grid()**manager is the most flexible of the geometry managers in Tkinter. The Grid() geometry manager puts the widgets in a 2-dimensional table. The master widget is split into a number of rows and columns, and each “cell” in the resulting table can hold a widget.

Note:**We can also create layouts using Pack() manager**butit takes a number of extra frame widgets, and a lot of work to make things look good. If you use the grid manager instead, you only need one call per widget to get everything laid out properly.

**from tkinter import \***

**def getvals():**

**print(f"The value of username is {uservalue.get()}")**

**print(f"The value of password is {passvalue.get()}")**

**root = Tk()**

**root.geometry("655x333")**

**user = Label(root, text="Username")**

**password = Label(root, text="Password")**

**user.grid()**

**password.grid(row=1)**

**# Variable classes in tkinter**

**# BooleanVar, DoubleVar, IntVar, StringVar**

**uservalue = StringVar()**

**passvalue = StringVar()**

**userentry = Entry(root, textvariable = uservalue)**

**passentry = Entry(root, textvariable = passvalue)**

**userentry.grid(row=0, column=1)**

**passentry.grid(row=1, column=1)**

**Button(text="Submit", command=getvals).grid()**

**root.mainloop()**

**TUTORIAL 11**

**TRAVEL FORM USING CHECK BOX AND ENTRY WIDGET**

from tkinter import \*  
root=Tk()  
  
root.geometry(**"400x500"**)  
def getval():  
print(**"its working"**)  
  
Label(text=**"welcome to canteen"**,font=**"sans-serif 15 bold"**,pady=**"10"**,bg=**"yellow"**).grid(row=0,column=3)  
Label(text=**"name"**).grid(row=1,column=0)  
Label(text=**"number"**).grid(row=2,column=0)  
Label(text=**"gender"**).grid(row=3,column=0)  
Label(text=**"age"**).grid(row=4,column=0)  
Label(text=**"mealname"**).grid(row=5,column=0)  
*# entry names variables*nameentry=StringVar()  
numberentry=StringVar()  
genderentry=StringVar()  
ageentry=StringVar()  
mealnameentry=StringVar()  
foodorder=IntVar()  
*# add entryes*Entry(textvariable=nameentry).grid(row=1,column=3)  
Entry(textvariable=numberentry).grid(row=2,column=3)  
Entry(textvariable=genderentry).grid(row=3,column=3)  
Entry(textvariable=ageentry).grid(row=4,column=3)  
Entry(textvariable=mealnameentry).grid(row=5,column=3)  
*# checkbutton and pack*Checkbutton(text=**"book now"**,variable=foodorder).grid(row=6,column=3)  
*# sunbit button and grid*Button(text=**"submit"**,command=getval).grid(row=7,column=3)  
root.mainloop()

**TUTORIAL 12**

**ACCEPTING USER INPUT FROM USER**

**from tkinter import \*  
root=Tk()  
  
root.geometry("400x500")  
def getval():  
 print("its SUBMITTING")  
 print(f"{nameentry.get(),numberentry.get(),genderentry.get(),ageentry.get(),mealnameentry.get(),foodorder.get()}")  
  
 with open("records.txt","a") as f:  
 f.write(f"{nameentry.get(),numberentry.get(),genderentry.get(),ageentry.get(),mealnameentry.get(),foodorder.get()}\n")  
  
Label(text="welcome to canteen",font="sans-serif 15 bold",pady="10",bg="yellow").grid(row=0,column=3)  
Label(text="name").grid(row=1,column=0)  
Label(text="number").grid(row=2,column=0)  
Label(text="gender").grid(row=3,column=0)  
Label(text="age").grid(row=4,column=0)  
Label(text="mealname").grid(row=5,column=0)  
# entry names variables  
nameentry=StringVar()  
numberentry=StringVar()  
genderentry=StringVar()  
ageentry=StringVar()  
mealnameentry=StringVar()  
foodorder=IntVar()  
# add entryes  
Entry(textvariable=nameentry).grid(row=1,column=3)  
Entry(textvariable=numberentry).grid(row=2,column=3)  
Entry(textvariable=genderentry).grid(row=3,column=3)  
Entry(textvariable=ageentry).grid(row=4,column=3)  
Entry(textvariable=mealnameentry).grid(row=5,column=3)  
# checkbutton and pack  
Checkbutton(text="book now",variable=foodorder).grid(row=6,column=3)  
# sunbit button and grid  
Button(text="submit",command=getval).grid(row=7,column=3)  
root.mainloop()**

**TUTORIAL 13 CANVAS WIDGET IN PYTHON TKINTER**

When it comes to Graphical User Interface based application, image(s) play a vital role. From the application icon to animation, it's useful.

To display images in labels, buttons, canvases, and text widgets, the PhotoImage class is used, which is present in tkinter package.

**Example Code**

1. **from** tkinter **import** \*
2. root = Tk()
3. canvas = Canvas(root, width = 300, height = 300)
4. canvas.pack()
5. img = PhotoImage(file="ball.ppm")
6. canvas.create\_image(20,20, anchor=NW, image=img)
7. mainloop()

"PhotoImage()" function returns the image object.

**Output**

![IMG_256](data:image/jpeg;base64,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)

To display image in Python is as simple as that. But, the problem is PhotoImage class only supports GIF and PGM/PPM formats.

The more generalized formats are JPEG/JPG and PNG. To open and display with those formats, we need help of ImageTk and Image classes from PIL(photo imaging Library) package.

With the help of PIL(photo imaging Library), we can load images in over 30 formats and convert them to image objects, even base64-encoded GIF files from strings!!

**Example Code**

1. **from** tkinter **import** \*
2. **from** PIL **import** ImageTk,Image
3. root = Tk()
4. canvas = Canvas(root, width = 300, height = 300)
5. canvas.pack()
6. img = ImageTk.PhotoImage(Image.open("ball.png"))
7. canvas.create\_image(20, 20, anchor=NW, image=img)
8. root.mainloop()

Image class has an attribute "open()" which would open the not-so-directly-supported image formats and along with "ImageTk.PhotoImage()", we can return the image object and use it.

**Output**

![IMG_257](data:image/jpeg;base64,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)

**Note**

If you display an image inside a function, then make sure to keep reference to the image object in your Python program, either by storing it in a global variable or by attaching it to another object.

1. **global** img
2. **def** foo(self):
3. img = ImageTk.PhotoImage(Image.open("ball.png"))
4. **def** foo(self):
5. self.img = ImageTk.PhotoImage(Image.open("ball.png"))
6. self.canvas.create\_image(20,20, anchor=NW, image=self.img)
7. self.canvas.image = self.img

It's important because when you return from the function and if the image object is stored in a variable local to that function, the image is cleared by the garbage collector even if it's displayed by tkinter.

**TUTORIAL 14**

**HANDING EVENTS IN TKINTER**

from tkinter import \*  
from PIL import Image,ImageTk  
root =Tk()  
def hello(event):  
print(**f"u touched click me at** {event.x}**,**{event.y}**"**)  
def sizes(event):  
 root.geometry(**"900x800"**)  
root.title(**"events"**)  
root.geometry(**"500x400"**)  
widget=Button(root,text=**"click me"**)  
widget.pack()  
widget.bind(**'<Motion>'**,hello)  
widget.bind(**'<Leave>'**,sizes)  
root.mainloop()

**Events types in tkinter**

**<https://www.python-course.eu/tkinter_events_binds.php>**

**TUTORIAL 15**

**NEWSPAPER SOLUTION**

**from tkinter import \***

**from PIL import ImageTk, Image**

**def every\_100(text):**

**final\_text = ""**

**for i in range(0, len(text)):**

**final\_text +=text[i]**

**if i%100==0 and i!=0:**

**final\_text += "\n"**

**return final\_text**

**root = Tk()**

**root.title("CodeWithHarry News - Aapka Apna Akhabaar")**

**root.geometry("1000x1000")**

**texts = []**

**photos = []**

**for i in range(0, 3):**

**with open(f"{i+1}.txt") as f:**

**text = f.read()**

**texts.append(every\_100(text))**

**image = Image.open(f"{i+1}.png")**

**#TODO: Resize these images**

**image = image.resize((225, 265), Image.ANTIALIAS)**

**photos.append(ImageTk.PhotoImage(image))**

**f0 = Frame(root, width=800, height=70)**

**Label(f0, text="Code With Harry News", font="lucida 33 bold").pack()**

**Label(f0, text="January 19, 2050", font="lucida 13 bold").pack()**

**f0.pack()**

**f1 = Frame(root, width=900, height=200, pady=14)**

**Label(f1, text=texts[0], padx=22, pady=22).pack(side="left")**

**Label(f1, image=photos[0], anchor="e").pack()**

**f1.pack(anchor="w")**

**f2 = Frame(root, width=900, height=200, pady=14, padx=22)**

**Label(f2, text=texts[1], padx=22, pady=22).pack(side="right")**

**Label(f2, image=photos[1], anchor="e", padx=22).pack()**

**f2.pack(anchor="w")**

**f3 = Frame(root, width=900, height=200, pady=34)**

**Label(f3, text=texts[2], padx=22, pady=22).pack(side="left")**

**Label(f3, image=photos[2], anchor="e").pack()**

**f3.pack(anchor="w")**

**root.mainloop()**

**ANOTHER SOLUTION SAME RESULT**

from tkinter import \*  
from PIL import ImageTk, Image  
def every\_100(text):  
 final\_text = **""**for i in range(0, len(text)):  
 final\_text +=text[i]  
if i%100==0 and i!=0:  
 final\_text += **"**\n**"**return final\_text  
  
  
  
  
root = Tk()  
root.title(**"CodeWithHarry News - Aapka Apna Akhabaar"**)  
root.geometry(**"1000x1000"**)  
  
  
texts = []  
photos = []  
for i in range(0, 3):  
with open(**f"**{i+1}**.txt"**) as f:  
 text = f.read()  
 texts.append(every\_100(text))  
  
 image = Image.open(**f"**{i+1}**.jpg"**)  
*#TODO: Resize these images*image = image.resize((225, 265), Image.ANTIALIAS)  
 photos.append(ImageTk.PhotoImage(image))  
  
f0 = Frame(root, width=800, height=70)  
Label(f0, text=**"Code With Harry News"**, font=**"lucida 33 bold"**).pack()  
Label(f0, text=**"January 19, 2050"**, font=**"lucida 13 bold"**).pack()  
f0.pack()  
  
*# f=[]*for i in range(0,3):  
 f= Frame(root, width=900, height=200, pady=14)  
 Label(f, text=texts[i], padx=22, pady=22).pack(side=**"left"**)  
 Label(f, image=photos[i], anchor=**"e"**).pack()  
 f.pack(anchor=**"w"**)  
  
*#  
# f2 = Frame(root, width=900, height=200, pady=14, padx=22)  
# Label(f2, text=texts[1], padx=22, pady=22).pack(side="right")  
# Label(f2, image=photos[1], anchor="e", padx=22).pack()  
# f2.pack(anchor="w")  
#  
#  
# f3 = Frame(root, width=900, height=200, pady=34)  
# Label(f3, text=texts[2], padx=22, pady=22).pack(side="left")  
# Label(f3, image=photos[2], anchor="e").pack()  
# f3.pack(anchor="w")*root.mainloop()

**TUTORIAL 16**

**WINDOWS RESIZE TASK**

from tkinter import \*  
from PIL import Image,ImageTk  
def attack(event):  
  
 root.geometry(**f"**{width.get()}**x**{height.get()}**"**)  
root=Tk()  
root.title(**"window resize"**)  
root.geometry(**"900x700"**)  
width=IntVar()  
height=IntVar()  
width\_entry=Entry(root,textvariable=width)  
height\_entry=Entry(root,textvariable=height)  
width\_entry.pack()  
height\_entry.pack()  
resize=Button(root,text=**"apply"**)  
resize.pack()  
resize.bind(**'<Button-1>'**,attack)  
root.mainloop()

**TUTORIAL 17**

**MENUS AND SUBMENUS**

from tkinter import \*  
from PIL import Image,ImageTk  
def myfunc():  
print(**"file saved"**)  
root=Tk()  
root.title(**"menus and submenus"**)  
root.geometry(**"400x500"**)  
mainmenu=Menu(root)  
m1=Menu(mainmenu,tearoff=0)  
m1.add\_command(label=**"open"**,command=myfunc)  
m1.add\_command(label=**"save"**,command=myfunc)  
m1.add\_command(label=**"save as"**,command=myfunc)  
m1.add\_separator()  
m1.add\_command(label=**"exit"**,command=myfunc)  
mainmenu.add\_cascade(label=**"file"**,menu=m1)  
m2=Menu(mainmenu,tearoff=0)  
m2.add\_command(label=**"insert"**,command=myfunc)  
m2.add\_command(label=**"delete"**,command=myfunc)  
m2.add\_command(label=**"change"**,command=myfunc)  
  
mainmenu.add\_cascade(label=**"edit"**,menu=m2)  
  
root.config(menu=mainmenu)  
  
root.mainloop()

**TUTORIAL 18**

**MESSAGE BOX,SHOW INFO,WARNING**

from tkinter import \*  
import tkinter.messagebox as lil  
from PIL import Image, ImageTk  
  
  
def myfunc():  
print(**"file saved"**)  
  
  
def help():  
print(**"narehs will help you"**)  
a = lil.showinfo(**"help"**, **"need help"**)  
  
  
def leave():  
 b = lil.askyesno(**"leave"**, **"wanna leave"**)  
if b == True:  
print(**"u can leave"**)  
else:  
print(**"no u cant leave"**)  
  
  
def close():  
 c = lil.askretrycancel(**"close"**, **"unale to close"**)  
if c == True:  
print(**"try again"**)  
else:  
print(**"cancel please"**)  
  
  
  
  
  
root = Tk()  
root.title(**"menus and submenus"**)  
root.geometry(**"400x500"**)  
def animals():  
x = lil.askyesno(**"question"**, **"which is animal"**)  
 lil.showwarning(**"warning"**,**"u cant ask sillly questions"**)  
 i = lil.askyesnocancel(**"question"**,**"quit app"**)  
if i==True:  
print(**"quitting"**)  
elif i == False:  
print(**"not quitting"**)  
else:  
print(**"you cancelled"**)  
mainmenu = Menu(root)  
m1 = Menu(mainmenu, tearoff=0)  
m1.add\_command(label=**"open"**, command=myfunc)  
m1.add\_command(label=**"save"**, command=myfunc)  
m1.add\_command(label=**"save as"**, command=myfunc)  
m1.add\_separator()  
m1.add\_command(label=**"exit"**, command=myfunc)  
mainmenu.add\_cascade(label=**"file"**, menu=m1)  
m2 = Menu(mainmenu, tearoff=0)  
m2.add\_command(label=**"insert"**, command=myfunc)  
m2.add\_command(label=**"delete"**, command=myfunc)  
m2.add\_command(label=**"change"**, command=myfunc)  
mainmenu.add\_cascade(label=**"edit"**, menu=m2)  
m3 = Menu(mainmenu, tearoff=0)  
m3.add\_command(label=**"help"**, command=help)  
m3.add\_command(label=**"leave"**, command=leave)  
m3.add\_separator()  
m3.add\_command(label=**"close"**, command=close)  
m3.add\_command(label=**"animal"**, command=animals)  
mainmenu.add\_cascade(label=**"quit"**, menu=m3)  
  
root.config(menu=mainmenu)  
  
root.mainloop()

**TUTORIAL 19**

**SLIDERS SCALE ,ORIENT,TICKINTERVAL IN TKINTER**

from tkinter import \*  
import tkinter.messagebox as m  
from tkinter import Scale  
def amount():  
 m.showinfo(**"amount"**,**f"amount** {sliders.get()} **is credited"**)  
root=Tk()  
root.title(**"sliders tutorial"**)  
root.geometry(**"400x500"**)  
Label(root,text=**"how many dollars u want?"**).pack()  
sliders = Scale(root , from\_=**"0"**,to=**"100"**,orient=HORIZONTAL,tickinterval=50)  
sliders.set(20)  
  
sliders.pack()  
Button(root,text=**"credit amount"**,command=amount).pack()  
  
root.mainloop()

**Challenge of rating restaurent**

from tkinter import \*  
import tkinter.messagebox as m  
from tkinter import Scaleroot=Tk()def store():  
with open(**"records.txt"**,**"a"**) as f:  
 f.write(**f"**{myslider.get()}\n**"**)  
 m.showinfo(**"submit"**, **"Thanks for rating our restaurent :)"**)  
 root.quit()  
root.title(**"rate restaurent"**)  
root.geometry(**"400x500"**)Label(root,text=**"please give a rating about your experience "**).pack()  
myslider=Scale(root,from\_=1,to=10,orient=HORIZONTAL)  
myslider.pack()  
Button(root,text=**"post"**,command=store).pack()  
root.mainloop()

**TUTORIAL 20**

**RADIO BUTTONS IN TKINTER**

from tkinter import \*  
from PIL import ImageTk,Image  
import tkinter.messagebox as lil  
from tkinter import Scale  
root=Tk()  
def ordered():  
 lil.showinfo(**"ordered"**,**f"your order** {var.get()} **is placed.Thank you for ordering:)"**)  
 root.quit()  
root.title(**"radio buttons"**)  
root.geometry(**"400x500"**)  
*# var=IntVar()*var=StringVar()  
var.set(**"rabbit"**)  
Label(root,text=**"what u like to order"**,font=**"TimesRoman 14 bold"**,pady=10).pack(anchor=**"n"**)  
radio=[**"dosa"**,**"idly"**,**"samosa"**,**"icecream"**]  
for i,item in enumerate(radio):  
 Radiobutton(root,text=item,variable=var,value=item).pack(anchor=**"w"**)  
Button(root,text=**"order"**,command=ordered).pack(anchor=**"n"**)  
root.mainloop()

**TUTORIAL 21**

**LIST BOX IN TKINTER**

from tkinter import \*  
from PIL import Image,ImageTk  
from tkinter import Scale  
import tkinter.messagebox as ms  
root=Tk()  
def select():  
global i  
 box.insert(ACTIVE,**f"**{i}**"**)  
 i=i+1  
  
i=0  
root.title(**"list boxes"**)  
root.geometry(**"400x500"**)  
box=Listbox(root)  
box.pack()  
box.insert(END,**"what is u want"**)  
box.insert(END,**"what is they want"**)  
Button(root,text=**"select this"**,command=select).pack()  
root.mainloop()

**TUTORIAL 22**

**SCROLL BAR IN TKINTER**

**from tkinter import \***

**root = Tk()**

**root.geometry("455x233")**

**root.title("Scrollbar tutorial")**

**# For connecting scrollbar to a widget**

**# 1. widget(yscrollcommand = scrollbar.set)**

**# 2 scrollbar.config(command=widget.yview)**

**scrollbar = Scrollbar(root)**

**scrollbar.pack(side=RIGHT, fill=Y)**

**listbox = Listbox(root, yscrollcommand = scrollbar.set)**

**for i in range(344):**

**listbox.insert(END, f"Item {i}")**

**listbox.pack(fill="both",padx=22)**

**#text = Text(root, yscrollcommand = scrollbar.set)**

**#text.pack(fill=BOTH)**

**scrollbar.config(command=listbox.yview)**

**#scrollbar.config(command=text.yview)**

**root.mainloop()**

**exercise**

from tkinter import \*  
  
root = Tk()  
root.geometry(**"900x600"**)  
root.title(**"First scrollbar"**)  
scrollbar = Scrollbar(root)  
scrollbar.pack(side=RIGHT,fill=Y)  
text = Text(root,yscrollcommand = scrollbar.set,font=**"lucida 13 italic"**,height=100,fg=**"brown"**)  
text.pack(fill=BOTH)  
scrollbar.config(command=text.yview)  
root.mainloop()

**TUTORIAL 23**

**STATUS BAR IN TKINTER**

from tkinter import \*  
from PIL import Image,ImageTk  
from tkinter import Scale  
import tkinter.messagebox as lil  
root=Tk()  
def uploaded():  
 var.set(**"busy.."**)  
 label.update()  
import time  
 time.sleep(2)  
 var.set(**"Ready now"**)  
root.title(**"statusbar"**)  
root.geometry(**"400x500"**)  
var=StringVar()  
color=StringVar()  
color.set(**"yellow"**)  
var.set(**"Ready"**)  
label=Label(root,textvariable=var,relief=GROOVE,anchor=**"w"**,bg=color.get())  
label.pack(side=BOTTOM,fill=**"x"**)  
Button(root,text=**"upload"**,bg=**"white"**,command=uploaded).pack()  
root.mainloop()

**TUTORIAL 24**

**CLASSES OBJECTS IN TKINTER**

**TO AVOID REPEATING CODE ALWAYS USE OOPS CONCEPTS ,ENCAPSULATION**

from tkinter import \*  
class GUI(Tk):  
def \_\_init\_\_(self):  
super().\_\_init\_\_()  
self.geometry(**"744x500"**)  
def status(self):  
self.var1=StringVar()  
self.var1.set(**"Ready"**)  
self.var=Label(self,textvar=self.var1,relief=GROOVE,anchor=**"w"**)  
self.var.pack(side=BOTTOM,fill=X)  
def click(self):  
print(**"button clicked"**)  
self.var1.set(**"busy.."**)  
import time  
 time.sleep(2)  
self.var1.set(**"ready now"**)  
self.geometry(**"400x200"**)  
def update(self,btext):  
 Button(text=btext,bg=**"pink"**,command=self.click).pack()  
  
  
  
  
if \_\_name\_\_==**"\_\_main\_\_"**:  
 window=GUI()  
 window.status()  
 window.update(**"click me"**)  
 window.mainloop()

**TUTORIAL 24**

**ICONS,QUIT,CONFIGURE**

from tkinter import \*  
from PIL import Image,ImageTk  
from tkinter import Scale  
import tkinter.messagebox as lil  
root=Tk()  
root.title(**"note"**)  
root.geometry(**"400x500"**)  
*# to add icon to application*root.wm\_iconbitmap(**"4.ico"**)  
*# to make changes in middle*root.configure(bg=**"red"**)  
*# laptop screen width and height*width=root.winfo\_screenwidth()  
height=root.winfo\_screenheight()  
print(str(width)+**"x"**+str(height))  
print(**f"**{width}**x**{height}**"**)  
Button(text=**"close"**,bg=**"yellow"**,command=root.quit).pack()  
root.mainloop()

**TUTORIAL 25**

**BUILD A CLACULATOR**

from tkinter import \*  
  
def click(event):  
 global scvalue  
 text = event.widget.cget(**"text"**)  
 if text == **"="**:  
 if scvalue.get().isdigit():  
 value = int(scvalue.get())  
 else:  
 try:  
 value = eval(screen.get())  
  
 except Exception as e:  
 print(e)  
 value = **"Error"** scvalue.set(value)  
 screen.update()  
  
 elif text == **"C"**:  
 scvalue.set(**""**)  
 screen.update()  
  
 else:  
 scvalue.set(scvalue.get() + text)  
 screen.update()  
  
root = Tk()  
root.geometry(**"644x970"**)  
root.title(**"Calculator By CodeWithHarry"**)  
root.wm\_iconbitmap(**"4.ico"**)  
  
scvalue = StringVar()  
scvalue.set(**""**)  
screen = Entry(root, textvar=scvalue, font=**"lucida 40 bold"**)  
screen.pack(fill=X, ipadx=8, pady=10, padx=10)  
  
f = Frame(root, bg=**"grey"**)  
b = Button(f, text=**"9"**, padx=28, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"8"**, padx=28, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"7"**, padx=28, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
f.pack()  
  
  
f = Frame(root, bg=**"grey"**)  
b = Button(f, text=**"6"**, padx=28, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"5"**, padx=28, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"4"**, padx=28, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
f.pack()  
  
  
f = Frame(root, bg=**"grey"**)  
b = Button(f, text=**"3"**, padx=28, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"2"**, padx=28, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"1"**, padx=28, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
f.pack()  
  
  
f = Frame(root, bg=**"grey"**)  
b = Button(f, text=**"0"**, padx=31, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"-"**, padx=31, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"\*"**, padx=31, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
f.pack()  
  
  
f = Frame(root, bg=**"grey"**)  
b = Button(f, text=**"/"**, padx=33, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"%"**, padx=21, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"="**, padx=27, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
f.pack()  
  
f = Frame(root, bg=**"grey"**)  
b = Button(f, text=**"C"**, padx=26, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"."**, padx=26, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
b = Button(f, text=**"00"**, padx=26, pady=18, font=**"lucida 35 bold"**)  
b.pack(side=LEFT, padx=18, pady=5)  
b.bind(**"<Button-1>"**, click)  
  
f.pack()  
  
root.mainloop()

**TUTORIAL 26**

**BUILD A NOTEPAD**

from tkinter import \*  
from tkinter.messagebox import showinfo  
from tkinter.filedialog import askopenfilename, asksaveasfilename  
import os  
  
def newFile():  
 global file  
 root.title(**"Untitled - Notepad"**)  
 file = None  
 TextArea.delete(1.0, END)  
  
  
def openFile():  
 global file  
 file = askopenfilename(defaultextension=**".txt"**,  
 filetypes=[(**"All Files"**, **"\*.\*"**),  
 (**"Text Documents"**, **"\*.txt"**)])  
 if file == **""**:  
 file = None  
 else:  
 root.title(os.path.basename(file) + **" - Notepad"**)  
 TextArea.delete(1.0, END)  
 f = open(file, **"r"**)  
 TextArea.insert(1.0, f.read())  
 f.close()  
  
  
def saveFile():  
 global file  
 if file == None:  
 file = asksaveasfilename(initialfile = **'Untitled.txt'**, defaultextension=**".txt"**,  
 filetypes=[(**"All Files"**, **"\*.\*"**),  
 (**"Text Documents"**, **"\*.txt"**)])  
 if file ==**""**:  
 file = None  
  
 else:  
 *#Save as a new file* f = open(file, **"w"**)  
 f.write(TextArea.get(1.0, END))  
 f.close()  
  
 root.title(os.path.basename(file) + **" - Notepad"**)  
 print(**"File Saved"**)  
 else:  
 *# Save the file* f = open(file, **"w"**)  
 f.write(TextArea.get(1.0, END))  
 f.close()  
  
  
def quitApp():  
 root.destroy()  
  
def cut():  
 TextArea.event\_generate((**"<>"**))  
  
def copy():  
 TextArea.event\_generate((**"<>"**))  
  
def paste():  
 TextArea.event\_generate((**"<>"**))  
  
def about():  
 showinfo(**"Notepad"**, **"Notepad by Code With Harry"**)  
  
if \_\_name\_\_ == **'\_\_main\_\_'**:  
 *#Basic tkinter setup* root = Tk()  
 root.title(**"Untitled - Notepad"**)  
 root.wm\_iconbitmap(**"4.ico"**)  
 root.geometry(**"644x788"**)  
  
 *#Add TextArea* TextArea = Text(root, font=**"lucida 13"**)  
 file = None  
 TextArea.pack(expand=True, fill=BOTH)  
  
 *# Lets create a menubar* MenuBar = Menu(root)  
  
 *#File Menu Starts* FileMenu = Menu(MenuBar, tearoff=0)  
 *# To open new file* FileMenu.add\_command(label=**"New"**, command=newFile)  
  
 *#To Open already existing file* FileMenu.add\_command(label=**"Open"**, command = openFile)  
  
 *# To save the current file* FileMenu.add\_command(label = **"Save"**, command = saveFile)  
 FileMenu.add\_separator()  
 FileMenu.add\_command(label = **"Exit"**, command = quitApp)  
 MenuBar.add\_cascade(label = **"File"**, menu=FileMenu)  
 *# File Menu ends  
  
 # Edit Menu Starts* EditMenu = Menu(MenuBar, tearoff=0)  
 *#To give a feature of cut, copy and paste* EditMenu.add\_command(label = **"Cut"**, command=cut)  
 EditMenu.add\_command(label = **"Copy"**, command=copy)  
 EditMenu.add\_command(label = **"Paste"**, command=paste)  
  
 MenuBar.add\_cascade(label=**"Edit"**, menu = EditMenu)  
  
 *# Edit Menu Ends  
  
 # Help Menu Starts* HelpMenu = Menu(MenuBar, tearoff=0)  
 HelpMenu.add\_command(label = **"About Notepad"**, command=about)  
 MenuBar.add\_cascade(label=**"Help"**, menu=HelpMenu)  
  
 *# Help Menu Ends* root.config(menu=MenuBar)  
  
 *#Adding Scrollbar using rules from Tkinter lecture no 22* Scroll = Scrollbar(TextArea)  
 Scroll.pack(side=RIGHT, fill=Y)  
 Scroll.config(command=TextArea.yview)  
 TextArea.config(yscrollcommand=Scroll.set)  
  
 root.mainloop()