**JAX P**

**Use Case:**

**For Sim Activation:**

For example, if we want to get a Airtel new connection. We will fill the form and the POC of the Airtel will fill that application details in an excel sheet or User interface. In the backend an XML fie is generated. It is send to central office i.e Begumpet office.

So, in Business to Business appications, XML is mandatory.

**In webservices:**

![](data:image/png;base64,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)

Java applications i.e. Consumer here should hold the data in terms of an object. And the object shold be sent to Provider.

**Can we use Serialization to transfer the data?**

We cannot use serialization, because serialization is the concept of only Java. So, provider should be Java appication. Here, interoperability is lost in serialization. ![](data:image/png;base64,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)

**Then how can we transfer the data between consumer and provider ?**

Convert the object of data into a XML equalent reperesentation of object. If we send the XML, then if there is any change the XML then the XML logic for reading the data should be modified.

So, provider should not read the directy from an XML. So, we have to send the XML as an object.

**JAX P :**  
Java API for XML Processing, this is not meant for converting XML to object. It just can read or write the data from an XML.

Initially huge adoption of XML is not there. But later due to the heavy increase in the use of XML, slowly API to read the XML use started increasing.

Initially Java has not provided any support for XML reading API. Java community people requested Sun Micro systems to provide the API. But Sun has not shown interest in supporting the XML reading API. Java people now has no support to reading the contents of an XML. So, third party vendors came into picture.

To read the contenets of an file we have a IO Streams. But it is very difficult for normal Java programmers. So, vendors gave few classes and methods, to read the XML.

**Third party libraries:**

SAX4J

DOM4J

XML4J

**What is standard API ? What are third party library ? Why Sun has not provided Standard API ?**

Java being an Open Source platform, it is always late in the market. Because open source has some financial issues.

For example, if Java immediatly started investing in cloud, lets assume cloud is not successful then money is wasted.For commercial vendors, fund ll be coming from partner itself.

**Standard API:**

API - API is always partial.

Interfaces and abstract classes will only be there. The concrete implementation of interfaces/abstract classes are not present in API. So, APIs are partial.

**API vs Standard API:**

API is bunch of libraries. API is a generic term. Third party provided library is also called as API.

**Example**: log4J

APIs provided from Sun are ony called as Standard APIs.

**Example**: JAX P

**Java follows 3 stages of software development for deveoping a Standard API: [SAI]**

As we know Java is Open source technoogy stack.

*a. Specification*

*b. API*

*c. Implementation*

**Specification :**

It is just like a white paper or open paper. Anyone can write a specification. It may be diagramatic or any representaions. We can just keep our idea on paper here.

We can call this as **Draft Specification document**. People who has some idea can give there ideas also. We can finally make this specification meaningful.

It is blue print or a representaion of something. Its not needed to represent in terms of techinical.

**Example**: Building plan. How many rooms will be there, and where it will be there only will be there. Here use a 12 inch brick is used or 9mm rod use it etc will not be there in specification.

For XML reading, should we read in sequential way or random way, will be identified as a part of XML Specification.

**API :**

For building a house we hire architect will be called. He will guide us how to build a house. How much inch brick is needed and how much rod is needed etc.

API will specify the structural representations only.

**Implementation :**

Actual implementaion i.e concrete representation is specifed here.

**Not only for financial issues, open source also has lack of support too.**

**For example**:

.Net is not an open source. We have to get license from Microsoft. If we are working on .Net, we found a bug. Then Microsoft has to definatly address the bug. As we are buying the license, they have to solve issues 24/7.

If we have some issue in Java, as it is open source one, it is not that active in supporting to sove the bug we got.

So, enterprise/business applications are not preferred to use Java. As if issues comes no one will be there to solve the bugs. So, .Net was very famous initially along with Java.

**Lot of open source patforms like PHP, Ruby On Rails etc are there ? But why Java is famous than other language ?**

**Or**

**Why three stages are needed for standard API ?**

**For Example:**

If Sun provided a library called java.xml.parsingAPI library. Directly Java has provided libraries, without using any of 3 stages formula.

While developing the applications in Java, we will provide jxmlReader class. It has a method called jReadElement() method.

*class JXMLReader{  
 jReadElement(Element Name){  
 }  
}*

If we are using the above, and we have seen a bug. Then as Sun is a open source, it will not concentrate that much on solving the bug.

***So, don't go for Java is the ony solution left ?? "No"***

So, Java said that I have provided Java Standard API. So, various vendors can provide the concrete implementaions for that interface and abstrace classes.

**For Example:**

**API** *interface jReader(){  
 }  
interface jElement{  
 ReadElement(String ){  
 String getTagName();  
 String getTagVaue();   
 }  
}*

**Java:***class jSunReaderimpl implements jReader{   
}*

*class jSunElement implements jElement{  
 Reader.ReadElement(OrderItems);  
 Element.getTagName();  
 Element.getTagValue();*

*}*

*So,* we can start reading it. We are just using the implementation class here. If we found a bug in API then we can just continue switching to other vendor.

**Apache:***class jFastReaderimpl implements jReader{   
}*

*class jSunElement implements jElement{  
 Reader.ReadElement(OrderItems);  
 Element.getTagName();  
 Element.getTagValue();*

*}*

So, here we are not tightly coupling. So we can easily move to other vendors using this. As vendors provide implementations for these vendors. Few implementations of these are commercial implementaions too, it gives 24/7 support. So we can work like .Net in Java. We can get few memory saves also, if we select few vendors.

For every API, Java will provide open source implementation of its own. First Java provides Sun Implementaion or Reference Implementaions.

JAXP is as API, so, Sun itself should provide one reference implementaion.

**Why vendors will provide implementaions for the API provided ?**

So SUN went into the market and started promoting their APIs. They requested vendors to provide implementaions.

**Then vendors asked what is the use for them ?**

Then SUN said, I will provide you my brand. I will treat you as a partnered vendor of Sun i.e SUN PARTNERED VENDOR. So, that small company will be recognized as SUN PARTNER. Then people will start to treat you with TRUST.

**Then vendors asked how can we get complete information API ?**

"From initial thought onwards we will involve you in the specifications. Then you can contribute to that idea better" - said SUN.

So, Sun has to provide a reference implementation and then the vendors will provide there implementation.

**As SUN is open source vendors, how will it get revenues ?**

**Certifications** - SCJP, SCWCD, ...

**Support and Services** - Hire SUN staff as architects of SUN. There will be annual support packages too.

**Sun Trainers -** Costly

**Note:**

***API:***

*interface jReader(){  
 }*

*ReadElement(String ){  
 String getTagName();  
 String getTagVaue();*

*}*

***Sun:***

*class jSunReaderimpl implements jReader{   
}*

*class jSunElement implements jElement{  
 Reader.ReadElement(OrderItems);  
 Element.getTagName();  
 Element.getTagValue();*

*}*

***Working:***

class ReadXML{  
pubic void process(file("PurchaseOrder")){  
 JReader reader= new JReader;  
 // Wrong, we need to create from implementation  
 JReader reader= new jSunReaderimpl;// Right  
 }  
}

If we want to modify this to Apache implementation then again code change  
is needed.

**Apache:**

*class jFastReaderimpl implements jReader{   
}*

*class jSunElement implements jElement{  
 Reader.ReadElement(OrderItems);  
 Element.getTagName();  
 Element.getTagValue();*

*}*

***Working:***

class ReadXML{  
pubic void process(file("PurchaseOrder")){  
 JReader reader= new JReader;  
 ***// Wrong, we need to create from implementation*** JReader reader= new jFastReaderimpl;// Right  
 }  
 }

It should not be loosely coupled. It should be loosely coupled.

For this interface SUN provided implementation is jSunReaderimpl and Apache provided implementation is jFastReaderimpl.

We cant remember al the class names. So, there should be some way to remember different vendor implementations.

**SUN:**

*class jSunReaderimpl implements jReader{   
}*

*class jSunElement implements jElement{  
 Reader.ReadElement(OrderItems);  
 Element.getTagName();  
 Element.getTagValue();   
}*

**Working:**

*class POAccessories{  
 public void POManager(File XMLFile){ jReader reader=new jReader();  
 //Wrong, Should use implementation of API  
 jReader reader=new jSunReaderImpl();   
 jElement element = reader.ReadElement(ItemCode);*

*}   
}*

Here to switch to different vendors, we need to change the code. It is difficult as above code is tightly coupled.

**From above, how can we know the class names of different vendors ?**

So, we should find some way easily to move from one vendor to other vendor.

Factory comes into picture.

**Factory:**

Factories are the classes who knows how to create the object of another classes.

Creating an object would be complicated, so we have to avoid such logic in the code at multiple places.

jReader is an interface for which I have implementation i.e. *jSunReaderImpl*, my class wants to use *jSunReaderImpl*, but I dont know the impementation class, but I want to use the object of that class. Go for Factory Method. Factory takes care of identifying the implementations and instantiates and returns.

So, we dont need to know the actual implementation cass name. So, we can say it is loosely coupled.

**Sun:**

*class jReaderSunFactory{  
 jReader CreatejReader(){  
 //Return sun provided implementaion class object  
 return jSunReaderimpl; -- Object  
 }  
}*

**Internally for SUN:**

*class jSunReaderimpl implements jReader{   
}*

*class jSunElement implements jElement{  
 Reader.ReadElement(OrderItems);  
 Element.getTagName();  
 Element.getTagValue();   
}*

If vendor changes the implementaion class names, then we dont even care. As we are just referring to the Factory method. So, class changes then we dont need to change the code at-all. So, it is loosly coupled.

Here, CreatejReader internally is constructed in such a way that, if we call that method, then automatically in has to get the details of jReader and jElement interface also. All must be linked internally.

So, in JDBC, connection, statement and Resutset are all interconnected.

**Apache:**

*class jReaderFastFactory{  
 jReader CreatejReader(){  
 //Return sun provided implementaion class object  
 return jFastReaderimpl; -- Object  
 }  
}*

**Internally for Apache:**

*class jFastReaderimpl implements jReader{   
}*

*class jSunElement implements jElement{  
 Reader.ReadElement(OrderItems);  
 Element.getTagName();  
 Element.getTagValue();   
}*

Here we are referring to the concrete factory methods. So, again whole code must be modified.

So, we use Factory of Factory methods.

*class jReaderSunReaderFactoryImpl implements jSunReaderimpl {*

*}*

*class jReaderFastReaderFactoryImpl implements jFastReaderimpl {*

*}*

Internally they have same methods only.

**Now [ Factory of Classes ]**

***Sun:***

*jReaderFactory jFactory=new jReaderSunReaderFactoryImpl ();  
jReader reader=jFactory.createjReader();*

***Apache:***

*jReaderFactory jFactory=new jReaderFastReaderFactoryImpl ();  
jReader reader=jFactory.createjReader();*

But the above also has a problem. Here also a we need to change the code during switching to other vendor.

So again a factory is needed i.e Super Factory method. It goes on.

**Abstract Super class factory :**

*public jReaderFactory{  
 createJReaderFactory()  
}*

*class jReaderFactoryFactory(){  
 CreatejReaderFactory("SUN"); or  
 CreatejReaderFactory("APACHE"); or  
}*

**Instead of writing the Factory Factory classes, we can write above as :**

***Sun:***

*jReaderFactory jFactory=new jReaderSunReaderFactoryImpl ();  
jReader reader=jFactory.createjReader();*

***Apache:***

*jReaderFactory jFactory=new jReaderFastReaderFactoryImpl ();  
jReader reader=jFactory.createjReader();*

These can be converted to [Abstract Factory Class],

*jReaderFactory.createReader("SUN");*

*or*

*jReaderFactory.createReader("APACHE");*

All these are called as ***Abstract Factory Design Pattern.***

**How to hard code the SUN or APACHE ?**

* If I have a valaue, I want to pass it as input to a method, pass it to a parameters to a method.
* If I have a valaue, I want to pass it as input to all the methods of the class, pass it as an Attribute.
* If I have a valaue, I want to pass it as input to all the objects of a class, pass it as a static variable.
* If I have a valaue, I want to pass it as a global to all the classes to appications running on same JVM then pass it as an SYSTEM variable.

**SYSTEM PROPERTY is the global variable that is there in Java.**

*String implementaion=null;*

*implementation=SYSTEM.getProperty("VENDOR\_NAME.NAME");*

While running the program, we should pass :

*-d VENDOR.NAME="SUN";*

**If we use Static variable also it soves the problem , then why shold we take it as a SYSTEM Property ?**

Class Loaders.

Implementation vendor jar will be loaded by class loader. All the applications has to use the same jar. Because it cannot be overridden.

Jar we are putting at the CLASS\_PATH, that will be loaded by the CLASS LOADERS, so that the classes that are loaded by the CLASS LOADER will be applicable to all the applications that are running under same JVM under the same class loader. It should be GLOBAL to the class loader scope, It shouldnot be gobal to the application level scope. So, we are passing it as a SYSTEM PROPERTY.

SYSTEM PROPERTY is a JVM level input data.

**Why Factory classes ?**

**Basic principle adopted by Java for API's ?**

**What is Abstract Factory Design Pattern ?**

**Problems in working with third party library ?**

When we are working with 3rd party library we should properly take care of the documentations. Else the limitations may not be understood.

So, we should got for JAXP API.

**JAX APIs implementation present in the market:**

*XERCES2 - Default implementation. - Provided byApache  
CRIMSON  
ORACLE V2 Parser  
XML4J*

**Versions:**

From JDK 1.4, JAX P is provided - But no direct support.

JAXP API.jar, JAXP\_API \_impl.jar will not be there inside JDK.

From JDK 1.5, we have direct support for working with JAXP.

JAXP API.jar, JAXP\_API \_impl.jar(XERCES implementation) will be there inside JDK directly.

**Note:**

In general, if we give a book to few guys. Each guy will have his own style of reading a book. Some starts with prefix, some with first unit etc. Similarly, **In general, in Universe, there are 2 ways of reading the contents of an XML: [Universal Access Methodology ] :**

**SAX** *- Simple Access for XML API*

**DOM** *- Document Object Model*

**SAX:**

Simple Access for XML API.

It allows to read the contents of an XML in a **sequential access model**. SAX will start reading the contents of an XML by placing the pointer at the top of the XML before the root. It move the pointer from top to the bottom from one element to the other.

SAX consumes less amount of memory while reading the contents of an XML.

For example, at any point of time the pointer will read only one portion at a time. So we can say it consumes less memory.

SAX uses **Event based processing model/mechanism**, in reading the contents of an XML.

**Event based processing model:**

AWT and Swings in Core Java works on this model.

There are four actors in this mechanism:

*a. Source  
b. Event  
c. Listener and  
d. Handler*

**General:**

Lets take a button. If we click on a button, then it is called as an Event.   
Who knows whether I clicked the button or not ? i.e button will know. So, button should know the logic to store the data in the data base. If we clicked on DELETE button, will it also store the data in the database ? No. So, buttons should not store or delete. So, button is not tightly coupled with the actions.

So, button should tell that someone has pressed me. So that some one will be able to listen what type of action has been happen on the button. Then others will perfor the action.

**Event**: Here, an action that has been taken place on a button.

**Source**: The component that triggers the action i.e pressing the button.

**Why source will generate the event ?**

When someone has clicked the button, then button cant do anything. So, it should tell someone that event is triggered.

Event will not perform the action. It just carries the action which is performed on it.

*class button{ --> Save  
 public void onCick(){  
 }  
}*

*class button{ --> Delete  
 public void onCick(){  
 }  
}*

... etc.

So, we have to create two object on the same button i.e. save and delete.

*class button{ -->* Generic component.  
 *public void onCick(){  
 }  
 }*

So, button should not do the action by its own. Then it shoud tell someone that it has been clicked.

Event is an informational object that carries, the action that carries on the source.

**It has 2 parts :**

a. Type of action [single click or double click etc...]

b. Source [which button has been clicked, save or delete or etc..]

*Event event = new Event();  
event.setAction=clicked;  
event.setSource=this;* //Then publish the event.

Event is a object that encapsulates the information about the action on the source and on which source the action has been performed. Event dont know how to handle the action.

Neither the source or event knows what action to perform. Programmer knows it.

**Handler :** The programmer has to write the logic to perform in a seperate class which is known as Handler.

A source can trigger multiple events like save, delete, doube click, single click..etc.

So, handler will contain multiple different methods(routines) for each event.

Logic that has been written in the handler class is based on the type of the event generated by the source. Handler class needs both action and the source. As source is carried by events, always these methods will contain the source as an input. So, in JavaScript method we pass events.

**Listeners :** It acts as a mediator between the source and the handler. Listener will places an ear on the source. Whenever a source has produced an event, then the listener will check the type of the event and then listener will identify the source. Handler will register with the listener.

Listener is a kind of logical entry with source and handler. From which source the event is called, then the listener calls the corresponding handler.

If the same event is called again. Then we dont need to duplicate the logic, we just need to make an entry in the source to same handler. Because neither the handler or the source is taking to each other directly. So we can reuse the handler or we can bind the multiple sources to the same handler.

**Now if we click on a button, we should not save it.**

*Then, change the code in the BUTTON ?* ***NO****.*

*Then, change the code in the EVENT ?* ***NO****.*

*Then, change the code in the HANDLER ?* ***NO****.*

Nothing will be done, just we need to remove the entry from the listener. Because everyone is loosly coupled, that is the purpose of event based processing mechanism. Same button can be binded to any action, neither the source or event of handler is modified. This is the loosly coupled mechanism.

==========================================

SAX will allows to read XML in sequential way and uses event based processing mechanism.

**Why SAX adopted the event based mechanism ?**

**In SAX, who is source, event, handler or listener ?**

**Source :**

A person who is capable of generating the event is Source. In SAX XML is the source.

**Events :**

As we know the SAX places a pointer at the top of the XML and moves forward.

Start tag , End tag, Data... all these are considered as an Events.

**Handler:**

The action to be performed should be written in the handler component.

If start tag is encountered, START TAG method is called.  
 If end tag is encountered, END TAG method is called.  
 If data is encountered, DATA method is called.

**Listener:**

The intermediator which takes source and handler as input, will identifies the type of event by incrementing the pointer and calls the corresponding methods in the handler class.

Here, **listener will acts as a parser.** We should pass the source and the handler.

**===================================================**

**SAX in JAX P:**

When ever we pass XML as an input to SAX Engine, this will place the pointer to the top of the XML.

Based on the content it is pointing events are being triggered.

*a. START DOCUMNET  
b. START ELEMENT  
c. CHARACTERS  
d. END ELEMENT  
e. END DOCUMNET*

Like this many different types of events. If an API can generate more events only the API will be strong.

We cannot call any class and call it has a handler class. Because we are not going to call the methods, parser is going to call it. How would the parser will know which methods are ther and for which event which method has to be triggered ?

So, when we are writing this handler class, we should write this class, by implementing or extending from the standard interface or by a class.

We need to write this class extending from a default handler. Which is not a interface or abstract class. It is a concrete class, with a dummy methods. No logic will be there inside it. We can write the logic only for the event we need.

***public void startDocument() {  
 }***

***public void startElement(String uri, String localName, String qname, Attributes attr) {  
}***

***public void characters(char[] ch, int start, int length) {*** *// Whole xml is passed as a character array.  
 //Start/Offset - Position where the data is encountered.* ***}***

***public void endElement(String uri, String localName, String qname) {  
 }***

***public void endDocument() {  
 }***

If we dont want to do anything, then dont even call that event.

To the mediator/parser we should, pass the XML and object of the Handler.

Object because parser is not going to instantiate this class, it is going to call the methods. To call the methods, we need to have the object of the class, we dont need the class. So, we dont need to take care of initializing and instantiating the handler. We shoud just pass the object of the handler.

SAX Parser, will reads the contents of the XML and triggers the events and calls the methods of the handler.

SAX Parser is coming from JAX P API. As API is partial it contains interfaces and abstract class. SAX Parser will also be an interface / abstract class.

To call the methods, we need to create the object of the SAX Parser. We can create object of a SAX Pareser in following way:

*SAXParser parser = new SAXParser(); //* ***Wrong***

As it is interface/abstract class, we cannot create the object of the SAXParser. We need to find the implementation class that is provided by the implementation class which is provided by the implementation vendor for that interface or abstract class.

So, we need to go to SAXParserFactory. It is a factory which knows what is the corresponding implementation class provided by the vendor for the interface or abstract class.

SAXParserFactory is coming from the API... So we use the Abstract Factory Design Pattern.

*SAXParserFactory --> Abstract Factory class.*

***SAXParserFactory parser = SAXParserFactory.newInstance();***

When newInstance is called, it will check for SYSTEM PROPERTY. In system property we can specify which impementation we are using(CRIMSON, XERCES,...etc). If nothing is set,then the default implemetation i.e. XERCES is called, when we are working with JDK 1.5 or above. But in JDK 1.4 there is no direct support is there. So, no default implementation in 1.4.

*Parse can you please parse XML(absolute path of XML), Handler object.*

***SAXParserFactory factory = SAXParserFactory.newInstance();***

***SAXParser parser = factory.newSAXParser();***

***parser.parse(new File("D:\\po.xml"), new POHandler());***

**Alt SHIFT S V**

=====================================================================

**DOM:**

Another universal access methodology.

DOM will read the contents of an XML in random manner. That is, there is an API which will help us to access specifid element in a random manner.

Trees will not support in random access. Cost of traversal in trees are high. Because we dont know how many childs are there in the nodes.Binary trees came into picture. Each node has 2 child nodes here. Problem is that binary tree is costly.Then NRI Binary tree came in to picture....

DOM reads the contents of XML in a hierarchial process model. Anything that is written in terms of parent and child, is called as a Hierarchial model. So, DOM is going to represent the data in the tree representation. It represents the contents of the tree as nodes of the tree. Each node has a relation with the others. As tree contains the contents of an XML, it is called as **In-Memory Content Tree.** Once the tree is constructed, the pointer is placed at the top of the tree. One can move the pointer to different nodes of the tree, by using the **traversal mechanisms.**

**Traversal mechanisms has different methods:** *Next Node  
Previous node.  
First child.  
Second child   
Any element data etc...*

To read the contents of an XML, the XML should be represented in a hierarchial model, then only the methods that are there in the DOM will allows us to traverse. We have to place that in an object form because anything that is there in the JVM memory is represented in terms of object. In which object we should store or represent the structure of a JVM as a tree ? **DOCUMENT OBJECT.**

So, Document Object represents the tree representation of an XML, having the relation in a hierarchial model. Once the tree has been constructed, it places a pointer at the top of the Tree. The pointer is been given as a reference to us in the document. So, we have top node of the tree now. We use traversal API to traverse. Unless until we create a document object, we cannot traverse.

**How to create a document object ?**

As **DOCUMENT** is a class coming from JAX P API, it is interface or abstract class. We dont know the implementtaion of it, So we have to go to the Factory. So we should use Document Factory?

DocumentFactory document= new DOCUMENT(); //WRONG, because

When comes to the DOM it not only reads that XML, it can also create a new XML also. To support such a kind of API, DOM has provided one object called as **DOCUMENT BUILDER.**

A Builder has an API for reading the XML and also writing the new XML... Check Builder Design Pattern.

Again Document builder is coming from API. So, it must be interface or abstract class, we dont know how to create an object for it. So, we have to go to DocumnetBuiderFactory.

*DocumentBuilderFactory dbf = DocumentBuilderFactory.newInstance(); DocumentBuilder db = dbf.newDocumentBuilder();  
 Document doc = db.parse(new File("games.xml"));*

Now, doc object has a tree structure of XML, and a pointer is placed at the top of the tree.

There will be one root node, that is DOCUMENT node.

*DOCUMENT --> Purcahse-order--> Item --> Item-code--> etc...*

All the nodes are same, as all are represented in a node interface. But based on the characteristice of the node, we can distinguish between one node to the another node.

**There are 4 types are nodes are there:**

*a. DOCUMENT NODE  
b. ELEMENT NODE   
c. TEXT NODE  
d. ATTRIBUTE NODE*

For DOCUMENT node to the ELEMENT(purchase-order) node, we can call as get First child. That is purchase-oder node.

*Node node=doc.getFirstChild();  
 or   
 doc.getFirstChild().getFirstChild().getName();  
 or  
 doc.getFirstChild().getFirstChild().getFirstChild().getValue();*

Element node will have name and text node will have value.

**What is Builder Design Pattern ?**

Java SAX Parser – Overview

SAX (the Simple API for XML) is an event-based parser for xml documents. Unlike a DOM parser, a SAX parser creates no parse tree. SAX is a streaming interface for XML, which means that applications using SAX receive event notifications about the XML document being processed an element, and attribute, at a time in sequential order starting at the top of the document, and ending with the closing of the ROOT element.

* Reads an XML document from top to bottom, recognizing the tokens that make up a well-formed XML document
* Tokens are processed in the same order that they appear in the document
* Reports the application program the nature of tokens that the parser has encountered as they occur
* The application program provides an "event" handler that must be registered with the parser
* As the tokens are identified, callback methods in the handler are invoked with the relevant information

When to use?

You should use a SAX parser when:

* You can process the XML document in a linear fashion from the top down
* The document is not deeply nested
* You are processing a very large XML document whose DOM tree would consume too much memory. Typical DOM implementations use ten bytes of memory to represent one byte of XML
* The problem to be solved involves only part of the XML document
* Data is available as soon as it is seen by the parser, so SAX works well for an XML document that arrives over a stream

Disadvantages of SAX

* We have no random access to an XML document since it is processed in a forward-only manner
* If you need to keep track of data the parser has seen or change the order of items, you must write the code and store the data on your own
* Java SAX XML parser stands for Simple API for XML (SAX) parser.
* SAX is an event-driven, serial-access mechanism for accessing XML documents.
* This mechanism is frequently used to transmit and receive XML documents.
* SAX is a state independent processing, where the handling of an element does not depend on the other elements. StAX is state dependent processing.
* SAX is an event-driven model. When using the SAX parser we provide the callback methods, and the parser invokes them as it reads the XML data.
* In SAX we cannot go back to an earlier part of the document and we can only process element by element, one by one from the start to the end.

When to Use SAX

SAX is fast and efficient and it is useful for state-independent filtering. SAX parser calls a method when an element tag is encountered and calls a different method when text is found.

SAX requires much less memory than DOM since SAX does not create an internal tree structure of the XML data, as a DOM does.

Parsing an XML File Using SAX

In the following we are going to see a demo application which output all SAX events. It is extending DefaultHandler from package org.xml.sax.helpers as follows.

**public** **class** Main **extends** DefaultHandler {

The following code sets up the parser and gets it started:

SAXParserFactory spf = SAXParserFactory.newInstance();

spf.setNamespaceAware(true);

spf.setValidating(true);

parser = spf.newSAXParser();

parser.parse(file, this);

These lines of code create a SAXParserFactory instance, as determined by the setting of the javax.xml.parsers.SAXParserFactory system property.

The factory is set up to support XML namespaces by setting setNamespaceAware to true, and then a SAXParser instance is obtained from the factory by newSAXParser() method.

And then it handles the start-document and end-document events:

**public** void startDocument() {

System.out.println(**"Start document: "**);

}

**public** void endDocument() {

System.out.println(**"End document: "**);

}

After that it uses the System.out.println to print message once the method is called by the parser.

When a start tag or end tag is encountered, the name of the tag is passed as a String to the startElement or the endElement method, as appropriate.

When a start tag is encountered, any attributes it defines are passed in an Attributes list.

**public** void startElement(String uri, String localName, String qname, Attributes attr) {

System.out.println(**"Start element: local name: "** + localName + **" qname: "** + qname + **" uri: "**

+ uri);

}

Characters within the element are passed as an array of characters, along with the number of characters and an offset into the array that points to the first character.

**public** void characters(char[] ch, int start, int length) {

System.out.println(**"Characters: "** + **new** String(ch, start, length));

}

The complete code.

**import** java.io.File;

**import** java.io.IOException;

//from www .j a v a 2 s .c o m

**import** javax.xml.parsers.ParserConfigurationException;

**import** javax.xml.parsers.SAXParser;

**import** javax.xml.parsers.SAXParserFactory;

**import** org.xml.sax.Attributes;

**import** org.xml.sax.SAXException;

**import** org.xml.sax.helpers.DefaultHandler;

**public** **class** Main **extends** DefaultHandler {

**private** **static** Main handler = null;

**private** SAXParser parser = null;

**public** **static** **void** main(String args[]) {

**if** (args.length == 0) {

System.out.println(**"No file to process. Usage is:"** + **"\njava TrySAX <filename>"**);

**return**;

}

**File** xmlFile = **new** **File**(args[0]);

handler = **new** Main();

handler.process(xmlFile);

}

**private** **void** process(**File** file) {

SAXParserFactory spf = SAXParserFactory.newInstance();

spf.setNamespaceAware(true);

spf.setValidating(true);

System.out.println(**"Parser will "** + (spf.isNamespaceAware() ? **""** : **"not "**)

+ **"be namespace aware"**);

System.out.println(**"Parser will "** + (spf.isValidating() ? **""** : **"not "**) + **"validate XML"**);

**try** {

parser = spf.newSAXParser();

System.out.println(**"Parser object is: "** + parser);

} **catch** (SAXException e) {

e.printStackTrace(System.err);

System.exit(1);

} **catch** (ParserConfigurationException e) {

e.printStackTrace(System.err);

System.exit(1);

}

System.out.println(**"\nStarting parsing of "** + file + **"\n"**);

**try** {

parser.parse(file, **this**);

} **catch** (IOException e) {

e.printStackTrace(System.err);

} **catch** (SAXException e) {

e.printStackTrace(System.err);

}

}

**public** **void** startDocument() {

System.out.println(**"Start document: "**);

}

**public** **void** endDocument() {

System.out.println(**"End document: "**);

}

**public** **void** startElement(String uri, String localName, String qname, Attributes attr) {

System.out.println(**"Start element: local name: "** + localName + **" qname: "** + qname + **" uri: "**

+ uri);

}

**public** **void** endElement(String uri, String localName, String qname) {

System.out.println(**"End element: local name: "** + localName + **" qname: "** + qname + **" uri: "**

+ uri);

}

**public** **void** characters(**char**[] ch, **int** start, **int** length) {

System.out.println(**"Characters: "** + **new** String(ch, start, length));

}

**public** **void** ignorableWhitespace(**char**[] ch, **int** start, **int** length) {

System.out.println(**"Ignorable whitespace: "** + **new** String(ch, start, length));

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/P/PARSING_AN_XML_FILE_USING_SAX__E9480EB8A1887186BF7D.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjQAAABACAIAAACCxXqqAAAFYUlEQVR42u3d3Y7jKBBA4X7/tx1p79mVVlplEyiq8H/nO+qL6bTBYGfqpICYnwYAwM34cQkAAOQEAAA5AQDICQAAcgIAkBMAAOQEACAnAADICQAAcgIAkBMAAOQEACAnAADICQBATgAAkBMAgJyuO/f/eX3RjXnq+8ntA3CCnN7MEXulGsU+T7Glwu/UwMjuV11Jtw/ASZlTEOaWw1AQwtai29cGxN1vDQA8Q05x/kRO5AQAF8vpLeTdRE7fPJRETgC+Wk7d/CmYi0qq7rXmUbSN6xxNseRbMuraZ9vabJAznp+b+n5hrigpp9LpFvo4ao8FLwAOl1M39GQOi0NYHLwydQYpXdJqbbAu479fp9WW2j86YCHvycgp057g35nux8eX3hsAUJZTHGSDXzOfr4PgmEmeFlqSbMZCm+P2BwlW+f7l5BSfbktfktUCwLFyehvyOkFO1QB9rZyS5thlTK8kp3y6s9e9uHBFO4DvldOyEsip3WnOqYVDkdXEbhfjAsCKnFq4gmB3OXVj5Q3lNJqbCdq/fXyvtFov+SEgs8CktNiSnACcJKdp+M4viMgHymlAnK4+SAbrlpunGaUm0/bnF0Rkwvp0iX91QUR8otKc01qP8Fv58+evf35cB+wgpzgebV9K3noz7VsWhS+3JDkYtctS8vxJS4NpmWdNBaVGtyN/VYOqZFG4UE7/npcaf2Hm9Gs7L1AmVOcS4ek6fPtxWciJnB55TaavAA+SU9dVrgw5kdOz5eT64NeY6dVPLg453d1M/OTKPDr4vo1WdcevukNbhxaJGzztxejF0VmCg6dt+Oxa6bKv/XWUxknsyAn4bYqavnJ+kWnIjkPzKFJ/HlMK7m/Fq2II2h9XWNW8NzY5AeR0uJwCl5QOyOhhKqegwfmy3dau3ZpqF8gJwIPl1M0PzixyQzltT/6qf612mZxqcjL9cMilTz8TFsgH/dfxoiDgnlNkIb5Xs5NpDVM5JWVATt8rp5+Q7dW22eMPpu0JpLLQqm7zyAnfJqfPOZiqnOIakmVLk1XkdBc5nZZJjHS4y5a7mUcb5MW8sF1vRvb3lBNfPkVOn5PqQaQ+ocg0gifH8YKzZGrIp1yG9cjpDDnl95Uv7RdVbc/0GbL3l1Mz3vgQP5WWn51TZGOkjuWUryGTS5ETOZ0UCpNS6W4bEWdg+bOvbaVx37eLgUdyepqcqhXm+95mqzPa6qJHcmprc07xNEw3ilUnaaZhfTohlI+kpZ3gF/Y0GsX37nZKmWetxh3MbN00uk15CVHUbUf28jHu6CLJQbzuF5uSZ5nWEHyVeOTaaftHY4CZbwGT055yWt4pdcf9A7thd5TxVDe7S7Yt3/JS7+LVep+vxwv8uv9OfnSoXpBmLup+fsrnAScUyQfizy+l5ofUghri51x0BZZM4/LtGYltdLBn1K5nTsk9kKqbxlYzp9LYXXLXj4WNOdYOq+61OHVJ9aNDZuPE6jwcsJDeAXsO602Hm1q4P+G+cmr1vfKCQbY4HJeCcn7OqbpLfX5fxGU5LXQKICdcLKfuZEkLJ2ZGRQ6V03S/8PyG4lu+JLuw4/sWOWWmshbkxEkgJ9xaTtXZ+3bwsF583l3klF8IHvdoTU6f3j1nWO8tX/RfBduFxEy4WE7J4ifIKRmRg3qOSCPyicv5c05tp0dgAK9ykjPhcDm12Zx5LI/kGuVgPXT+kQ2jtWqZF+MObond3XXkmV5Pi0970S2SOSkAPEBON+2JSAoA5MRMAIAL5FR6LMKFWjIABQBfJ6f750zMBABfJCcAAMgJAAByAgCQEwAA5AQAICcAAMgJAEBOAACQEwCAnAAAuAN/A0IgaBqiwm2VAAAAAElFTkSuQmCC)

## Error Handler

The parser can generate three kinds of errors:

* a fatal error
* an error
* a warning

When a fatal error occurs, the parser cannot continue.

For nonfatal errors and warnings, default error handler would not generate exceptions and no messages are displayed.

The following line installs the our own error handler.

reader.setErrorHandler(new MyErrorHandler());

The MyErrorHandler class implements the standard org.xml.sax.ErrorHandler interface, and defines a method to obtain the exception information that is provided by any SAXParseException.

The complete code.

import javax.xml.parsers.SAXParser;

import javax.xml.parsers.SAXParserFactory;

/\*www . ja va2 s. c om\*/

import org.xml.sax.ErrorHandler;

import org.xml.sax.InputSource;

import org.xml.sax.SAXException;

import org.xml.sax.SAXParseException;

import org.xml.sax.XMLReader;

class MyErrorHandler implements ErrorHandler {

public void warning(SAXParseException e) throws SAXException {

show("Warning", e);

throw (e);

}

public void error(SAXParseException e) throws SAXException {

show("Error", e);

throw (e);

}

public void fatalError(SAXParseException e) throws SAXException {

show("Fatal Error", e);

throw (e);

}

private void show(String type, SAXParseException e) {

System.out.println(type + ": " + e.getMessage());

System.out.println("Line " + e.getLineNumber() + " Column " + e.getColumnNumber());

System.out.println("System ID: " + e.getSystemId());

}

}

// Installation and Use of an Error Handler in a SAX Parser

public class SAXCheck {

static public void main(String[] arg) throws Exception {

boolean validate = false;

validate = true;

SAXParserFactory spf = SAXParserFactory.newInstance();

spf.setValidating(validate);

XMLReader reader = null;

SAXParser parser = spf.newSAXParser();

reader = parser.getXMLReader();

reader.setErrorHandler(new MyErrorHandler());

InputSource is = new InputSource("test.xml");

reader.parse(is);

}

}

## XML Schema validation

We can turn on XML Schema validation during parsing with a SAXParser.

import java.io.File;

/\*w w w . java2s. com\*/

import javax.xml.XMLConstants;

import javax.xml.parsers.SAXParser;

import javax.xml.parsers.SAXParserFactory;

import javax.xml.validation.Schema;

import javax.xml.validation.SchemaFactory;

public class Main {

public static void main(String args[]) throws Exception {

String language = XMLConstants.W3C\_XML\_SCHEMA\_NS\_URI;

SchemaFactory factory = SchemaFactory.newInstance(language);

Schema schema = factory.newSchema(new **File**("yourSchema"));

SAXParserFactory spf = SAXParserFactory.newInstance();

spf.setSchema(schema);

SAXParser parser = spf.newSAXParser();

// parser.parse(...);

}

}

## DefaultHandler

The following code shows that when using the DefaultHandler we don't need to implement all methods. We only need to provide the implementation for the methods we care about.

import javax.xml.parsers.SAXParser;

import javax.xml.parsers.SAXParserFactory;

/\*from ww w . ja va 2 s. co m\*/

import org.xml.sax.Attributes;

import org.xml.sax.SAXException;

import org.xml.sax.helpers.DefaultHandler;

public class Main {

public static void main(String args[]) throws Exception {

SAXParserFactory factory = SAXParserFactory.newInstance();

SAXParser saxParser = factory.newSAXParser();

DefaultHandler handler = new DefaultHandler() {

public void startElement(String uri, String localName, String qName,

Attributes attributes) throws SAXException {

System.out.println(qName);

}

public void characters(char ch[], int start, int length)

throws SAXException {

System.out.println(new String(ch, start, length));

}

};

saxParser.parse(args[0], handler);

}

}

The following code handles SAX errors by override the error handler methods from DefaultHandler

import javax.xml.parsers.SAXParser;

import javax.xml.parsers.SAXParserFactory;

import org.xml.sax.Attributes;

import org.xml.sax.SAXException;

import org.xml.sax.SAXParseException;

import org.xml.sax.helpers.DefaultHandler;

public class Main {

public static void main(String[] argv) throws Exception {

SAXParserFactory factory = SAXParserFactory.newInstance();

factory.setValidating(true);

SAXParser parser = factory.newSAXParser();

SaxHandler handler = new SaxHandler();

parser.parse("sample.xml", handler);

}

}

class SaxHandler extends DefaultHandler {

public void startElement(String uri, String localName, String qName, Attributes attrs)

throws SAXException {

if (qName.equals("order")) {

}

}

public void error(SAXParseException ex) throws SAXException {

System.out.println("ERROR: [at " + ex.getLineNumber() + "] " + ex);

}

public void fatalError(SAXParseException ex) throws SAXException {

System.out.println("FATAL\_ERROR: [at " + ex.getLineNumber() + "] " + ex);

}

public void warning(SAXParseException ex) throws SAXException {

System.out.println("WARNING: [at " + ex.getLineNumber() + "] " + ex);

}

}

## ContentHandler

The following code chooses to implement the ContentHandler interface and provide implementation for all necessary methods.

It also implements the ErrorHandler interface.

import javax.xml.parsers.SAXParser;

import javax.xml.parsers.SAXParserFactory;

// www . ja va2s . c om

import org.xml.sax.Attributes;

import org.xml.sax.ContentHandler;

import org.xml.sax.ErrorHandler;

import org.xml.sax.InputSource;

import org.xml.sax.Locator;

import org.xml.sax.SAXException;

import org.xml.sax.SAXParseException;

import org.xml.sax.XMLReader;

public class Main {

static public void main(String[] arg) throws Exception {

String filename = "yourXML.xml";

// Create a new factory that will create the parser.

SAXParserFactory spf = SAXParserFactory.newInstance();

// Create the XMLReader to be used to parse the document.

SAXParser parser = spf.newSAXParser();

XMLReader reader = parser.getXMLReader();

// Specify the error handler and the content handler.

reader.setErrorHandler(new MyErrorHandler());

reader.setContentHandler(new MyContentHandler());

// Use the XMLReader to parse the entire file.

InputSource is = new InputSource(filename);

reader.parse(is);

}

}

class MyContentHandler implements ContentHandler {

private Locator locator;

/\*\*

\* The name and of the SAX document and the current location within the

\* document.

\*/

public void setDocumentLocator(Locator locator) {

this.locator = locator;

System.out.println("-" + locator.getLineNumber() + "---Document ID: "

+ locator.getSystemId());

}

/\*\* The parsing of a document has started.. \*/

public void startDocument() {

System.out.println("-" + locator.getLineNumber()

+ "---Document parse started");

}

/\*\* The parsing of a document has completed.. \*/

public void endDocument() {

System.out.println("-" + locator.getLineNumber()

+ "---Document parse ended");

}

/\*\* The start of a namespace scope \*/

public void startPrefixMapping(String prefix, String uri) {

System.out.println("-" + locator.getLineNumber()

+ "---Namespace scope begins");

System.out.println(" " + prefix + "=\"" + uri + "\"");

}

/\*\* The end of a namespace scope \*/

public void endPrefixMapping(String prefix) {

System.out.println("-" + locator.getLineNumber()

+ "---Namespace scope ends");

System.out.println(" " + prefix);

}

/\*\* The opening tag of an element. \*/

public void startElement(String namespaceURI, String localName, String qName,

Attributes atts) {

System.out.println("-" + locator.getLineNumber()

+ "---Opening tag of an element");

System.out.println(" Namespace: " + namespaceURI);

System.out.println(" Local name: " + localName);

System.out.println(" Qualified name: " + qName);

for (int i = 0; i < atts.getLength(); i++) {

System.out.println(" Attribute: " + atts.getQName(i) + "=\""

+ atts.getValue(i) + "\"");

}

}

/\*\* The closing tag of an element. \*/

public void endElement(String namespaceURI, String localName, String qName) {

System.out.println("-" + locator.getLineNumber()

+ "---Closing tag of an element");

System.out.println(" Namespace: " + namespaceURI);

System.out.println(" Local name: " + localName);

System.out.println(" Qualified name: " + qName);

}

/\*\* Character data. \*/

public void characters(char[] ch, int start, int length) {

System.out.println("-" + locator.getLineNumber() + "---Character data");

showCharacters(ch, start, length);

}

/\*\* Ignorable whitespace character data. \*/

public void ignorableWhitespace(char[] ch, int start, int length) {

System.out.println("-" + locator.getLineNumber() + "---Whitespace");

showCharacters(ch, start, length);

}

/\*\* Processing Instruction \*/

public void processingInstruction(String target, String data) {

System.out.println("-" + locator.getLineNumber()

+ "---Processing Instruction");

System.out.println(" Target: " + target);

System.out.println(" Data: " + data);

}

/\*\* A skipped entity. \*/

public void skippedEntity(String name) {

System.out.println("-" + locator.getLineNumber() + "---Skipped Entity");

System.out.println(" Name: " + name);

}

/\*\*

\* Internal method to format arrays of characters so the special whitespace

\* characters will show.

\*/

public void showCharacters(char[] ch, int start, int length) {

System.out.print(" \"");

for (int i = start; i < start + length; i++)

switch (ch[i]) {

case '\n':

System.out.print("\\n");

break;

case '\r':

System.out.print("\\r");

break;

case '\t':

System.out.print("\\t");

break;

default:

System.out.print(ch[i]);

break;

}

System.out.println("\"");

}

}

class MyErrorHandler implements ErrorHandler {

public void warning(SAXParseException e) throws SAXException {

show("Warning", e);

throw (e);

}

public void error(SAXParseException e) throws SAXException {

show("Error", e);

throw (e);

}

public void fatalError(SAXParseException e) throws SAXException {

show("Fatal Error", e);

throw (e);

}

private void show(String type, SAXParseException e) {

System.out.println(type + ": " + e.getMessage());

System.out.println("Line " + e.getLineNumber() + " Column "

+ e.getColumnNumber());

System.out.println("System ID: " + e.getSystemId());

}

}

## Locator

The following code shows how to access Locator interface from DefaultHandler.

import javax.xml.parsers.SAXParser;

import javax.xml.parsers.SAXParserFactory;

/\* w ww.j a va2 s. c o m\*/

import org.xml.sax.Attributes;

import org.xml.sax.Locator;

import org.xml.sax.SAXException;

import org.xml.sax.helpers.DefaultHandler;

public class Main{

public static void main(String[] args) throws Exception {

SAXParserFactory factory = SAXParserFactory.newInstance();

factory.setValidating(true);

SAXParser parser = factory.newSAXParser();

parser.parse("sample.xml", new SampleOfXmlLocator());

}

}

class SampleOfXmlLocator extends DefaultHandler {

private Locator locator;

public void setDocumentLocator(Locator locator) {

this.locator = locator;

}

public void startElement(String uri, String localName, String qName, Attributes attrs)

throws SAXException {

if (qName.equals("order")) {

System.out.println("here process element start");

} else {

String location = "";

if (locator != null) {

location = locator.getSystemId(); // XML-document name;

location += " line " + locator.getLineNumber();

location += ", column " + locator.getColumnNumber();

location += ": ";

}

throw new SAXException(location + "Illegal element");

}

}

}

ContentHandler Interface

This interface specifies the callback methods that the SAX parser uses to notify an application program of the components of the XML document that it has seen.

* **void startDocument()** - Called at the beginning of a document.
* **void endDocument()** - Called at the end of a document.
* **void startElement(String uri, String localName, String qName, Attributes atts)** - Called at the beginning of an element.
* **void endElement(String uri, String localName,String qName)** - Called at the end of an element.
* **void characters(char[] ch, int start, int length)** - Called when character data is encountered.
* **void ignorableWhitespace( char[] ch, int start, int length)** - Called when a DTD is present and ignorable whitespace is encountered.
* **void processingInstruction(String target, String data)** - Called when a processing instruction is recognized.
* **void setDocumentLocator(Locator locator))** - Provides a Locator that can be used to identify positions in the document.
* **void skippedEntity(String name)** - Called when an unresolved entity is encountered.
* **void startPrefixMapping(String prefix, String uri)** - Called when a new namespace mapping is defined.
* **void endPrefixMapping(String prefix)** - Called when a namespace definition ends its scope.

Attributes Interface

This interface specifies methods for processing the attributes connected to an element.

* **int getLength()** - Returns number of attributes.
* **String getQName(int index)**
* **String getValue(int index)**
* **String getValue(String qname)**

Demo Example

**Here is the input xml file we need to parse:**

<?xml version="1.0"?>

<class>

<student rollno="393">

<firstname>dinkar</firstname>

<lastname>kad</lastname>

<nickname>dinkar</nickname>

<marks>85</marks>

</student>

<student rollno="493">

<firstname>Vaneet</firstname>

<lastname>Gupta</lastname>

<nickname>vinni</nickname>

<marks>95</marks>

</student>

<student rollno="593">

<firstname>jasvir</firstname>

<lastname>singn</lastname>

<nickname>jazz</nickname>

<marks>90</marks>

</student>

</class>

*UserHandler.java*

package com.tutorialspoint.xml;

import org.xml.sax.Attributes;

import org.xml.sax.SAXException;

import org.xml.sax.helpers.DefaultHandler;

public class UserHandler extends DefaultHandler {

boolean bFirstName = false;

boolean bLastName = false;

boolean bNickName = false;

boolean bMarks = false;

@Override

public void startElement(String uri,

String localName, String qName, Attributes attributes)

throws SAXException {

if (qName.equalsIgnoreCase("student")) {

String rollNo = attributes.getValue("rollno");

System.out.println("Roll No : " + rollNo);

} else if (qName.equalsIgnoreCase("firstname")) {

bFirstName = true;

} else if (qName.equalsIgnoreCase("lastname")) {

bLastName = true;

} else if (qName.equalsIgnoreCase("nickname")) {

bNickName = true;

}

else if (qName.equalsIgnoreCase("marks")) {

bMarks = true;

}

}

@Override

public void endElement(String uri,

String localName, String qName) throws SAXException {

if (qName.equalsIgnoreCase("student")) {

System.out.println("End Element :" + qName);

}

}

@Override

public void characters(char ch[],

int start, int length) throws SAXException {

if (bFirstName) {

System.out.println("First Name: "

+ new String(ch, start, length));

bFirstName = false;

} else if (bLastName) {

System.out.println("Last Name: "

+ new String(ch, start, length));

bLastName = false;

} else if (bNickName) {

System.out.println("Nick Name: "

+ new String(ch, start, length));

bNickName = false;

} else if (bMarks) {

System.out.println("Marks: "

+ new String(ch, start, length));

bMarks = false;

}

}

}

*SAXParserDemo.java*

package com.tutorialspoint.xml;

import java.io.File;

import javax.xml.parsers.SAXParser;

import javax.xml.parsers.SAXParserFactory;

import org.xml.sax.Attributes;

import org.xml.sax.SAXException;

import org.xml.sax.helpers.DefaultHandler;

public class SAXParserDemo {

public static void main(String[] args){

try {

File inputFile = new File("input.txt");

SAXParserFactory factory = SAXParserFactory.newInstance();

SAXParser saxParser = factory.newSAXParser();

UserHandler userhandler = new UserHandler();

saxParser.parse(inputFile, userhandler);

} catch (Exception e) {

e.printStackTrace();

}

}

}

class UserHandler extends DefaultHandler {

boolean bFirstName = false;

boolean bLastName = false;

boolean bNickName = false;

boolean bMarks = false;

@Override

public void startElement(String uri,

String localName, String qName, Attributes attributes)

throws SAXException {

if (qName.equalsIgnoreCase("student")) {

String rollNo = attributes.getValue("rollno");

System.out.println("Roll No : " + rollNo);

} else if (qName.equalsIgnoreCase("firstname")) {

bFirstName = true;

} else if (qName.equalsIgnoreCase("lastname")) {

bLastName = true;

} else if (qName.equalsIgnoreCase("nickname")) {

bNickName = true;

}

else if (qName.equalsIgnoreCase("marks")) {

bMarks = true;

}

}

@Override

public void endElement(String uri,

String localName, String qName) throws SAXException {

if (qName.equalsIgnoreCase("student")) {

System.out.println("End Element :" + qName);

}

}

@Override

public void characters(char ch[],

int start, int length) throws SAXException {

if (bFirstName) {

System.out.println("First Name: "

+ new String(ch, start, length));

bFirstName = false;

} else if (bLastName) {

System.out.println("Last Name: "

+ new String(ch, start, length));

bLastName = false;

} else if (bNickName) {

System.out.println("Nick Name: "

+ new String(ch, start, length));

bNickName = false;

} else if (bMarks) {

System.out.println("Marks: "

+ new String(ch, start, length));

bMarks = false;

}

}

}

This would produce the following result:

Roll No : 393

First Name: dinkar

Last Name: kad

Nick Name: dinkar

Marks: 85

End Element :student

Roll No : 493

First Name: Vaneet

Last Name: Gupta

Nick Name: vinni

Marks: 95

End Element :student

Roll No : 593

First Name: jasvir

Last Name: singn

Nick Name: jazz

Marks: 90

End Element :student

Demo Example

**Here is the input text file we need to Query for rollno: 393**

<?xml version="1.0"?>

<class>

<student rollno="393">

<firstname>dinkar</firstname>

<lastname>kad</lastname>

<nickname>dinkar</nickname>

<marks>85</marks>

</student>

<student rollno="493">

<firstname>Vaneet</firstname>

<lastname>Gupta</lastname>

<nickname>vinni</nickname>

<marks>95</marks>

</student>

<student rollno="593">

<firstname>jasvir</firstname>

<lastname>singn</lastname>

<nickname>jazz</nickname>

<marks>90</marks>

</student>

</class>

*UserHandler.java*

package com.tutorialspoint.xml;

import org.xml.sax.Attributes;

import org.xml.sax.SAXException;

import org.xml.sax.helpers.DefaultHandler;

public class UserHandler extends DefaultHandler {

boolean bFirstName = false;

boolean bLastName = false;

boolean bNickName = false;

boolean bMarks = false;

String rollNo = null;

@Override

public void startElement(String uri,

String localName, String qName, Attributes attributes)

throws SAXException {

if (qName.equalsIgnoreCase("student")) {

rollNo = attributes.getValue("rollno");

}

if(("393").equals(rollNo) &&

qName.equalsIgnoreCase("student")){

System.out.println("Start Element :" + qName);

}

if (qName.equalsIgnoreCase("firstname")) {

bFirstName = true;

} else if (qName.equalsIgnoreCase("lastname")) {

bLastName = true;

} else if (qName.equalsIgnoreCase("nickname")) {

bNickName = true;

}

else if (qName.equalsIgnoreCase("marks")) {

bMarks = true;

}

}

@Override

public void endElement(String uri,

String localName, String qName) throws SAXException {

if (qName.equalsIgnoreCase("student")) {

if(("393").equals(rollNo)

&& qName.equalsIgnoreCase("student"))

System.out.println("End Element :" + qName);

}

}

@Override

public void characters(char ch[],

int start, int length) throws SAXException {

if (bFirstName && ("393").equals(rollNo)) {

//age element, set Employee age

System.out.println("First Name: " +

new String(ch, start, length));

bFirstName = false;

} else if (bLastName && ("393").equals(rollNo)) {

System.out.println("Last Name: " +

new String(ch, start, length));

bLastName = false;

} else if (bNickName && ("393").equals(rollNo)) {

System.out.println("Nick Name: " +

new String(ch, start, length));

bNickName = false;

} else if (bMarks && ("393").equals(rollNo)) {

System.out.println("Marks: " +

new String(ch, start, length));

bMarks = false;

}

}

}

*SAXQueryDemo.java*

package com.tutorialspoint.xml;

import java.io.File;

import javax.xml.parsers.SAXParser;

import javax.xml.parsers.SAXParserFactory;

import org.xml.sax.Attributes;

import org.xml.sax.SAXException;

import org.xml.sax.helpers.DefaultHandler;

public class SAXQueryDemo {

public static void main(String[] args){

try {

File inputFile = new File("input.txt");

SAXParserFactory factory = SAXParserFactory.newInstance();

SAXParser saxParser = factory.newSAXParser();

UserHandler userhandler = new UserHandler();

saxParser.parse(inputFile, userhandler);

} catch (Exception e) {

e.printStackTrace();

}

}

}

class UserHandler extends DefaultHandler {

boolean bFirstName = false;

boolean bLastName = false;

boolean bNickName = false;

boolean bMarks = false;

String rollNo = null;

@Override

public void startElement(String uri,

String localName, String qName, Attributes attributes)

throws SAXException {

if (qName.equalsIgnoreCase("student")) {

rollNo = attributes.getValue("rollno");

}

if(("393").equals(rollNo) &&

qName.equalsIgnoreCase("student")){

System.out.println("Start Element :" + qName);

}

if (qName.equalsIgnoreCase("firstname")) {

bFirstName = true;

} else if (qName.equalsIgnoreCase("lastname")) {

bLastName = true;

} else if (qName.equalsIgnoreCase("nickname")) {

bNickName = true;

}

else if (qName.equalsIgnoreCase("marks")) {

bMarks = true;

}

}

@Override

public void endElement(String uri,

String localName, String qName) throws SAXException {

if (qName.equalsIgnoreCase("student")) {

if(("393").equals(rollNo)

&& qName.equalsIgnoreCase("student"))

System.out.println("End Element :" + qName);

}

}

@Override

public void characters(char ch[],

int start, int length) throws SAXException {

if (bFirstName && ("393").equals(rollNo)) {

//age element, set Employee age

System.out.println("First Name: " +

new String(ch, start, length));

bFirstName = false;

} else if (bLastName && ("393").equals(rollNo)) {

System.out.println("Last Name: " +

new String(ch, start, length));

bLastName = false;

} else if (bNickName && ("393").equals(rollNo)) {

System.out.println("Nick Name: " +

new String(ch, start, length));

bNickName = false;

} else if (bMarks && ("393").equals(rollNo)) {

System.out.println("Marks: " +

new String(ch, start, length));

bMarks = false;

}

}

}

This would produce the following result:

Start Element :student

First Name: dinkar

Last Name: kad

Nick Name: dinkar

Marks: 85

End Element :student

**It is better to use StAX parser for creating XML than using SAX parser.**

Demo Example

**Here is the input xml file we need to Modify by appending <Result>Pass<Result/>**

**at the end of </marks> tag**

<?xml version="1.0"?>

<class>

<student rollno="393">

<firstname>dinkar</firstname>

<lastname>kad</lastname>

<nickname>dinkar</nickname>

<marks>85</marks>

</student>

<student rollno="493">

<firstname>Vaneet</firstname>

<lastname>Gupta</lastname>

<nickname>vinni</nickname>

<marks>95</marks>

</student>

<student rollno="593">

<firstname>jasvir</firstname>

<lastname>singn</lastname>

<nickname>jazz</nickname>

<marks>90</marks>

</student>

</class>

*SAXModifyDemo.java*

package com.tutorialspoint.xml;

import java.io.\*;

import org.xml.sax.\*;

import javax.xml.parsers.\*;

import org.xml.sax.helpers.DefaultHandler;

public class SAXModifyDemo extends DefaultHandler {

static String displayText[] = new String[1000];

static int numberLines = 0;

static String indentation = "";

public static void main(String args[]) {

try {

File inputFile = new File("input.txt");

SAXParserFactory factory =

SAXParserFactory.newInstance();

SAXModifyDemo obj = new SAXModifyDemo();

obj.childLoop(inputFile);

FileWriter filewriter = new FileWriter("newfile.xml");

for(int loopIndex = 0; loopIndex < numberLines; loopIndex++){

filewriter.write(displayText[loopIndex].toCharArray());

filewriter.write('\n');

System.out.println(displayText[loopIndex].toString());

}

filewriter.close();

}

catch (Exception e) {

e.printStackTrace(System.err);

}

}

public void childLoop(File input){

DefaultHandler handler = this;

SAXParserFactory factory = SAXParserFactory.newInstance();

try {

SAXParser saxParser = factory.newSAXParser();

saxParser.parse(input, handler);

} catch (Throwable t) {}

}

public void startDocument() {

displayText[numberLines] = indentation;

displayText[numberLines] += "<?xml version=\"1.0\" encoding=\""+

"UTF-8" + "\"?>";

numberLines++;

}

public void processingInstruction(String target,

String data) {

displayText[numberLines] = indentation;

displayText[numberLines] += "<?";

displayText[numberLines] += target;

if (data != null && data.length() > 0) {

displayText[numberLines] += ' ';

displayText[numberLines] += data;

}

displayText[numberLines] += "?>";

numberLines++;

}

public void startElement(String uri, String localName,

String qualifiedName, Attributes attributes) {

displayText[numberLines] = indentation;

indentation += " ";

displayText[numberLines] += '<';

displayText[numberLines] += qualifiedName;

if (attributes != null) {

int numberAttributes = attributes.getLength();

for (int loopIndex = 0; loopIndex < numberAttributes;

loopIndex++){

displayText[numberLines] += ' ';

displayText[numberLines] += attributes.getQName(loopIndex);

displayText[numberLines] += "=\"";

displayText[numberLines] += attributes.getValue(loopIndex);

displayText[numberLines] += '"';

}

}

displayText[numberLines] += '>';

numberLines++;

}

public void characters(char characters[],

int start, int length) {

String characterData = (new String(characters, start, length)).trim();

if(characterData.indexOf("\n") < 0 && characterData.length() > 0) {

displayText[numberLines] = indentation;

displayText[numberLines] += characterData;

numberLines++;

}

}

public void endElement(String uri, String localName,

String qualifiedName) {

indentation = indentation.substring(0, indentation.length() - 4) ;

displayText[numberLines] = indentation;

displayText[numberLines] += "</";

displayText[numberLines] += qualifiedName;

displayText[numberLines] += '>';

numberLines++;

if (qualifiedName.equals("marks")) {

startElement("", "Result", "Result", null);

characters("Pass".toCharArray(), 0, "Pass".length());

endElement("", "Result", "Result");

}

}

}

This would produce the following result:

<?xml version="1.0" encoding="UTF-8"?>

<class>

<student rollno="393">

<firstname>

dinkar

</firstname>

<lastname>

kad

</lastname>

<nickname>

dinkar

</nickname>

<marks>

85

</marks>

<Result>

Pass

</Result>

</student>

<student rollno="493">

<firstname>

Vaneet

</firstname>

<lastname>

Gupta

</lastname>

<nickname>

vinni

</nickname>

<marks>

95

</marks>

<Result>

Pass

</Result>

</student>

<student rollno="593">

<firstname>

jasvir

</firstname>

<lastname>

singn

</lastname>

<nickname>

jazz

</nickname>

<marks>

90

</marks>

<Result>

Pass

</Result>

</student>

</class>

Java DOM Parser – Overview

The Document Object Model is an official recommendation of the World Wide Web Consortium (W3C). It defines an interface that enables programs to access and update the style, structure,and contents of XML documents. XML parsers that support the DOM implement that interface.

When to use?

You should use a DOM parser when:

* You need to know a lot about the structure of a document
* You need to move parts of the document around (you might want to sort certain elements, for example)
* You need to use the information in the document more than once

What you get?

When you parse an XML document with a DOM parser, you get back a tree structure that contains all of the elements of your document. The DOM provides a variety of functions you can use to examine the contents and structure of the document.

Advantages

The DOM is a common interface for manipulating document structures. One of its design goals is that Java code written for one DOM-compliant parser should run on any other DOM-compliant parser without changes.

A DOM is a standard tree structure, where each node contains one of the components from an XML structure.

The two most common types of nodes in XML document are element nodes and text nodes.

With Java DOM API we can create nodes, remove nodes, change their contents, and traverse the node hierarchy.

When to Use DOM

The Document Object Model standard is designed for XML documents manipulation.

DOM was intended to be language-neutral. Java DOM Parser does not take advantage of Java's object-oriented features.

Mixed-Content Model

Text and elements is intermixed in a DOM hierarchy. That kind of structure is called mixed content in the DOM model.

For example, we have the following xml structure:

<yourTag>This is an <bold>important</bold> test.</yourTag>

The hierarchy of DOM nodes is as follows, where each line represents one node:

ELEMENT: yourTag

+ TEXT: This is an

+ ELEMENT: bold

+ TEXT: important

+ TEXT: test.

The yourTag element contains text, followed by a sub-element, followed by additional text.

Types of Nodes

To support mixed content, DOM nodes are very simple. The "content" of the tag element identifies the kind of node it is.

For example, the <yourTag> node content is the name of the element, yourTag.

The DOM Node API defines nodeValue(), nodeType(), and nodeName() methods.

For the element node <yourTag>, nodeName() returns yourTag, while nodeValue() returns null.

For the text node + TEXT: This is an, nodeName() returns #text, and nodeValue() returns "This is an".

Example

The following code shows how to use DOM parser to parse a xml file and get a org.w3c.dom.Document object.

/\*w ww .j ava2s . c o m\*/

**import** java.io.File;

**import** javax.xml.parsers.DocumentBuilder;

**import** javax.xml.parsers.DocumentBuilderFactory;

**import** org.w3c.dom.Document;

**public** **class** Main {

**public** **static** **void** main(String[] args) **throws** Exception {

DocumentBuilderFactory dbf = DocumentBuilderFactory.newInstance();

DocumentBuilder db = null;

db = dbf.newDocumentBuilder();

Document doc = db.parse(**new** **File**(**"games.xml"**));

}

}

Example 2

The following code shows how to do a DOM dump.

**import** javax.xml.parsers.DocumentBuilder;

**import** javax.xml.parsers.DocumentBuilderFactory;

/\*from ww w. j ava 2 s . co m\*/

**import** org.w3c.dom.Document;

**import** org.w3c.dom.Node;

**import** org.w3c.dom.NodeList;

**import** org.xml.sax.ErrorHandler;

**import** org.xml.sax.InputSource;

**import** org.xml.sax.SAXException;

**import** org.xml.sax.SAXParseException;

**public** **class** Main{

**static** **public** **void** main(String[] arg) **throws** Exception{

String filename = **"input.xml"**;

**boolean** validate = true;

DocumentBuilderFactory dbf = DocumentBuilderFactory.newInstance();

dbf.setValidating(validate);

dbf.setNamespaceAware(true);

dbf.setIgnoringElementContentWhitespace(true);

DocumentBuilder builder = dbf.newDocumentBuilder();

builder.setErrorHandler(**new** MyErrorHandler());

InputSource is = **new** InputSource(filename);

Document doc = builder.parse(is);

TreeDumper td = **new** TreeDumper();

td.dump(doc);

}

}

**class** TreeDumper {

**public** **void** dump(Document doc) {

dumpLoop((Node)doc,**""**);

}

**private** **void** dumpLoop(Node node,String indent) {

**switch**(node.getNodeType()) {

**case** Node.CDATA\_SECTION\_NODE:

System.out.println(indent + **"CDATA\_SECTION\_NODE"**);

**break**;

**case** Node.COMMENT\_NODE:

System.out.println(indent + **"COMMENT\_NODE"**);

**break**;

**case** Node.DOCUMENT\_FRAGMENT\_NODE:

System.out.println(indent + **"DOCUMENT\_FRAGMENT\_NODE"**);

**break**;

**case** Node.DOCUMENT\_NODE:

System.out.println(indent + **"DOCUMENT\_NODE"**);

**break**;

**case** Node.DOCUMENT\_TYPE\_NODE:

System.out.println(indent + **"DOCUMENT\_TYPE\_NODE"**);

**break**;

**case** Node.ELEMENT\_NODE:

System.out.println(indent + **"ELEMENT\_NODE"**);

**break**;

**case** Node.ENTITY\_NODE:

System.out.println(indent + **"ENTITY\_NODE"**);

**break**;

**case** Node.ENTITY\_REFERENCE\_NODE:

System.out.println(indent + **"ENTITY\_REFERENCE\_NODE"**);

**break**;

**case** Node.NOTATION\_NODE:

System.out.println(indent + **"NOTATION\_NODE"**);

**break**;

**case** Node.PROCESSING\_INSTRUCTION\_NODE:

System.out.println(indent + **"PROCESSING\_INSTRUCTION\_NODE"**);

**break**;

**case** Node.TEXT\_NODE:

System.out.println(indent + **"TEXT\_NODE"**);

**break**;

**default**:

System.out.println(indent + **"Unknown node"**);

**break**;

}

NodeList list = node.getChildNodes();

**for**(**int** i=0; i<list.getLength(); i++)

dumpLoop(list.item(i),indent + **" "**);

}

}

**class** MyErrorHandler **implements** ErrorHandler {

**public** **void** warning(SAXParseException e) **throws** SAXException {

show(**"Warning"**, e);

**throw** (e);

}

**public** **void** error(SAXParseException e) **throws** SAXException {

show(**"Error"**, e);

**throw** (e);

}

**public** **void** fatalError(SAXParseException e) **throws** SAXException {

show(**"Fatal Error"**, e);

**throw** (e);

}

**private** **void** show(String type, SAXParseException e) {

System.out.println(type + **": "** + e.getMessage());

System.out.println(**"Line "** + e.getLineNumber() + **" Column "**

+ e.getColumnNumber());

System.out.println(**"System ID: "** + e.getSystemId());

}

}

Error handler

The following code shows how to handle error when parsing the XML with DOM parser.

**import** java.io.IOException;

/\* w w w. j av a 2s .com\*/

**import** javax.xml.parsers.DocumentBuilder;

**import** javax.xml.parsers.DocumentBuilderFactory;

**import** javax.xml.parsers.ParserConfigurationException;

**import** org.w3c.dom.Document;

**import** org.xml.sax.ErrorHandler;

**import** org.xml.sax.InputSource;

**import** org.xml.sax.SAXException;

**import** org.xml.sax.SAXParseException;

**public** **class** DOMCheck {

**static** **public** **void** main(String[] arg) {

**boolean** validate = true;

DocumentBuilderFactory dbf = DocumentBuilderFactory.newInstance();

dbf.setValidating(validate);

dbf.setNamespaceAware(true);

**try** {

DocumentBuilder builder = dbf.newDocumentBuilder();

builder.setErrorHandler(**new** MyErrorHandler());

InputSource is = **new** InputSource(**"person.xml"**);

Document doc = builder.parse(is);

} **catch** (SAXException e) {

System.out.println(e);

} **catch** (ParserConfigurationException e) {

System.err.println(e);

} **catch** (IOException e) {

System.err.println(e);

}

}

}

**class** MyErrorHandler **implements** ErrorHandler {

**public** **void** warning(SAXParseException e) **throws** SAXException {

show(**"Warning"**, e);

**throw** (e);

}

**public** **void** error(SAXParseException e) **throws** SAXException {

show(**"Error"**, e);

**throw** (e);

}

**public** **void** fatalError(SAXParseException e) **throws** SAXException {

show(**"Fatal Error"**, e);

**throw** (e);

}

**private** **void** show(String type, SAXParseException e) {

System.out.println(type + **": "** + e.getMessage());

System.out.println(**"Line "** + e.getLineNumber() + **" Column "** + e.getColumnNumber());

System.out.println(**"System ID: "** + e.getSystemId());

}

}

Example 3

The following code shows how to recursively visit all nodes in a DOM tree.

**import** java.io.File;

/\*w w w . j a v a 2s .c o m\*/

**import** javax.xml.parsers.DocumentBuilderFactory;

**import** org.w3c.dom.Document;

**import** org.w3c.dom.Node;

**import** org.w3c.dom.NodeList;

**public** **class** Main {

**public** **static** **void** main(String[] argv) **throws** Exception{

DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();

factory.setValidating(true);

factory.setExpandEntityReferences(false);

Document doc = factory.newDocumentBuilder().parse(**new** **File**(**"file.xml"**));

visit(doc, 0);

}

**public** **static** **void** visit(Node node, **int** level) {

NodeList list = node.getChildNodes();

**for** (**int** i = 0; i < list.getLength(); i++) {

Node childNode = list.item(i);

visit(childNode, level + 1);

}

}

}

Example 4

The following code shows how to convert an XML Fragment into a DOM Fragment

**import** java.io.File;

**import** java.io.StringReader;

//from w w w .j av a 2s . c om

**import** javax.xml.parsers.DocumentBuilderFactory;

**import** org.w3c.dom.Document;

**import** org.w3c.dom.DocumentFragment;

**import** org.w3c.dom.Element;

**import** org.w3c.dom.Node;

**import** org.xml.sax.InputSource;

**public** **class** Main {

**public** **static** **void** main(String[] argv) **throws** Exception {

DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();

factory.setValidating(true);

Document doc = factory.newDocumentBuilder().parse(**new** **File**(**"infilename.xml"**));

String fragment = **"<fragment>aaa</fragment>"**;

factory = DocumentBuilderFactory.newInstance();

Document d = factory.newDocumentBuilder().parse(**new** InputSource(**new** StringReader(fragment)));

Node node = doc.importNode(d.getDocumentElement(), true);

DocumentFragment docfrag = doc.createDocumentFragment();

**while** (node.hasChildNodes()) {

docfrag.appendChild(node.removeChild(node.getFirstChild()));

}

Element element = doc.getDocumentElement();

element.appendChild(docfrag);

}

}

Example 5

The following code shows how to parse an XML string: Using DOM and a StringReader.

**import** java.io.StringReader;

/\* ww w . jav a2 s. c o m\*/

**import** javax.xml.parsers.DocumentBuilder;

**import** javax.xml.parsers.DocumentBuilderFactory;

**import** org.w3c.dom.CharacterData;

**import** org.w3c.dom.Document;

**import** org.w3c.dom.Element;

**import** org.w3c.dom.Node;

**import** org.w3c.dom.NodeList;

**import** org.xml.sax.InputSource;

**public** **class** Main {

**public** **static** **void** main(String arg[]) **throws** Exception{

String xmlRecords = **"<data><employee><name>A</name>"**

+ **"<title>Manager</title></employee></data>"**;

DocumentBuilder db = DocumentBuilderFactory.newInstance().newDocumentBuilder();

InputSource is = **new** InputSource();

is.setCharacterStream(**new** StringReader(xmlRecords));

Document doc = db.parse(is);

NodeList nodes = doc.getElementsByTagName(**"employee"**);

**for** (**int** i = 0; i < nodes.getLength(); i++) {

Element element = (Element) nodes.item(i);

NodeList name = element.getElementsByTagName(**"name"**);

Element line = (Element) name.item(0);

System.out.println(**"Name: "** + getCharacterDataFromElement(line));

NodeList title = element.getElementsByTagName(**"title"**);

line = (Element) title.item(0);

System.out.println(**"Title: "** + getCharacterDataFromElement(line));

}

}

**public** **static** String getCharacterDataFromElement(Element e) {

Node child = e.getFirstChild();

**if** (child **instanceof** CharacterData) {

CharacterData cd = (CharacterData) child;

**return** cd.getData();

}

**return** **""**;

}

}

The code above generates the following result.
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DOM interfaces

The DOM defines several Java interfaces. Here are the most common interfaces:

* **Node** - The base datatype of the DOM.
* **Element** - The vast majority of the objects you'll deal with are Elements.
* **Attr** Represents an attribute of an element.
* **Text** The actual content of an Element or Attr.
* **Document** Represents the entire XML document. A Document object is often referred to as a DOM tree.

Common DOM methods

When you are working with the DOM, there are several methods you'll use often:

* **Document.getDocumentElement()** - Returns the root element of the document.
* **Node.getFirstChild()** - Returns the first child of a given Node.
* **Node.getLastChild()** - Returns the last child of a given Node.
* **Node.getNextSibling()** - These methods return the next sibling of a given Node.
* **Node.getPreviousSibling()** - These methods return the previous sibling of a given Node.
* **Node.getAttribute(attrName)** - For a given Node, returns the attribute with the requested name.

Steps to Using DOM

Following are the steps used while parsing a document using DOM Parser.

* Import XML-related packages.
* Create a DocumentBuilder
* Create a Document from a file or stream
* Extract the root element
* Examine attributes
* Examine sub-elements

**Import XML-related packages**

import org.w3c.dom.\*;

import javax.xml.parsers.\*;

import java.io.\*;

**Create a DocumentBuilder**

DocumentBuilderFactory factory =

DocumentBuilderFactory.newInstance();

DocumentBuilder builder = factory.newDocumentBuilder();

**Create a Document from a file or stream**

StringBuilder xmlStringBuilder = new StringBuilder();

xmlStringBuilder.append("<?xml version="1.0"?> <class> </class>");

ByteArrayInputStream input = new ByteArrayInputStream(

xmlStringBuilder.toString().getBytes("UTF-8"));

Document doc = builder.parse(input);

**Extract the root element**

Element root = document.getDocumentElement();

**Examine attributes**

//returns specific attribute

getAttribute("attributeName");

//returns a Map (table) of names/values

getAttributes();

**Examine sub-elements**

//returns a list of subelements of specified name

getElementsByTagName("subelementName");

//returns a list of all child nodes

getChildNodes();

Demo Example

**Here is the input xml file we need to parse:**

<?xml version="1.0"?>

<class>

<student rollno="393">

<firstname>dinkar</firstname>

<lastname>kad</lastname>

<nickname>dinkar</nickname>

<marks>85</marks>

</student>

<student rollno="493">

<firstname>Vaneet</firstname>

<lastname>Gupta</lastname>

<nickname>vinni</nickname>

<marks>95</marks>

</student>

<student rollno="593">

<firstname>jasvir</firstname>

<lastname>singn</lastname>

<nickname>jazz</nickname>

<marks>90</marks>

</student>

</class>

**Demo Example:**

*DomParserDemo.java*

package com.tutorialspoint.xml;

import java.io.File;

import javax.xml.parsers.DocumentBuilderFactory;

import javax.xml.parsers.DocumentBuilder;

import org.w3c.dom.Document;

import org.w3c.dom.NodeList;

import org.w3c.dom.Node;

import org.w3c.dom.Element;

public class DomParserDemo {

public static void main(String[] args){

try {

File inputFile = new File("input.txt");

DocumentBuilderFactory dbFactory

= DocumentBuilderFactory.newInstance();

DocumentBuilder dBuilder = dbFactory.newDocumentBuilder();

Document doc = dBuilder.parse(inputFile);

doc.getDocumentElement().normalize();

System.out.println("Root element :"

+ doc.getDocumentElement().getNodeName());

NodeList nList = doc.getElementsByTagName("student");

System.out.println("----------------------------");

for (int temp = 0; temp < nList.getLength(); temp++) {

Node nNode = nList.item(temp);

System.out.println("\nCurrent Element :"

+ nNode.getNodeName());

if (nNode.getNodeType() == Node.ELEMENT\_NODE) {

Element eElement = (Element) nNode;

System.out.println("Student roll no : "

+ eElement.getAttribute("rollno"));

System.out.println("First Name : "

+ eElement

.getElementsByTagName("firstname")

.item(0)

.getTextContent());

System.out.println("Last Name : "

+ eElement

.getElementsByTagName("lastname")

.item(0)

.getTextContent());

System.out.println("Nick Name : "

+ eElement

.getElementsByTagName("nickname")

.item(0)

.getTextContent());

System.out.println("Marks : "

+ eElement

.getElementsByTagName("marks")

.item(0)

.getTextContent());

}

}

} catch (Exception e) {

e.printStackTrace();

}

}

}

This would produce the following result:

Root element :class

----------------------------

Current Element :student

Student roll no : 393

First Name : dinkar

Last Name : kad

Nick Name : dinkar

Marks : 85

Current Element :student

Student roll no : 493

First Name : Vaneet

Last Name : Gupta

Nick Name : vinni

Marks : 95

Current Element :student

Student roll no : 593

First Name : jasvir

Last Name : singn

Nick Name : jazz

Marks : 90

Demo Example

**Here is the input xml file we need to query:**

<?xml version="1.0"?>

<cars>

<supercars company="Ferrari">

<carname type="formula one">Ferarri 101</carname>

<carname type="sports car">Ferarri 201</carname>

<carname type="sports car">Ferarri 301</carname>

</supercars>

<supercars company="Lamborgini">

<carname>Lamborgini 001</carname>

<carname>Lamborgini 002</carname>

<carname>Lamborgini 003</carname>

</supercars>

<luxurycars company="Benteley">

<carname>Benteley 1</carname>

<carname>Benteley 2</carname>

<carname>Benteley 3</carname>

</luxurycars>

</cars>

**Demo Example:**

*QueryXmlFileDemo.java*

package com.tutorialspoint.xml;

import javax.xml.parsers.DocumentBuilderFactory;

import javax.xml.parsers.DocumentBuilder;

import org.w3c.dom.Document;

import org.w3c.dom.NodeList;

import org.w3c.dom.Node;

import org.w3c.dom.Element;

import java.io.File;

public class QueryXmlFileDemo {

public static void main(String argv[]) {

try {

File inputFile = new File("input.txt");

DocumentBuilderFactory dbFactory =

DocumentBuilderFactory.newInstance();

DocumentBuilder dBuilder = dbFactory.newDocumentBuilder();

Document doc = dBuilder.parse(inputFile);

doc.getDocumentElement().normalize();

System.out.print("Root element: ");

System.out.println(doc.getDocumentElement().getNodeName());

NodeList nList = doc.getElementsByTagName("supercars");

System.out.println("----------------------------");

for (int temp = 0; temp < nList.getLength(); temp++) {

Node nNode = nList.item(temp);

System.out.println("\nCurrent Element :");

System.out.print(nNode.getNodeName());

if (nNode.getNodeType() == Node.ELEMENT\_NODE) {

Element eElement = (Element) nNode;

System.out.print("company : ");

System.out.println(eElement.getAttribute("company"));

NodeList carNameList =

eElement.getElementsByTagName("carname");

for (int count = 0;

count < carNameList.getLength(); count++) {

Node node1 = carNameList.item(count);

if (node1.getNodeType() ==

node1.ELEMENT\_NODE) {

Element car = (Element) node1;

System.out.print("car name : ");

System.out.println(car.getTextContent());

System.out.print("car type : ");

System.out.println(car.getAttribute("type"));

}

}

}

}

} catch (Exception e) {

e.printStackTrace();

}

}

}

This would produce the following result:

Root element :cars

----------------------------

Current Element :supercars

company : Ferrari

car name : Ferarri 101

car type : formula one

car name : Ferarri 201

car type : sports car

car name : Ferarri 301

car type : sports car

Current Element :supercars

company : Lamborgini

car name : Lamborgini 001

car type :

car name : Lamborgini 002

car type :

car name : Lamborgini 003

car type :

Demo Example

**Here is the XML we need to create:**

<?xml version="1.0" encoding="UTF-8" standalone="no"?>

<cars><supercars company="Ferrari">

<carname type="formula one">Ferrari 101</carname>

<carname type="sports">Ferrari 202</carname>

</supercars></cars>

**Demo Example:**

*CreateXmlFileDemo.java*

package com.tutorialspoint.xml;

import javax.xml.parsers.DocumentBuilderFactory;

import javax.xml.parsers.DocumentBuilder;

import javax.xml.transform.Transformer;

import javax.xml.transform.TransformerFactory;

import javax.xml.transform.dom.DOMSource;

import javax.xml.transform.stream.StreamResult;

import org.w3c.dom.Attr;

import org.w3c.dom.Document;

import org.w3c.dom.Element;

import java.io.File;

public class CreateXmlFileDemo {

public static void main(String argv[]) {

try {

DocumentBuilderFactory dbFactory =

DocumentBuilderFactory.newInstance();

DocumentBuilder dBuilder =

dbFactory.newDocumentBuilder();

Document doc = dBuilder.newDocument();

// root element

Element rootElement = doc.createElement("cars");

doc.appendChild(rootElement);

// supercars element

Element supercar = doc.createElement("supercars");

rootElement.appendChild(supercar);

// setting attribute to element

Attr attr = doc.createAttribute("company");

attr.setValue("Ferrari");

supercar.setAttributeNode(attr);

// carname element

Element carname = doc.createElement("carname");

Attr attrType = doc.createAttribute("type");

attrType.setValue("formula one");

carname.setAttributeNode(attrType);

carname.appendChild(

doc.createTextNode("Ferrari 101"));

supercar.appendChild(carname);

Element carname1 = doc.createElement("carname");

Attr attrType1 = doc.createAttribute("type");

attrType1.setValue("sports");

carname1.setAttributeNode(attrType1);

carname1.appendChild(

doc.createTextNode("Ferrari 202"));

supercar.appendChild(carname1);

// write the content into xml file

TransformerFactory transformerFactory =

TransformerFactory.newInstance();

Transformer transformer =

transformerFactory.newTransformer();

DOMSource source = new DOMSource(doc);

StreamResult result =

new StreamResult(new File("C:\\cars.xml"));

transformer.transform(source, result);

// Output to console for testing

StreamResult consoleResult =

new StreamResult(System.out);

transformer.transform(source, consoleResult);

} catch (Exception e) {

e.printStackTrace();

}

}

}

This would produce the following result:

<?xml version="1.0" encoding="UTF-8" standalone="no"?>

<cars><supercars company="Ferrari">

<carname type="formula one">Ferrari 101</carname>

<carname type="sports">Ferrari 202</carname>

</supercars></cars>

**Here is the input xml file we need to modify:**

<?xml version="1.0" encoding="UTF-8" standalone="no"?>

<cars>

<supercars company="Ferrari">

<carname type="formula one">Ferrari 101</carname>

<carname type="sports">Ferrari 202</carname>

</supercars>

<luxurycars company="Benteley">

<carname>Benteley 1</carname>

<carname>Benteley 2</carname>

<carname>Benteley 3</carname>

</luxurycars>

</cars>

**Demo Example:**

*ModifyXmlFileDemo.java*

package com.tutorialspoint.xml;

import java.io.File;

import javax.xml.parsers.DocumentBuilder;

import javax.xml.parsers.DocumentBuilderFactory;

import javax.xml.transform.Transformer;

import javax.xml.transform.TransformerFactory;

import javax.xml.transform.dom.DOMSource;

import javax.xml.transform.stream.StreamResult;

import org.w3c.dom.Document;

import org.w3c.dom.Element;

import org.w3c.dom.NamedNodeMap;

import org.w3c.dom.Node;

import org.w3c.dom.NodeList;

public class ModifyXmlFileDemo {

public static void main(String argv[]) {

try {

File inputFile = new File("input.xml");

DocumentBuilderFactory docFactory =

DocumentBuilderFactory.newInstance();

DocumentBuilder docBuilder =

docFactory.newDocumentBuilder();

Document doc = docBuilder.parse(inputFile);

Node cars = doc.getFirstChild();

Node supercar = doc.getElementsByTagName("supercars").item(0);

// update supercar attribute

NamedNodeMap attr = supercar.getAttributes();

Node nodeAttr = attr.getNamedItem("company");

nodeAttr.setTextContent("Lamborigini");

// loop the supercar child node

NodeList list = supercar.getChildNodes();

for (int temp = 0; temp < list.getLength(); temp++) {

Node node = list.item(temp);

if (node.getNodeType() == Node.ELEMENT\_NODE) {

Element eElement = (Element) node;

if ("carname".equals(eElement.getNodeName())){

if("Ferrari 101".equals(eElement.getTextContent())){

eElement.setTextContent("Lamborigini 001");

}

if("Ferrari 202".equals(eElement.getTextContent()))

eElement.setTextContent("Lamborigini 002");

}

}

}

NodeList childNodes = cars.getChildNodes();

for(int count = 0; count < childNodes.getLength(); count++){

Node node = childNodes.item(count);

if("luxurycars".equals(node.getNodeName()))

cars.removeChild(node);

}

// write the content on console

TransformerFactory transformerFactory =

TransformerFactory.newInstance();

Transformer transformer = transformerFactory.newTransformer();

DOMSource source = new DOMSource(doc);

System.out.println("-----------Modified File-----------");

StreamResult consoleResult = new StreamResult(System.out);

transformer.transform(source, consoleResult);

} catch (Exception e) {

e.printStackTrace();

}

}

}

This would produce the following result:

-----------Modified File-----------

<?xml version="1.0" encoding="UTF-8" standalone="no"?>

<cars>

<supercars company="Lamborigini">

<carname type="formula one">Lamborigini 001</carname>

<carname type="sports">Lamborigini 002</carname>

</supercars></cars>

## Attribute

The following code shows how to add attribute to an element.

import java.io.StringWriter;

/\* w ww . j a v a 2s .c om\*/

import javax.xml.parsers.DocumentBuilder;

import javax.xml.parsers.DocumentBuilderFactory;

import javax.xml.transform.OutputKeys;

import javax.xml.transform.Transformer;

import javax.xml.transform.TransformerFactory;

import javax.xml.transform.dom.DOMSource;

import javax.xml.transform.stream.StreamResult;

import org.w3c.dom.DOMImplementation;

import org.w3c.dom.Document;

import org.w3c.dom.Element;

public class Main {

public static void main(String[] argv) throws Exception {

DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();

DocumentBuilder builder = factory.newDocumentBuilder();

DOMImplementation impl = builder.getDOMImplementation();

Document doc = impl.createDocument(null, null, null);

Element e1 = doc.createElement("api");

doc.appendChild(e1);

Element e2 = doc.createElement("java");

e1.appendChild(e2);

e2.setAttribute("url", "http://www.java2s.com");

//transform the DOM for showing the result in console

DOMSource domSource = new DOMSource(doc);

Transformer transformer = TransformerFactory.newInstance().newTransformer();

transformer.setOutputProperty(OutputKeys.OMIT\_XML\_DECLARATION, "yes");

transformer.setOutputProperty(OutputKeys.METHOD, "xml");

transformer.setOutputProperty(OutputKeys.ENCODING, "ISO-8859-1");

transformer.setOutputProperty("{http://xml.apache.org/xslt}indent-amount", "4");

transformer.setOutputProperty(OutputKeys.INDENT, "yes");

StringWriter sw = new StringWriter();

StreamResult sr = new StreamResult(sw);

transformer.transform(domSource, sr);

System.out.println(sw.toString());

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/A/ATTRIBUTE__E663368950190426F0D5.PNG](data:image/png;base64,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)

Copying Attributes

public void dupAttributes(Document doc) {

Element root = doc.getDocumentElement();

Element personOne = (Element)root.getFirstChild();

Element personTwo = (Element)personOne.getNextSibling();

Element personThree = (Element)personTwo.getNextSibling();

Attr deptAttr = personOne.getAttributeNode("dept");

personOne.removeAttributeNode(deptAttr);

String deptString = deptAttr.getValue();

personTwo.setAttribute("dept",deptString);

personThree.setAttribute("dept",deptString);

String mailString = personOne.getAttribute("mail");

personTwo.setAttribute("mail",mailString);

String titleString = personOne.getAttribute("title");

personOne.removeAttribute("title");

personThree.setAttribute("title",titleString);

}

Deleting Two Attributes

public void delAttribute(Document doc) {

Element root = doc.getDocumentElement();

Element person = (Element)root.getFirstChild();

person.removeAttribute("extension");

person.removeAttribute("dept");

}

## Element

import java.io.StringWriter;

/\* w w w . j a va 2s . c o m\*/

import javax.xml.parsers.DocumentBuilder;

import javax.xml.parsers.DocumentBuilderFactory;

import javax.xml.transform.OutputKeys;

import javax.xml.transform.Transformer;

import javax.xml.transform.TransformerFactory;

import javax.xml.transform.dom.DOMSource;

import javax.xml.transform.stream.StreamResult;

import org.w3c.dom.DOMImplementation;

import org.w3c.dom.Document;

import org.w3c.dom.Node;

public class Main {

public static void main(String[] argv) throws Exception {

DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();

DocumentBuilder builder = factory.newDocumentBuilder();

DOMImplementation impl = builder.getDOMImplementation();

Document doc = impl.createDocument(null, null, null);

Node root = doc.createElement("A");

doc.appendChild(root);

Node stanza = doc.createElement("B");

root.appendChild(stanza);

Node line = doc.createElement("C");

stanza.appendChild(line);

line.appendChild(doc.createTextNode("test"));

line = doc.createElement("Line");

stanza.appendChild(line);

line.appendChild(doc.createTextNode("test"));

//transform the DOM for showing the result in console

DOMSource domSource = new DOMSource(doc);

Transformer transformer = TransformerFactory.newInstance().newTransformer();

transformer.setOutputProperty(OutputKeys.OMIT\_XML\_DECLARATION, "yes");

transformer.setOutputProperty(OutputKeys.METHOD, "xml");

transformer.setOutputProperty(OutputKeys.ENCODING, "ISO-8859-1");

transformer.setOutputProperty("{http://xml.apache.org/xslt}indent-amount", "4");

transformer.setOutputProperty(OutputKeys.INDENT, "yes");

StringWriter sw = new StringWriter();

StreamResult sr = new StreamResult(sw);

transformer.transform(domSource, sr);

System.out.println(sw.toString());

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/E/ELEMENT__0B3E78C25795BEE150A0.PNG](data:image/png;base64,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)

The following code shows how to remove an element from parent.

public void deleteFirstElement(Document doc) {

Element root = doc.getDocumentElement();

Element child = (Element)root.getFirstChild();

root.removeChild(child);

}

## Text Node

The following code shows how to add text node to an element.

import java.io.StringWriter;

//from w w w .jav a2s . c om

import javax.xml.parsers.DocumentBuilder;

import javax.xml.parsers.DocumentBuilderFactory;

import org.w3c.dom.Document;

import org.w3c.dom.Element;

import org.w3c.dom.bootstrap.DOMImplementationRegistry;

import org.w3c.dom.ls.DOMImplementationLS;

import org.w3c.dom.ls.LSOutput;

import org.w3c.dom.ls.LSSerializer;

public class Main {

public static void main(String[] argv) throws Exception {

DocumentBuilderFactory dbf = DocumentBuilderFactory.newInstance();

dbf.setNamespaceAware(true);

DocumentBuilder db = dbf.newDocumentBuilder();

Document doc = db.newDocument();

Element root = doc.createElementNS(null, "person"); // Create Root Element

Element item = doc.createElementNS(null, "name"); // Create element

item.appendChild(doc.createTextNode("Jeff"));

root.appendChild(item); // Attach element to Root element

item = doc.createElementNS(null, "age"); // Create another Element

item.appendChild(doc.createTextNode("28"));

root.appendChild(item); // Attach Element to previous element down tree

item = doc.createElementNS(null, "height");

item.appendChild(doc.createTextNode("1.80"));

root.appendChild(item); // Attach another Element - grandaugther

doc.appendChild(root); // Add Root to Document

DOMImplementationRegistry registry = DOMImplementationRegistry

.newInstance();

DOMImplementationLS domImplLS = (DOMImplementationLS) registry

.getDOMImplementation("LS");

LSSerializer ser = domImplLS.createLSSerializer(); // Create a serializer

// for the DOM

LSOutput out = domImplLS.createLSOutput();

StringWriter stringOut = new StringWriter(); // Writer will be a String

out.setCharacterStream(stringOut);

ser.write(doc, out); // Serialize the DOM

System.out.println("STRXML = " + stringOut.toString()); // DOM as a String

}

}

The code above generates the following result.

![http://www.java2s.com/Tutorials/JavaImage/myResult/T/TEXT_NODE__7D3582B3AE9D6DD9FA38.PNG](data:image/png;base64,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)

The following code shows how to edit text by insertion and replacement.

public void edit3(Document doc) {

int count;

int offset;

Element root = doc.getDocumentElement();

Element place = (Element)root.getFirstChild();

Text name = (Text)place.getFirstChild().getFirstChild();

Text directions = (Text)place.getLastChild().getFirstChild();

offset = 7;

name.insertData(offset," black");

offset = 5;

count = 4;

directions.replaceData(offset,count,"right");

}

Modifying Text by Cutting and Pasting

public void edit(Document doc) {

int length;

int count;

int offset;

Element root = doc.getDocumentElement();

Element place = (Element)root.getFirstChild();

Text name = (Text)place.getFirstChild().getFirstChild();

Text directions = (Text)place.getLastChild().getFirstChild();

length = name.getLength();

count = 4;

offset = length - 4;

name.deleteData(offset,count);

length = directions.getLength();

count = 6;

offset = length - count;

String bridge = directions.substringData(offset,count);

name.appendData(bridge);

count = 5;

offset = 4;

directions.deleteData(offset,count);

}

Modifying Text by Replacement

public void edit(Document doc) {

Element root = doc.getDocumentElement();

Element place = (Element)root.getFirstChild();

Text name = (Text)place.getFirstChild().getFirstChild();

Text directions = (Text)place.getLastChild().getFirstChild();

name.setData("AAA");

directions.setData("BBB");

}

## Comment

The following code shows how to create comments node for XML.

import java.io.File;

/\*from w w w . j ava 2s .c om\*/

import javax.xml.parsers.DocumentBuilderFactory;

import org.w3c.dom.Comment;

import org.w3c.dom.Document;

import org.w3c.dom.Element;

public class Main {

public static void main(String[] argv) throws Exception {

DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance();

factory.setValidating(true);

factory.setExpandEntityReferences(false);

Document doc = factory.newDocumentBuilder().parse(new **File**("filename"));

Element element = doc.getDocumentElement();

Comment comment = doc.createComment("A Document Comment");

element.getParentNode().insertBefore(comment, element);

}

}

## Processing Instruction

The following code shows how to add ProcessingInstruction.

public void addProcessingInstruction(Document doc) {

Element root = doc.getDocumentElement();

Element folks = (Element)root.getLastChild();

ProcessingInstruction pi;

pi = (ProcessingInstruction)doc.createProcessingInstruction(

"validate",

"phone=\"lookup\"");

root.insertBefore(pi,folks);

}

## CDATA

The following code shows how to add CDATA to XML document.

public void addCDATA(Document doc) {

Element root = doc.getDocumentElement();

Element place = (Element)root.getFirstChild();

Element directions = (Element)place.getLastChild();

String dirtext =/\*from w ww. j ava 2 s .c o m\*/

">>>\n" +

"<<<\n" +

"&&&\n" +

"<><><>.";

CDATASection dirdata = doc.createCDATASection(dirtext);

directions.replaceChild(dirdata,directions.getFirstChild());

}

## Clone

public void duplicatePerson(Document doc) {

Element root = doc.getDocumentElement();

Element origPerson = (Element)root.getFirstChild();

Element newPerson = (Element)origPerson.cloneNode(true);

root.appendChild(newPerson);

}