**1) What is node.js?**

Node.js is a Server side scripting which is used to build scalable programs. Its multiple advantages over other server side languages, the prominent being non-blocking I/O.

**2) How node.js works?**

Node.js works on a v8 environment, it is a virtual machine that utilizes JavaScript as its scripting language and achieves high output via non-blocking I/O and single threaded event loop.

**3) What do you mean by the term I/O ?**

I/O is the shorthand for input and output, and it will access anything outside of your application. It will be loaded into the machine memory to run the program, once the application is started.

![NodeJS](data:image/png;base64,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)

**4) What does event-driven programming mean?**

In computer programming, event driven programming is a programming paradigm in which the flow of the program is determined by events like messages from other programs or threads. It is an application architecture technique divided into two sections 1) Event Selection 2) Event Handling

**5) Where can we use node.js?**

Node.js can be used for the following purposes

a) Web applications ( especially real-time web apps )

b) Network applications

c) Distributed systems

d) General purpose applications

**6) What is the advantage of using node.js?**

a) It provides an easy way to build scalable network programs

b) Generally fast

c) Great concurrency

d) Asynchronous everything

e) Almost never blocks

**7) What are the two types of API functions in Node.js ?**

The two types of API functions in Node.js are

a) Asynchronous, non-blocking functions

b) Synchronous, blocking functions

**8) What is control flow function?**

A generic piece of code which runs in between several asynchronous function calls is known as control flow function.

**9) Explain the steps how “Control Flow” controls the functions calls?**

a) Control the order of execution

b) Collect data

c) Limit concurrency

d) Call the next step in program

**10) Why Node.js is single threaded**?

For async processing, Node.js was created explicitly as an experiment. It is believed that more performance and scalability can be achieved by doing async processing on a single thread under typical web loads than the typical thread based implementation.

**11) Does node run on windows?**

Yes – it does. Download the MSI installer from <http://nodejs.org/download/>

**12) Can you access DOM in node?**

No, you cannot access DOM in node.

**13) Using the event loop what are the tasks that should be done asynchronously?**

a) I/O operations

b) Heavy computation

c) Anything requiring blocking

**14) Why node.js is quickly gaining attention from JAVA programmers?**

Node.js is quickly gaining attention as it is a loop based server for JavaScript. Node.js gives user the ability to write the JavaScript on the server, which has access to things like HTTP stack, file I/O, TCP and databases.

**15) What are the two arguments that async.queue takes?**

The two arguments that async.queue takes

a) Task function

b) Concurrency value

**16) What is an event loop in Node.js ?**

To process and handle external events and to convert them into callback invocations an event loop is used. So, at I/O calls, node.js can switch from one request to another .

**17) Mention the steps by which you can async in Node.js?**

By following steps you can async Node.js

a) First class functions

b) Function composition

c) Callback Counters

d) Event loops

**18) What are the pros and cons of Node.js?**

**Pros:**

a) If your application does not have any CPU intensive computation, you can build it in Javascript top to bottom, even down to the database level if you use JSON storage object DB like MongoDB.

b) Crawlers receive a full-rendered HTML response, which is far more SEO friendly rather than a single page application or a websockets app run on top of Node.js.

**Cons:**

a) Any intensive CPU computation will block node.js responsiveness, so a threaded platform is a better approach.

b) Using relational database with Node.js is considered less favourable

**19) How Node.js overcomes the problem of blocking of I/O operations?**

Node.js solves this problem by putting the event based model at its core, using an event loop instead of threads.

**20) What is the difference between Node.js vs Ajax?**

The difference between Node.js and Ajax is that, Ajax (short for Asynchronous Javascript and XML) is a client side technology, often used for updating the contents of the page without refreshing it. While,Node.js is Server Side Javascript, used for developing server software. Node.js does not execute in the browser but by the server.

**21) What are the Challenges with Node.js ?**

Emphasizing on the technical side, it’s a bit of challenge in Node.js to have one process with one thread to scale up on multi core server.

**22)**  **What does it mean “non-blocking” in node.js?**

In node.js “non-blocking” means that its IO is non-blocking. Node uses “libuv” to handle its IO in a platform-agnostic way. On windows, it uses completion ports for unix it uses epoll or kqueue etc. So, it makes a non-blocking request and upon a request, it queues it within the event loop which call the JavaScript ‘callback’ on the main JavaScript thread.

**23) What is the command that is used in node.js to import external libraries?**

Command “require” is used for importing external libraries, for example, “var http=require (“http”)”. This will load the http library and the single exported object through the http variable.

**24) Mention the framework most commonly used in node.js?**

“Express” is the most common framework used in node.js

**25) What is ‘Callback’ in node.js?**

Callback function is used in node.js to deal with multiple requests made to the server. Like if you have a large file which is going to take a long time for a server to read and if you don’t want a server to get engage in reading that large file while dealing with other requests, call back function is used. Call back function allows the server to deal with pending request first and call a function when it is finished.

---------

**What tools and IDEs are used for Node.js?**

► Atom (free open-source)<br />  
► Nodeclipse Enide Studio (free open-source, Eclipse-based)<br />  
► JetBrains WebStorm (commercial)<br />  
► JetBrains IntelliJ IDEA (commercial)<br />  
► Microsoft Visual Studio with TypeScript<br />  
► NoFlo – flow-based programming environment integrated with GNOME APIs

**How to get started with Node.js**

First, learn the core concepts of Node.js:

You'll want to understand the asynchronous coding style that Node encourages.

Async != concurrent. Understand Node's event loop!

Node uses CommonJS-style require() for code loading; it's probably a bit different from what you're used to.

Familiarize yourself with Node's standard library.

Then, you're going to want to see what the community has to offer:

The gold standard for Node package management is NPM.

It is a command line tool for managing your project's dependencies.

Make sure you understand how Node and NPM interact with your project via the node\_modules folder and package.json.

NPM is also a registry of pretty much every Node package out there

Finally, you're going to want to know what some of the more popular packages are for various tasks:

Useful Tools for Every Project:

Underscore contains just about every core utility method you want.

CoffeeScript makes JavaScript considerably more bearable, while also keeping you out of trouble!

Caveat: A large portion of the community frowns upon it. If you are writing a library, you should consider regular JavaScript, to benefit from wider collaboration.

Unit Testing:

Mocha is a popular test framework.

Vows is a fantastic take on asynchronous testing, albeit somewhat stale.

Expresso is a more traditional unit testing framework.

node-unit is another relatively traditional unit testing framework.

Web Frameworks:

Express is by far the most popular framework.

Meteor bundles together jQuery, Handlebars, Node.js, websockets, mongoDB, and DDP and promotes convention over configuration without being a Rails clone.

Tower is an abstraction of top of Express that aims to be a Rails clone.

Geddy is another take on web frameworks.

RailwayJS is a Ruby-on-Rails inspired MVC web framework.

SailsJS is a realtime MVC web framework.

Sleek.js is a simple web framework, built upon express.js.

Hapi is a configuration-centric framework with built-in support for input validation, caching, authentication, etc.

Koa Koa is a new web framework designed by the team behind Express, which aims to be a smaller, more expressive, and more robust foundation for web applications and APIs.

Web Framework Tools:

Jade is the HAML/Slim of the Node world

EJS is a more traditional templating language.

Don't forget about Underscore's template method!

Networking:

Connect is the Rack or WSGI of the Node world.

Request is a very popular HTTP request library.

socket.io is handy for building WebSocket servers.

Command Line Interaction:

Optimist makes argument parsing a joy.

Commander is another popular argument parser.

Colors makes your CLI output pretty.

**Is Node.js on multi-core machines?**

Yes, Node.js is one-thread-per-process. This is a very deliberate design decision and eliminates the need to deal with locking semantics. If you don't agree with this, you probably don't yet realize just how insanely hard it is to debug multi-threaded code. For a deeper explanation of the Node.js process model and why it works this way (and why it will NEVER support multiple threads), read my other post.

**Tell me how to decide when to use Node.js?**

You did a great job of summarizing what's awesome about Node.js. My feeling is that Node.js is especially suited for applications where you'd like to maintain a persistent connection from the browser back to the server. Using a technique known as "long-polling", you can write an application that sends updates to the user in real time. Doing long polling on many of the web's giants, like Ruby on Rails or Django, would create immense load on the server, because each active client eats up one server process. This situation amounts to a tarpit attack. When you use something like Node.js, the server has no need of maintaining separate threads for each open connection.

**Can we use jQuery with Node.js?**

No. It's going to be quite a big effort to port a browser environment to node. Another approach, that I'm currently investigating for unit testing, is to create "Mock" version of jQuery that provides callbacks whenever a selector is called. This way you could unit test your jQuery plugins without actually having a DOM. You'll still have to test in real browsers to see if your code works in the wild, but if you discover browser specific issues, you can easily "mock" those in your unit tests as well. I'll push something to github.com/felixge once it's ready to show.

**How to extract POST data in node.js?**

If you use Express (High performance, high class web development for Node.js), you can do this:

HTML:

<form method="post" action="/">

<input type="text" name="user[name]">

<input type="text" name="user[email]">

<input type="submit" value="Submit">

</form>

Javascript:

app.use(express.bodyParser();

app.post('/', function(request, response){

console.log(request.body.user.name);

console.log(request.body.user.email);

});

This gets a lot easier if you use the request library.

var request = require('request');

request.post(

'http://www.abcsite.com/formpage',

{ form: { key: 'value' } },

function (error, response, body) {

if (!error && response.statusCode == 200) {

console.log(body)

}

}

);

Aside from providing a nice syntax it makes json requests easy, handles oauth signing (for twitter, etc.), can do multi-part forms (e.g. for uploading files) and streaming.

---------

**What is “callback hell” and how can it be avoided?**

“Callback hell” refers to heavily nested callbacks that have become unweildy or unreadable.

An example of heavily nested code is below:

query("SELECT clientId FROM clients WHERE clientName='picanteverde';", function(id){  
 query("SELECT \* FROM transactions WHERE clientId=" + id, function(transactions){  
 transactions.each(function(transac){  
 query("UPDATE transactions SET value = " + (transac.value\*0.1) + " WHERE id=" + transac.id, function(error){  
 if(!error){  
 console.log("success!!");  
 }else{  
 console.log("error");  
 }  
 });  
 });  
 });  
});

The primary method to fix callback hell is usually referred to as **modularization**. The callbacks are broken out into independent functions which can be called with some parameters. So the first level of improvement might be:

var logError = function(error){  
 if(!error){  
 console.log("success!!");  
 }else{  
 console.log("error");  
 }  
 },  
 updateTransaction = function(t){  
 query("UPDATE transactions SET value = " + (t.value\*0.1) + " WHERE id=" + t.id, logError);  
 },  
 handleTransactions = function(transactions){  
 transactions.each(updateTransaction);  
 },  
 handleClient = function(id){  
 query("SELECT \* FROM transactions WHERE clientId=" + id, handleTransactions);  
 };  
  
query("SELECT clientId FROM clients WHERE clientName='picanteverde';",handleClient);

Even though this code is much easier to read, and we created some functions that we can even reuse later, in some cases it may be appropriate to use a more robust solution in the form of **promises**. Promises allow additional desirable behavior such as error propogation and chaining. Node.js doesn’t include much core support for promises, so one of the popular promise libraries should be used. One of the most popular is the [Q promise library](https://www.npmjs.org/package/q).

More information about promises and how they work can be found [here](http://www.html5rocks.com/en/tutorials/es6/promises/).

Additionally, a more supercharged solution to callback hell is provided by **generators**, as these can resolve execution dependency between different callbacks. However, generators are much more advanced and it might be overkill to use them for this purpose. To read more about generators you can start with [this post](http://strongloop.com/strongblog/how-to-generators-node-js-yield-use-cases/).

[Comment](http://www.toptal.com/nodejs/interview-questions#)

What is the preferred method of resolving unhandled exceptions in Node.js?

Hide answer

Unhandled exceptions in Node.js can be caught at the Process level by attaching a handler for uncaughtException event.

process.on('uncaughtException', function(err) {  
 console.log('Caught exception: ' + err);  
});

However, uncaughtException is a very crude mechanism for exception handling and may be removed from Node.js in the future. An exception that has bubbled all the way up to the Process level means that your application, and Node.js may be in an undefined state, and the only sensible approach would be to restart everything.

The preferred way is to add another layer between your application and the Node.js process which is called the [domain](http://nodejs.org/api/domain.html).

Domains provide a way to handle multiple different I/O operations as a single group. So, by having your application, or part of it, running in a separate domain, you can safely handle exceptions at the domain level, before they reach the Process level.

**What is typically the first argument passed to a Node.js callback handler?**

Node.js core modules, as well as most of the community-published ones, follow a pattern whereby the first argument to any callback handler is an optional error object. If there is no error, the argument will be null or undefined.

A typical callback handler could therefore perform error handling as follows:

function callback(err, results) {  
 // usually we'll check for the error before handling results  
 if(err) {  
 // handle error somehow and return  
 }  
 // no error, perform standard callback handling  
}

**How does Node.js support multi-processor platforms, and does it fully utilize all processor resources?**

Since Node.js is by default a **single thread** application, it will run on a single processor core and will not take full advantage of multiple core resources. However, Node.js provides support for deployment on multiple-core systems, to take greater advantage of the hardware. The [Cluster](http://nodejs.org/api/cluster.html) module is one of the core Node.js modules and it allows running multiple Node.js worker processes that will share the same port.

**How does Node.js handle child threads?**

Node.js, in its essence, is a **single thread** process. It does not expose child threads and thread management methods to the developer. Technically, Node.js *does* spawn child threads for certain tasks such as asynchronous I/O, but these run behind the scenes and do not execute any application JavaScript code, nor block the main event loop.

If threading support is desired in a Node.js application, there are tools available to enable it, such as the [ChildProcess](http://nodejs.org/api/child_process.html) module.

Consider the following JavaScript code:

console.log("first");  
setTimeout(function() {  
 console.log("second");  
}, 0);  
console.log("third");

The output will be:

first  
third  
second

**Assuming that this is the desired behavior, and that we are using Node.js version 0.10 or higher, how else might we write this code?**

Node.js version 0.10 introduced setImmediate, which is equivalent to setTimeout(fn, 0), but with some slight advantages.

**setTimeout(fn, delay)** calls the given callback fn after the given delay has ellapsed (in milliseconds). However, the callback is not executed immediately at this time, but added to the function queue so that it is executed **as soon as possible**, after all the currently executing and currently queued event handlers have completed. Setting the delay to 0 adds the callback to the queue immediately so that it is executed as soon as all currently-queued functions are finished.

**setImmediate(fn)** achieves the same effect, except that it doesn’t use the queue of functions. Instead, it checks the queue of I/O event handlers. If all I/O events in the current snapshot are processed, it executes the callback. It queues them immediately after the last I/O handler somewhat like process.nextTick. This is faster than setTimeout(fn, 0).

So, the above code can be written in Node as:

console.log("first");  
setImmediate(function(){  
 console.log("second");  
});  
console.log("third");

-------------------------

**2. Can you explain how Nodejs works**

It uses Google V8 Javascript engine to execute code. It contains built-in asynchronous I/O library for file, socket and HTTP communication. Node.js encapsulates libuv to handle asynchronous events.

**3. Is Nodejs really Single-Threaded**

Node.js operates on single-thread, but using non-blocking I/O calls allows it to support many concurrent connections. That means node doen't process the requests in parallel but all the back-end stuffs which actually takes lot of time run in parallel.

**4. Can you explain the Asynchronous approach in Nodejs**

Nodejs operats asynchronously using event loop and callback functions.An Event Loop is a functionality which handles and processes all your external events and just converts them to a callback function. It invokes all your event handlers at a proper time. So, that means while executing a single request, it does a lot of things in the back-end so that the current request or the coming request doesn't take much time.

You can read more here - [Asynchronous approach in Nodejs](http://www.codingdefined.com/2014/06/nodejs-asynchronous-approach.html)

**5. Can you explain what is Globals in Nodejs**

Global, Process and Buffer are combinedly termed as Globals.

Global : Its a global namespace object

Process : Its also a global object but it provides essential functionality to transform a synchronous function into a asynchronous callback.

Buffer : Raw data is stored in instances of the Buffer class.

You can read more here - [Globals in Nodejs](http://www.codingdefined.com/2014/07/globals-in-nodejs.html)

**6. What is the Use of underscore in Nodejs?**

To access the last expression, we have to use the (\_) underscore/underline character.

You can read more here - [Use of Underscore (\_) in Nodejs](http://www.codingdefined.com/2014/06/use-of-underscore-in-nodejs.html)

**7. Can you create Http Server in Nodejs, explain with code**

Yes, we can create Http Server in Nodejs. We can use http-server command to do so.

Code :

var http = require('http');

var requestListener = function (request, response) {

response.writeHead(200, {'Content-Type': 'text/plain'});

response.end('Hello You\n');

}

var server = http.createServer(requestListener);

server.listen(8080); // The port where you want to start with.

**8. How to load HTML in Nodejs**

To load HTML in Nodejs we have to change the Content-type from text/plain to text/html.

You can read more here - [Loading HTML in NodeJS](http://www.codingdefined.com/2014/06/loading-html-in-nodejs.html)

**9. Can you explain the difference between Node.js vs Ajax**

The difference between Node.js and Ajax is that Ajax is a client side technology whereas Nodejs is server side technology. Ajax is used for updating the contents of the page without refreshing it whereas Nodejs is used for developing server software. Nodejs is executed by the server whereas Ajax is executed by the browser.

**10. Can you explain the difference between readFile vs createReadStream in Nodejs**

readFile - It will read the file completely into memory before making it available to the User.

createReadStream - It will read the file in chunks of the size which is specified before hand.

You can read more here - [readFile vs createReadStream in Nodejs](http://www.codingdefined.com/2014/07/readfile-vs-createreadstream-in-nodejs.html)

Please Like and Share the Blog, if you find it interesting and helpful.

**MEAN.js:-**

MEAN.JS is a full-stack JavaScript open-source solution, which provides a solid starting point for [MongoDB](http://www.mongodb.org/), [Node.js](http://www.nodejs.org/), [Express](http://expressjs.com/), and [AngularJS](http://angularjs.org/) based applications. The idea is to solve the common issues with connecting those frameworks, build a robust framework to support daily development needs, and help developers use better practices while working with popular JavaScript components.

## Before You Begin

Before you begin we recommend you read about the basic building blocks that assemble a MEAN.JS application:

* MongoDB - Go through [MongoDB Official Website](http://mongodb.org/) and proceed to their [Official Manual](http://docs.mongodb.org/manual/), which should help you understand NoSQL and MongoDB better.
* Express - The best way to understand express is through its [Official Website](http://expressjs.com/), which has a [Getting Started](http://expressjs.com/starter/installing.html) guide, as well as an [ExpressJS Guide](http://expressjs.com/guide/error-handling.html) guide for general express topics. You can also go through this [StackOverflow Thread](http://stackoverflow.com/questions/8144214/learning-express-for-node-js) for more resources.
* AngularJS - Angular's [Official Website](http://angularjs.org/) is a great starting point. You can also use [Thinkster Popular Guide](http://www.thinkster.io/), and the [Egghead Videos](https://egghead.io/).
* Node.js - Start by going through [Node.js Official Website](http://nodejs.org/) and this [StackOverflow Thread](http://stackoverflow.com/questions/2353818/how-do-i-get-started-with-node-js), which should get you going with the Node.js platform in no time.

## Prerequisites

Make sure you have installed all these prerequisites on your development machine.

* Node.js - [Download & Install Node.js](http://www.nodejs.org/download/) and the npm package manager, if you encounter any problems, you can also use this [GitHub Gist](https://gist.github.com/isaacs/579814) to install Node.js.
* MongoDB - [Download & Install MongoDB](http://www.mongodb.org/downloads), and make sure it's running on the default port (27017).
* Bower - You're going to use the [Bower Package Manager](http://bower.io/) to manage your front-end packages, in order to install it make sure you've installed Node.js and npm, then install bower globally using npm:

$ npm install -g bower

* Grunt - You're going to use the [Grunt Task Runner](http://gruntjs.com/) to automate your development process, in order to install it make sure you've installed Node.js and npm, then install grunt globally using npm:

$ sudo npm install -g grunt-cli

## Downloading MEAN.JS

There are several ways you can get the MEAN.JS boilerplate:

### Yo Generator

The recommended way would be to use the [Official Yo Generator](http://meanjs.org/generator.html) which will generate the latest stable copy of the MEAN.JS boilerplate and supplies multiple sub-generators to ease your daily development cycles.

### Cloning The GitHub Repository

You can also use Git to directly clone the MEAN.JS repository:

$ git clone https://github.com/meanjs/mean.git meanjs

This will clone the latest version of the MEAN.JS repository to a **meanjs** folder.

### Downloading The Repository Zip File

Another way to use the MEAN.JS boilerplate is to download a zip copy from the [master branch on GitHub](https://github.com/meanjs/mean/archive/master.zip). You can also do this using wget command:

$ wget https://github.com/meanjs/mean/archive/master.zip -O meanjs.zip; unzip meanjs.zip; rm meanjs.zip

Don't forget to rename **mean-master** after your project name.

## Quick Install

Once you've downloaded the boilerplate and installed all the prerequisites, you're just a few steps away from starting to develop you MEAN application.

The first thing you should do is install the Node.js dependencies. The boilerplate comes pre-bundled with a package.json file that contains the list of modules you need to start your application, to learn more about the modules installed visit the NPM & Package.json section.

To install Node.js dependencies you're going to use npm again, in the application folder run this in the command-line:

$ npm install

This command does a few things:

* First it will install the dependencies needed for the application to run.
* If you're running in a development environment, it will then also install development dependencies needed for testing and running your application.
* Finally, when the install process is over, npm will initiate a bower install command to install all the front-end modules needed for the application

## Running Your Application

After the install process is over, you'll be able to run your application using Grunt, just run grunt default task:

$ grunt

Your application should run on the 3000 port so in your browser just go to<http://localhost:3000>

That's it! your application should be running by now, to proceed with your development check the other sections in this documentation. If you encounter any problem try the Troubleshooting section.

## Development and deployment With Docker

* Install [Docker](http://www.docker.com/)
* Install [Fig](https://github.com/orchardup/fig)
* Local development and testing with fig:

$ fig up

* Local development and testing with just Docker:

$ docker build -t mean .  
$ docker run -p 27017:27017 -d --name db mongo  
$ docker run -p 3000:3000 --link db:db\_1 mean  
$

* To enable live reload forward 35729 port and mount /app and /public as volumes:

$ docker run -p 3000:3000 -p 35729:35729 -v /Users/mdl/workspace/mean-stack/mean/public:/home/mean/public -v /Users/mdl/workspace/mean-stack/mean/app:/home/mean/app --link db:db\_1 mean

## Running in a secure environment

To run your application in a secure manner you'll need to use OpenSSL and generate a set of self-signed certificates. Unix-based users can use the following commnad:

$ sh generate-ssl-certs.sh

Windows users can follow instructions found [here](http://www.websense.com/support/article/kbarticle/How-to-use-OpenSSL-and-Microsoft-Certification-Authority) To generate the key and certificate and place them in the *config/sslcert* folder.

## Getting Started With MEAN.JS

You have your application running but there are a lot of stuff to understand, we recommend you'll go over the [Official Documentation](http://meanjs.org/docs.html). In the docs we'll try to explain both general concepts of MEAN components and give you some guidelines to help you improve your development process. We tried covering as many aspects as possible, and will keep update it by your request, you can also help us develop the documentation better by checking out the *gh-pages* branch of this repository.

## Community

* Use to [Offical Website](http://meanjs.org) to learn about changes and the roadmap.
* Join #meanjs on freenode.
* Discuss it in the new [Google Group](https://groups.google.com/d/forum/meanjs)
* Ping us on [Twitter](http://twitter.com/meanjsorg) and [Facebook](http://facebook.com/meanjs)