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# Purpose

This document details a function that returns a data frame of NCBA blocks within which a species was observed. Parameter are available that limit the results according to whether the species was observed within, or outside of, a specified time period (eg., breeding dates). Furthermore, output can be limited to certain breeding categories.

# Definition

blocks\_observed\_in

## function (observations, start\_day = 0, end\_day = 366, within = TRUE,   
## breeding\_categories = c("C4", "C3", "C2", "C1", ""))   
## {  
## if (within == TRUE) {  
## obs <- observations %>% filter(yday(observation\_date) >=   
## start\_day & yday(observation\_date) <= end\_day)  
## }  
## if (within == FALSE) {  
## obs <- observations %>% filter(yday(observation\_date) <   
## start\_day | yday(observation\_date) > end\_day)  
## }  
## obs <- filter(obs, breeding\_category %in% breeding\_categories)  
## fields <- c("atlas\_block", "common\_name")  
## obs <- obs %>% select(fields) %>% distinct()  
## return(obs)  
## }

# Usage

This section demonstrates how to apply this function to map blocks with different type sof observations for a species. The first steps are to get the breeding safe dates as day of the year from the AtlasCache, as well as a data frame of observations. The observation data frame should be converted to the EBD format and records with an observation count of 0 should be removed.

# Species  
species <- "Dark-eyed Junco"  
  
# Pull out breeding season records  
breedates <- get\_breeding\_dates(species, day\_year = TRUE)  
  
# Get all the observations for the species, exclude zero count records though  
observations <- get\_observations(species = species,   
 database = "AtlasCache",   
 fields = NULL) %>%  
 to\_EBD\_format() %>%  
 filter(observation\_count != 0)

Next, retrieve a spatially-enabled blocks data frame.

# Get a blocks data frame with simple features  
fields <- c("ID\_BLOCK\_CODE", "ID\_EBD\_NAME")  
blocks\_sf <- get\_blocks(spatial = TRUE, fields = fields)

The function can then be used to get data frames of blocks with records for the species. Those data frames can then be joined with the blocks data frame to create a map.

# Get blocks with any type of record from any day of the year.  
pres\_blocks <- blocks\_observed\_in(observations, start\_day = 0, end\_day = 366,   
 within = TRUE,  
 breeding\_categories = c("C4", "C3", "C2",   
 "C1", ""))  
# Join with blocks data frame  
pres\_blocks\_sf <- right\_join(blocks\_sf, pres\_blocks, by = join\_by("ID\_BLOCK\_CODE" == "atlas\_block"))  
  
# Plot the spatial data frame  
ggplot() +  
 geom\_sf(data = blocks\_sf) +  
 geom\_sf(data = pres\_blocks\_sf, aes(fill = common\_name)) +  
 ggtitle("Blocks With Observations")
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Map blocks with nonbreeding season observations.

winter\_blocks <- blocks\_observed\_in(observations, start\_day = breedates[1],   
 end\_day = breedates[2],   
 within = FALSE,  
 breeding\_categories = c("C4", "C3", "C2",   
 "C1", ""))  
  
# Join with blocks data frame  
winter\_blocks\_sf <- right\_join(blocks\_sf, winter\_blocks,   
 by = join\_by("ID\_BLOCK\_CODE" == "atlas\_block"))  
  
# Plot the spatial data frame  
ggplot() +  
 geom\_sf(data = blocks\_sf) +  
 geom\_sf(data = winter\_blocks\_sf, aes(fill = common\_name)) +  
 ggtitle("Blocks With Nonbreeding Season Observations")
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Map the blocks with breeding season observations.

summer\_blocks <- blocks\_observed\_in(observations, start\_day = breedates[1],   
 end\_day = breedates[2],   
 within = TRUE,  
 breeding\_categories = c("C4", "C3", "C2",   
 "C1", ""))  
# Join with blocks data frame  
summer\_blocks\_sf <- right\_join(blocks\_sf, summer\_blocks,   
 by = join\_by("ID\_BLOCK\_CODE" == "atlas\_block"))  
  
# Plot the spatial data frame  
ggplot() +  
 geom\_sf(data = blocks\_sf) +  
 geom\_sf(data = summer\_blocks\_sf, aes(fill = common\_name)) +  
 ggtitle("Blocks With Breeding Season Observations")

![](data:image/png;base64,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)

Map blocks with confirmed or probable breeding observations from within breeding safe dates.

conf\_prob <- blocks\_observed\_in(observations, start\_day = breedates[1],   
 end\_day = breedates[2],   
 within = TRUE,  
 breeding\_categories = c("C3", "C4"))  
  
conf\_prob\_sf <- right\_join(blocks\_sf, conf\_prob,   
 by = join\_by("ID\_BLOCK\_CODE" == "atlas\_block"))  
  
# Plot the spatial data frame  
ggplot() +  
 geom\_sf(data = blocks\_sf) +  
 geom\_sf(data = conf\_prob\_sf, aes(fill = common\_name)) +  
 ggtitle("Blocks with Confirmed or Probable Breeding Records Within Safe Dates")
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Map blocks with confirmed or probable breeding observations from outside of breeding safe dates.

conf\_prob\_out <- blocks\_observed\_in(observations, start\_day = breedates[1],   
 end\_day = breedates[2],   
 within = FALSE,  
 breeding\_categories = c("C3", "C4"))  
  
conf\_prob\_out\_sf <- right\_join(blocks\_sf, conf\_prob\_out,   
 by = join\_by("ID\_BLOCK\_CODE" == "atlas\_block"))  
  
# Plot the spatial data frame  
ggplot() +  
 geom\_sf(data = blocks\_sf) +  
 geom\_sf(data = conf\_prob\_out\_sf, aes(fill = common\_name)) +  
 ggtitle("Blocks with Confirmed or Probable Breeding Records Outside Safe Dates")
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Map blocks with confirmed or probable breeding observations from any day of the year.

confirmed <- blocks\_observed\_in(observations, start\_day = 0,   
 end\_day = 366,   
 within = TRUE,  
 breeding\_categories = c("C3", "C4"))  
  
# Join with blocks data frame  
confirmed\_sf <- right\_join(blocks\_sf, confirmed,   
 by = join\_by("ID\_BLOCK\_CODE" == "atlas\_block"))  
  
# Plot the spatial data frame  
ggplot() +  
 geom\_sf(data = blocks\_sf) +  
 geom\_sf(data = confirmed\_sf, aes(fill = common\_name)) +  
 ggtitle("Blocks with Confirmed or Probable Breeding Records")
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# Tests

Test that start\_day and end\_day work by comparing three results: a data frame of blocks with an observation on any day, a data frame of blocks with observations from within a time period, and a data frame of blocks with observations from outside of a time period. Also, a list of all atlas\_blocks that are present in the observations data frame is useful.

# Get blocks with any type of record from any day of the year.  
any <- blocks\_observed\_in(observations, start\_day = 0, end\_day = 366,   
 within = TRUE,  
 breeding\_categories = c("C4", "C3", "C2",   
 "C1", ""))  
  
# Get blocks with any type of record from between the 100 and 200th days of the year.  
within\_ <- blocks\_observed\_in(observations, start\_day = 100, end\_day = 200,   
 within = TRUE,  
 breeding\_categories = c("C4", "C3", "C2",   
 "C1", ""))  
  
# Get blocks with any type of record from between the 100 and 200th days of the year.  
outside <- blocks\_observed\_in(observations, start\_day = 100, end\_day = 200,   
 within = FALSE,  
 breeding\_categories = c("C4", "C3", "C2",   
 "C1", ""))  
  
# Get a list of blocks from observations  
obs\_blocks <- unique(observations$atlas\_block)

The list of unique blocks in observations should be the same as the list from the any data frame above. This test is passed if the chunck below returns TRUE.

print(length(setdiff(obs\_blocks, any$atlas\_block)) == 0)

## [1] TRUE

The within data frame should be a subset of the any data frame. This test is passed if the chunk returns TRUE.

# Is within\_ a subset of any?  
print(length(setdiff(within\_$atlas\_block, any$atlas\_block)) == 0)

## [1] TRUE

The outside data frame should be a subset of the any data frame. This test is passed if the chunk returns TRUE.

# Is outside a subset of any?  
print(length(setdiff(outside$atlas\_block, any$atlas\_block)) == 0)

## [1] TRUE

All atlas\_blocks from any should be in either the within or outside data frames. This test is passed if the chunk only returns TRUE.

# Get the union of the within and outside lists  
u <- union(outside$atlas\_block, within\_$atlas\_block)  
  
# Test that is has the same items as the any list  
print(length(setdiff(u, any$atlas\_block)) == 0)

## [1] TRUE

print(length(setdiff(any$atlas\_block, u)) == 0)

## [1] TRUE

Asking for blocks with confirmed breeding observations within the safe dates should return a subset of the blocks with any category of observation within the safe dates.

# Get two results where the only difference is the categories allowed:1) all  
# codes and 2) just confirme  
in\_safe <- blocks\_observed\_in(observations, start\_day = breedates[1],   
 end\_day = breedates[2],   
 within = TRUE,  
 breeding\_categories = c("C4", "C3", "C2",   
 "C1", ""))  
  
confirmed\_in\_safe <- blocks\_observed\_in(observations, start\_day = breedates[1],   
 end\_day = breedates[2],   
 within = TRUE,  
 breeding\_categories = c("C4"))  
  
# Test that confirmed in safe is a subset of in\_safe  
print(length(setdiff(confirmed\_in\_safe$atlas\_block, in\_safe$atlas\_block)) == 0)

## [1] TRUE

# Speed

Run the function 10 times and record the runtime

time <- c()  
for (i in 1:10) {  
 time1 <- proc.time()  
 blocks\_observed\_in(observations, start\_day = 100, end\_day = 200,   
 within = TRUE,  
 breeding\_categories = c("C4", "C3", "C2"))  
 t <- proc.time() - time1  
 time[i] <- t["elapsed"]  
}  
  
# Print the descriptive statistics  
print(summary(time))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.0600 0.0625 0.0750 0.1360 0.1050 0.5100