TP2 - Logiciel statistique R

## I. Importation et mise en forme

Pour importer le jeu de données, nous faisons appel à la focntion read\_xlsx() de la librairie **readxl** qui facilite l’extraction de données d’Excel vers R. Après avoir importé la base de données sur laquelle nous allons travailler, nous pouvons procéder à l’affichage de quelques les premières lignes.

library(readxl)  
  
base\_tp2 <- read\_xlsx("..//Donnees//Base TP2.xlsx")  
head(base\_tp2)

## # A tibble: 6 × 30  
## region departement sexe age sit\_mat si\_chef\_men ethnie occupation formation  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 5 53 2 35 1 1 10 22 4  
## 2 5 53 1 50 1 2 1 1 1  
## 3 2 22 2 35 1 1 1 1 3  
## 4 1 12 1 25 1 3 3 22 5  
## 5 5 52 2 60 1 1 77 1 3  
## 6 3 31 1 36 1 1 3 1 99  
## # ℹ 21 more variables: niveau\_alphabs <dbl>, types\_varietes <chr>,  
## # types\_varietes\_1 <dbl>, types\_varietes\_2 <dbl>, criteres\_var <chr>,  
## # criteres\_var\_1 <dbl>, criteres\_var\_2 <dbl>, criteres\_var\_3 <dbl>,  
## # criteres\_var\_4 <dbl>, criteres\_var\_5 <dbl>, criteres\_var\_6 <dbl>,  
## # criteres\_var\_7 <dbl>, criteres\_var\_8 <dbl>, criteres\_var\_9 <dbl>,  
## # criteres\_var\_10 <dbl>, criteres\_var\_11 <dbl>, criteres\_var\_12 <dbl>,  
## # criteres\_var\_13 <dbl>, criteres\_var\_14 <dbl>, criteres\_var\_15 <dbl>, …

Pour obtenir des informations détaillées sur une base de données, nous pouvons tiliser la fonction str().

str(base\_tp2)

## tibble [53 × 30] (S3: tbl\_df/tbl/data.frame)  
## $ region : num [1:53] 5 5 2 1 5 3 3 2 2 4 ...  
## $ departement : num [1:53] 53 53 22 12 52 31 32 22 22 41 ...  
## $ sexe : num [1:53] 2 1 2 1 2 1 2 1 1 1 ...  
## $ age : num [1:53] 35 50 35 25 60 36 25 56 55 80 ...  
## $ sit\_mat : num [1:53] 1 1 1 1 1 1 1 1 1 1 ...  
## $ si\_chef\_men : num [1:53] 1 2 1 3 1 1 3 2 2 2 ...  
## $ ethnie : num [1:53] 10 1 1 3 77 3 3 1 1 2 ...  
## $ occupation : num [1:53] 22 1 1 22 1 1 15 1 1 1 ...  
## $ formation : num [1:53] 4 1 3 5 3 99 1 1 1 1 ...  
## $ niveau\_alphabs : num [1:53] NA 0 NA NA NA NA 1 0 0 0 ...  
## $ types\_varietes : chr [1:53] "2" "1" "1" "1" ...  
## $ types\_varietes\_1: num [1:53] 0 1 1 1 1 1 1 1 0 1 ...  
## $ types\_varietes\_2: num [1:53] 1 0 0 0 0 1 0 0 1 0 ...  
## $ criteres\_var : chr [1:53] "1 12 13" "1 4 6 7 11 13" "1 5 6" "1 4 6 7 14 15" ...  
## $ criteres\_var\_1 : num [1:53] 1 1 1 1 1 1 1 0 1 1 ...  
## $ criteres\_var\_2 : num [1:53] 0 0 0 0 1 1 0 0 1 0 ...  
## $ criteres\_var\_3 : num [1:53] 0 0 0 0 1 0 0 0 0 0 ...  
## $ criteres\_var\_4 : num [1:53] 0 1 0 1 1 0 1 0 0 0 ...  
## $ criteres\_var\_5 : num [1:53] 0 0 1 0 0 0 0 0 0 0 ...  
## $ criteres\_var\_6 : num [1:53] 0 1 1 1 1 0 0 0 0 0 ...  
## $ criteres\_var\_7 : num [1:53] 0 1 0 1 1 0 0 0 0 0 ...  
## $ criteres\_var\_8 : num [1:53] 0 0 0 0 1 0 0 0 0 0 ...  
## $ criteres\_var\_9 : num [1:53] 0 0 0 0 1 0 0 0 0 0 ...  
## $ criteres\_var\_10 : num [1:53] 0 0 0 0 0 0 0 0 0 0 ...  
## $ criteres\_var\_11 : num [1:53] 0 1 0 0 1 0 0 1 1 1 ...  
## $ criteres\_var\_12 : num [1:53] 1 0 0 0 0 0 0 0 0 0 ...  
## $ criteres\_var\_13 : num [1:53] 1 1 0 0 1 1 0 0 0 0 ...  
## $ criteres\_var\_14 : num [1:53] 0 0 0 1 1 1 0 0 0 0 ...  
## $ criteres\_var\_15 : num [1:53] 0 0 0 1 0 0 0 0 0 0 ...  
## $ criteres\_var\_16 : num [1:53] 0 0 0 0 0 0 0 0 0 0 ...

La base de données est composée de 53 observations et de 30 variables comme nous montre la ligne ci-après grâce à la fonction dim()

dim(base\_tp2)

## [1] 53 30

## II. Recodage et labélisation

### II.1. Recodage

L’objectif de cette partie est de données des valeurs descriptives aux modalités. Pour ce faire, nous utilisons la fonction recode() de **dplyr**. La description des modalités de chaque variable est disposée dans le tableau ci-après: :::table

:::

base\_tp2$sexe = dplyr::recode\_factor(base\_tp2$sexe,  
 '1'="Homme",   
 '2'="Femme")

class(base\_tp2$sexe)

## [1] "factor"

typeof(base\_tp2$sexe)

## [1] "integer"

base\_tp2$sit\_mat = dplyr::recode\_factor(base\_tp2$sit\_mat,  
 '1'="Marie(e)",   
 '3'="Veuf(ve)",   
 '4'="Divorce(e)",   
 '5'="Separe(e)",   
 '6'="Celibataire")

base\_tp2$si\_chef\_men = dplyr::recode\_factor(base\_tp2$si\_chef\_men,  
 '1'="femme du chef de menage",   
 '3'="chef de menage",   
 '4'="fils-fille du chef de menage",   
 '99'="Autres")

base\_tp2$ethnie = dplyr::recode\_factor(base\_tp2$ethnie,  
 '1'="Wolof",   
 '2'="Pulaar/Toucouleur",   
 '3'="Serere",   
 '4'="Mandika/Bambara",   
 '5'="Soninke",   
 '6'="Diola",   
 '7'="Manjack",   
 '8'="Bainouk",   
 '9'="Maures",   
 '10'="Balante",   
 '77'="Autre")

base\_tp2$occupation =  
 dplyr::recode\_factor(base\_tp2$occupation,  
 '1'="Agriculture, Elevage, Sylvicuture, Peche",   
 '2'="Activites extractives",   
 '3'="Activites de fabrications (Artisanat)",   
 '4'="Activite de transformation",   
 '5'="Production et distribution d'electricite\  
 et de gaz",   
 '6'="Production et distribution d'eau, assainissement,\  
 traitement des dechets et depollution")

base\_tp2$formation = dplyr::recode\_factor(base\_tp2$formation,  
 '1'="Non scolarise",   
 '2'="Elementaire",   
 '3'="Moyen",   
 '4'="Secondaire",   
 '5'="Licence",   
 '6'="Master",   
 '7'="Doctorat",   
 '99'="Ne sait pas")

base\_tp2$niveau\_alphabs = dplyr::recode\_factor(base\_tp2$niveau\_alphabs,  
 '0'="Sans niveau",   
 '1'="Sait lire dans une langue",   
 '2'="Sait lire et ecrire dans une langue")

YesNo = function(data, var){  
 data[[var]] = dplyr::recode\_factor(data[[var]],  
 '0'="Non",  
 '1'="Oui",  
 .default = "Missing")  
}

## Types de variétés  
YesNo(base\_tp2, "types\_varietes\_1")  
  
YesNo(base\_tp2, "types\_varietes\_2")  
  
  
## Critères de choix de variétés  
vars2 = paste0("criteres\_var\_",1:16)  
  
for (var in vars2){  
 base\_tp2[[var]] = YesNo(base\_tp2, var)  
}

### II.2. Labélisation

Labéliser une variable consiste à lui attribuer une description explicite afin de mieux comprendre sa signification. Pour ce faire, utilisons la fonction apply\_labels() de la librairie **expss**.

library(expss)  
  
base\_tp2 <- base\_tp2|> expss::apply\_labels(  
 region = "Region", departement = "Departement",  
 sexe = "Sexe", age = "Age",  
 sit\_mat = "Situation matrimoniale",   
 si\_chef\_men = "Statut dans le menage",  
 ethnie = "Ethnie", occupation = "Occupation",  
 formation = "Formation",  
 niveau\_alphabs = "Niveau d'alphabetisation",  
 types\_varietes = "Quelles sont les varietes que vous utilisez\  
 pour la production de sesame ?",  
 types\_varietes\_1 = "Traditionnelles",  
 types\_varietes\_2 = "Améliorées",  
 criteres\_var = "Quels sont les criteres de choix des varietes de sesame ?",  
 criteres\_var\_1 = "Rendements eleves",  
 criteres\_var\_2 = "Taille des graines",  
 criteres\_var\_3 = "Resistantes aux maladies/ravageurs",  
 criteres\_var\_4 = "Tolerantes aux secheresses",  
 criteres\_var\_5 = "Tolerantes aux inondations",  
 criteres\_var\_6 = "Faible charge de travail",  
 criteres\_var\_7 = "Faibles quantites d'intrants",  
 criteres\_var\_8 = "Facile à transformer",  
 criteres\_var\_9 = "Haute teneur en huile",  
 criteres\_var\_10 = "Haut rendement apres transformation",  
 criteres\_var\_11 = "Demande sur le marché",  
 criteres\_var\_12 = "Bon gout",  
 criteres\_var\_13 = "Belle couleur",  
 criteres\_var\_14 = "Haut rendement en fourrages",  
 criteres\_var\_15 = "Qualité du fourrage",  
 criteres\_var\_16 = "Autres a specifier"  
)

## III. Analyse descriptive

Dans cette partie, Pour automatiser les affichages de tableaux et de graphes dans le cadre de l’analyse descriptive, nous allons développer deux fonctions : univarie() et bivarie().

### III.1. La fonction univarie

Elle est conçue pour les analyses univariées. Elle prend en entrée la dataframe (**data**) et la variable à étudier (**var**). En fonction du type de cette variable, qu’elle soit quantitative ou qualitative, la fonction affiche soit un graphique (uniquement pour les variables qualitatives) soit un tableau. Pour les variables de type discrète, elle génère un tableau présentant les statistiques de tendance centrale telles que la moyenne, la médiane et les quartiles.  
Pour les variables qualitatives, l’utilisateur peut choisir entre une sortie graphique ou tabulaire (valeur par défaut) ou graphique en spécifiant **plot=TRUE et tab=FALSE**. Par défaut, la sortie graphique affiche un diagramme circulaire, mais l’utilisateur peut opter pour un diagramme en barres en spécifiant **type=“bar”**. Il est également possible d’afficher les graphiques en fonction des fréquences (**props=TRUE**) ou des effectifs (**props=FALSE**).

univarie <- function(data, var, tab = TRUE,   
 plot=FALSE,type="",props = TRUE)  
 {  
  
 ## Librairies  
 library(gtsummary)  
 library(ggplot2)  
 library(gt)  
 library(dplyr)  
 attach(data)  
   
 ## Variable qualitative  
 if (is.character(var)==TRUE | is.factor(var)==TRUE){  
   
 # Tableau des effectifs  
 df = data.frame(table(var))  
 names(df) = c("var","eff")  
  
 # Tableau des fréquences  
 dfprop = data.frame(round(proportions(table(var))\*100,2))  
 names(dfprop) = c("var","freq")  
   
 # Tableau de resultat  
 table = data.frame(var) |> tbl\_summary()  
   
 # Diagramme en secteurs  
 plot1 = ggplot(dfprop,   
 aes(x = "", y = freq, fill =var)) +  
 geom\_bar(stat = "identity", width=1) +  
 coord\_polar(theta = "y", start = 0) +  
 geom\_text(aes(label = paste(freq,"%")),color="white",   
 position = position\_stack(vjust=0.5))+  
 labs(fill = attr(var,"label")) +  
 theme\_void()   
   
 # Diagramme en barres avec les effectifs  
 plot2\_eff = ggplot(df,   
 aes(x = var, y = eff, fill = var)) +  
 geom\_bar(stat = "identity", width=1) +   
 labs(fill = attr(var,"label")) +  
 theme(legend.position = "none")  
   
 # Diagramme en barres avec les fréquences  
 plot2\_freq = ggplot(dfprop,   
 aes(x = var, y = freq, fill = var)) +  
 geom\_bar(stat = "identity", width=1) +   
 labs(fill = attr(var,"label")) +   
 theme(legend.position = "none")  
 }  
   
 ## Variable discrète  
 else if (is.numeric(var)==TRUE){  
   
 # Tri à plat  
 dftri = data.frame(var)  
 names(dftri) = "var"  
   
 # Tableau des statistiques descriptives (Tendance centrale)  
 min = min(var, na.rm = TRUE)  
 q1 = quantile(var, na.rm = TRUE, 0.25)  
 median = median(var, na.rm = TRUE)  
 mean = mean(var, na.rm = TRUE)  
 sd = sd(var, na.rm = TRUE)  
 variance = sd^2  
 q3 = quantile(var, na.rm = TRUE, 0.75)  
 max = max(var, na.rm = TRUE)  
 stats = c(min,q1,median,mean,sd,variance,q3,max)  
 statsLab = c("Minimum", "1er quartile","Médiane",  
 "Moyenne", "Ecart-type", "Variance",  
 "3e quartile", "Maximum")  
 table = data.frame(  
 Statistiques = statsLab,  
 Valeurs = stats  
 )  
 }  
   
 ## Sorties : graphiques ou tableaux  
 if (tab == TRUE){result = table}   
   
 else if(plot == TRUE){  
 tab = FALSE  
 if (type == "pie"){result = plot1}  
 else{  
 if(props == FALSE){result = plot2\_eff}  
 else{result = plot2\_freq}  
 }  
 }  
   
 else if (plot == TRUE){  
 tab = FALSE  
 result = plot2  
 }  
 else {result = print("Spécifier les arguments")}  
   
 return(result)  
}

univarie(base\_tp2, age)

## Statistiques Valeurs  
## 1 Minimum 24.00000  
## 2 1er quartile 39.00000  
## 3 Médiane 49.00000  
## 4 Moyenne 48.60377  
## 5 Ecart-type 12.91293  
## 6 Variance 166.74383  
## 7 3e quartile 58.00000  
## 8 Maximum 80.00000

univarie(base\_tp2, ethnie, plot = TRUE, tab = FALSE, props = TRUE)

![](data:image/png;base64,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)

univarie(base\_tp2, sexe, plot = TRUE, tab = FALSE, props = TRUE, type="pie")
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univarie(base\_tp2, formation, tab = TRUE)

| **Characteristic** | **N = 53**1 |
| --- | --- |
| Formation |  |
| Non scolarise | 30 (57%) |
| Elementaire | 10 (19%) |
| Moyen | 7 (13%) |
| Secondaire | 3 (5.7%) |
| Licence | 2 (3.8%) |
| Ne sait pas | 1 (1.9%) |
| 1n (%) | |

univarie(base\_tp2, niveau\_alphabs, plot = TRUE,   
 tab = FALSE, props = TRUE, type="pie")
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### III.2. La fonction bivarie

Elle prend en argument le jeu de données (**data**) et les deux variables ( var1 , var2 ). Il est à noter que cette fonction ne prend en charge que des variables qualitatives. Avec son option par défaut **all=TRUE** , elle affiche le tableau croisé ainsi que le diagramme des deux variables. Tout comme la fonction **univarie()**, elle peut afficher uniquement le graphique ou le tableau avec les mêmes options. Ces fonctions nous permettront de généraliser les statistiques descriptives en fonction du type de variable.

bivarie <- function(df, var1, var2, all=TRUE){  
 library(gtsummary)  
 library(ggplot2)  
 attach(df)  
   
 ## Variable qualitative  
 if (is.character(var1)==TRUE){  
 df\_plot = data.frame(table(var1, var2))  
 names(df\_plot) = c("Var1","Var2","Freq")  
  
 plot = ggplot(df\_plot,  
 aes(x = Var1, y = Freq, fill = Var2)) +  
 geom\_bar(stat = "identity", position = "fill")  
   
 table = tbl\_cross(df, df$var1, df$var2)  
 }  
   
 ## Sorties : graphiques ou tableaux  
 if (all==TRUE){res = list(table,plot)}   
 else if(all=="table"){res = table}  
 else if(all=="plot"){res = plot}  
 else {res = print("Choisir l'option table ou plot")}  
   
 return(res)  
}

bivarie(base\_tp2, sexe, ethnie)[[1]]

## function (..., exclude = if (useNA == "no") c(NA, NaN), useNA = c("no",   
## "ifany", "always"), dnn = list.names(...), deparse.level = 1)   
## {  
## list.names <- function(...) {  
## l <- as.list(substitute(list(...)))[-1L]  
## if (length(l) == 1L && is.list(..1) && !is.null(nm <- names(..1)))   
## return(nm)  
## nm <- names(l)  
## fixup <- if (is.null(nm))   
## seq\_along(l)  
## else nm == ""  
## dep <- vapply(l[fixup], function(x) switch(deparse.level +   
## 1, "", if (is.symbol(x)) as.character(x) else "",   
## deparse(x, nlines = 1)[1L]), "")  
## if (is.null(nm))   
## dep  
## else {  
## nm[fixup] <- dep  
## nm  
## }  
## }  
## miss.use <- missing(useNA)  
## miss.exc <- missing(exclude)  
## useNA <- if (miss.use && !miss.exc && !match(NA, exclude,   
## nomatch = 0L))   
## "ifany"  
## else match.arg(useNA)  
## doNA <- useNA != "no"  
## if (!miss.use && !miss.exc && doNA && match(NA, exclude,   
## nomatch = 0L))   
## warning("'exclude' containing NA and 'useNA' != \"no\"' are a bit contradicting")  
## args <- list(...)  
## if (length(args) == 1L && is.list(args[[1L]])) {  
## args <- args[[1L]]  
## if (length(dnn) != length(args))   
## dnn <- paste(dnn[1L], seq\_along(args), sep = ".")  
## }  
## if (!length(args))   
## stop("nothing to tabulate")  
## bin <- 0L  
## lens <- NULL  
## dims <- integer()  
## pd <- 1L  
## dn <- NULL  
## for (a in args) {  
## if (is.null(lens))   
## lens <- length(a)  
## else if (length(a) != lens)   
## stop("all arguments must have the same length")  
## fact.a <- is.factor(a)  
## if (doNA)   
## aNA <- anyNA(a)  
## if (!fact.a) {  
## a0 <- a  
## op <- options(warn = 2)  
## on.exit(options(op))  
## a <- factor(a, exclude = exclude)  
## options(op)  
## }  
## add.na <- doNA  
## if (add.na) {  
## ifany <- (useNA == "ifany")  
## anNAc <- anyNA(a)  
## add.na <- if (!ifany || anNAc) {  
## ll <- levels(a)  
## if (add.ll <- !anyNA(ll)) {  
## ll <- c(ll, NA)  
## TRUE  
## }  
## else if (!ifany && !anNAc)   
## FALSE  
## else TRUE  
## }  
## else FALSE  
## }  
## if (add.na)   
## a <- factor(a, levels = ll, exclude = NULL)  
## else ll <- levels(a)  
## a <- as.integer(a)  
## if (fact.a && !miss.exc) {  
## ll <- ll[keep <- which(match(ll, exclude, nomatch = 0L) ==   
## 0L)]  
## a <- match(a, keep)  
## }  
## else if (!fact.a && add.na) {  
## if (ifany && !aNA && add.ll) {  
## ll <- ll[!is.na(ll)]  
## is.na(a) <- match(a0, c(exclude, NA), nomatch = 0L) >   
## 0L  
## }  
## else {  
## is.na(a) <- match(a0, exclude, nomatch = 0L) >   
## 0L  
## }  
## }  
## nl <- length(ll)  
## dims <- c(dims, nl)  
## if (prod(dims) > .Machine$integer.max)   
## stop("attempt to make a table with >= 2^31 elements")  
## dn <- c(dn, list(ll))  
## bin <- bin + pd \* (a - 1L)  
## pd <- pd \* nl  
## }  
## names(dn) <- dnn  
## bin <- bin[!is.na(bin)]  
## if (length(bin))   
## bin <- bin + 1L  
## y <- array(tabulate(bin, pd), dims, dimnames = dn)  
## class(y) <- "table"  
## y  
## }  
## <bytecode: 0x000001243ba3af28>  
## <environment: namespace:base>