# Final Exam

**due 14-Dec-2022 11:59pm**

1. C# provides us with a Stack<int> generic template to create a stack of integers. Write your own MyStack class in a console app that contains a List<int> and implements the three Stack methods: Push(int n), Pop() and Peek() using the List<int>. You may not use Stack<int> in your solution.

GitHub URL:

1. Modify the console app in #1 to create your own MyQueue class that contains a List<int> and implements the three Queue methods: Enqueue(int n), Dequeue() and Peek() using the List<int>. You may not use Queue<int> in your solution.

GitHub URL:

1. Create a console application and represent the following digraph as an adjacency matrix and an adjacency list:

![](data:image/png;base64,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)

GitHub URL:

1. Using the console application created in #3, Implement a Depth First Search of this digraph starting from red and output the colors.

GitHub URL:

1. Using the console application created in #3, implement Dijkstra's shortest path algorithm to output the shortest path of colors from red to green.

GitHub URL:

1. Create a console application which defines and uses a singleton class which includes methods to load and save the player's settings using the following JSON format to a hard drive file, serializing and deserializing the structure with the Newtonsoft JSON package:

{"player\_name":"dschuh","level":4,"hp":99,"inventory":["spear","water bottle","hammer","sonic screwdriver","cannonball","wood","Scooby snack","Hydra","poisonous potato","dead bush","repair powder"],"license\_key":"DFGU99-1454"}

GitHub URL:

1. Which 2 specific traversal methods can be used to make an exact copy of a binary search tree?

Pre-Order and Post-Order.

1. True or **False**: This code will copy the first node to the end of a LinkedList

LinkedListNode<string> firstNode = sentence.First;

sentence.AddLast(firstNode);

If false, how would you write it correctly?

This is incorrect because it would pass the reference of the node instead of making a new copy. The correct code could be:

LinkedListNode<string> firstNode = new LinkedListNode<string>(sentence.First);

sentence.AddLast(firstNode);

1. Complete the code below to have the myRounder delegate method point to Math.Round(double d, int n). Given all the abbreviated lambda expressions, there are a total of 12 ways to write the code. An extra point for each additional solution (up to 11 extra points are available).

namespace DelegateFunction

{

class Program

{

public delegate double MyRounder(double d, int n);

static void Main(string[] args)

{

// create variable of delegate function type

MyRounder myRounder;

// Solution 1

myRounder = new MyRounder(Math.Round);

// Solution 2  
myRounder = Math.Round;

// Solution 3  
myRounder = delegate (double d, int n)  
{  
double returnVal = Math.Round(d, n);  
return returnVal;  
};

// Solution 4  
myRounder = (double d, int n) =>  
{  
double returnVal = Math.Round(d, n);  
return returnVal;  
};

// Solution 5  
myRounder = (d, n) =>  
{  
double returnVal = Math.Round(d, n);  
return returnVal;  
};

// Solution 6  
myRounder = (d, n) => Math.Round(d, n);  
Func<double, int, double> myGenericRounder;

// Solution 7  
myGenericRounder = new Func<double, int, double>(Math.Round);

// Solution 8  
myGenericRounder = Math.Round;

// Solution 9  
myGenericRounder = delegate (double d, int n)  
{  
double returnVal = Math.Round(d, n);  
return returnVal;  
};

// Solution 10  
myGenericRounder = (double d, int n) =>  
{  
double returnVal = Math.Round(d, n);  
return returnVal;  
};

// Solution 11  
myGenericRounder = (d, n) =>  
{  
double returnVal = Math.Round(d, n);  
return returnVal;  
};

// Solution 12  
myGenericRounder = (d, n) => Math.Round(d, n);

}

}

}

1. True or false:
   1. an abstract class can be instantiated **False**
   2. a sealed class can be inherited **False**
   3. a property can have a get function or a set function, but not both **False**
   4. an interface can only include methods and properties **True**
   5. a class can only directly inherit one class **True**
   6. private fields in a parent class are inherited by a child class **False**
   7. protected members of a parent class are inherited by a child class **True**
   8. a static class cannot be instantiated **True**
   9. a class constructor can be private **True**
   10. struct is a "by value" data type **True**
   11. class is a "by value" data type **False**

## Submission

Upload this completed document to the corresponding myCourses dropbox.