# Searching for Patterns

# Set 1 (Naive Pattern Searching)

iven a text txt[0..n-1] and a pattern pat[0..m-1], write a function search(char pat[], char txt[]) that prints all occurrences of pat[] in txt[]. You may assume that n > m.

Examples:

Input: txt[] = "THIS IS A TEST TEXT"

pat[] = "TEST"

Output: Pattern found at index 10

Input: txt[] = "AABAACAADAABAABA"

pat[] = "AABA"

Output: Pattern found at index 0

Pattern found at index 9

Pattern found at index 12
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Pattern searching is an important problem in computer science. When we do search for a string in notepad/word file or browser or database, pattern searching algorithms are used to show the search results.

**Naive Pattern Searching:**  
Slide the pattern over text one by one and check for a match. If a match is found, then slides by 1 again to check for subsequent matches.

// C program for Naive Pattern Searching algorithm

#include<stdio.h>

#include<string.h>

void search(char \*pat, char \*txt)

{

int M = strlen(pat);

int N = strlen(txt);

/\* A loop to slide pat[] one by one \*/

for (int i = 0; i <= N - M; i++)

{

int j;

/\* For current index i, check for pattern match \*/

for (j = 0; j < M; j++)

if (txt[i+j] != pat[j])

break;

if (j == M) // if pat[0...M-1] = txt[i, i+1, ...i+M-1]

printf("Pattern found at index %d n", i);

}

}

/\* Driver program to test above function \*/

int main()

{

char txt[] = "AABAACAADAABAAABAA";

char pat[] = "AABA";

search(pat, txt);

return 0;

}

Output:

Pattern found at index 0

Pattern found at index 9

Pattern found at index 13

**What is the best case?**  
The best case occurs when the first character of the pattern is not present in text at all.

txt[] = "AABCCAADDEE"

pat[] = "FAA"

The number of comparisons in best case is O(n).

**What is the worst case ?**  
The worst case of Naive Pattern Searching occurs in following scenarios.  
1) When all characters of the text and pattern are same.

txt[] = "AAAAAAAAAAAAAAAAAA"

pat[] = "AAAAA".

2) Worst case also occurs when only the last character is different.

txt[] = "AAAAAAAAAAAAAAAAAB"

pat[] = "AAAAB"

Number of comparisons in worst case is O(m\*(n-m+1)). Although strings which have repeated characters are not likely to appear in English text, they may well occur in other applications (for example, in binary texts). The KMP matching algorithm improves the worst case to O(n). We will be covering KMP in the next post. Also, we will be writing more posts to cover all pattern searching algorithms and data structures.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

**KMP (Knuth Morris Pratt) Pattern Searching**  
The [Naive pattern searching algorithm](http://www.geeksforgeeks.org/?p=11871) doesn’t work well in cases where we see many matching characters followed by a mismatching character. Following are some examples.

txt[] = "AAAAAAAAAAAAAAAAAB"

pat[] = "AAAAB"

txt[] = "ABABABCABABABCABABABC"

pat[] = "ABABAC" (not a worst case, but a bad case for Naive)

The KMP matching algorithm uses degenerating property (pattern having same sub-patterns appearing more than once in the pattern) of the pattern and improves the worst case complexity to O(n). The basic idea behind KMP’s algorithm is: whenever we detect a mismatch (after some matches), we already know some of the characters in the text of next window. We take advantage of this information to avoid matching the characters that we know will anyway match. Let us consider below example to understand this.

**Matching Overview**

txt = "AAAAABAAABA"

pat = "AAAA"

We compare first window of **txt** with **pat**

txt = "**AAAA**ABAAABA"

pat = "**AAAA**" [Initial position]

We find a match. This is same as [Naive String Matching](http://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/).

In the next step, we compare next window of **txt** with **pat**.

txt = "**AAAAA**BAAABA"

pat = "**AAAA**" [Pattern shifted one position]

This is where KMP does optimization over Naive. In this

second window, we only compare fourth A of pattern

with fourth character of current window of text to decide

whether current window matches or not. Since we know

first three characters will anyway match, we skipped

matching first three characters.

**Need of Preprocessing?**

An important question arises from above explanation,

how to know how many characters to be skipped. To know

this, we pre-process pattern and prepare an integer array

lps[] that tells us count of characters to be skipped.

**Preprocessing Overview:**

* KMP algorithm does preproceses pat[] and constructs an auxiliary **lps[]** of size m (same as size of pattern) which is used to skip characters while matching.
* **name lps indicates longest proper prefix which is also suffix.**. A proper prefix is prefix with whole string **not** allowed. For example, prefixes of “ABC” are “”, “A”, “AB” and “ABC”. Proper prefixes are “”, “A” and “AB”. Suffixes of the string are “”, “C”, “BC” and “ABC”.
* For each sub-pattern pat[0..i] where i = 0 to m-1, lps[i] stores length of the maximum matching proper prefix which is also a suffix of the sub-pattern pat[0..i].
* lps[i] = the longest proper prefix of pat[0..i]

which is also a suffix of pat[0..i].

**Note :** lps[i] could also be defined as longest prefix which is also proper suffix. We need to use proper at one place to make sure that the whole substring is not considered.

Examples of lps[] construction:

For the pattern “AAAA”,

lps[] is [0, 1, 2, 3]

For the pattern “ABCDE”,

lps[] is [0, 0, 0, 0, 0]

For the pattern “AABAACAABAA”,

lps[] is [0, 1, 0, 1, 2, 0, 1, 2, 3, 4, 5]

For the pattern “AAACAAAAAC”,

lps[] is [0, 1, 2, 0, 1, 2, 3, 3, 3, 4]

For the pattern “AAABAAA”,

lps[] is [0, 1, 2, 0, 1, 2, 3]

**Searching Algorithm:**  
Unlike [Naive algorithm](http://www.geeksforgeeks.org/searching-for-patterns-set-1-naive-pattern-searching/), where we slide the pattern by one and compare all characters at each shift, we use a value from lps[] to decide the next characters to be matched. The idea is to not match character that we know will anyway match.

How to use lps[] to decide next positions (or to know number of characters to be skipped)?

* + We start comparison of pat[j] with j = 0 with characters of current window of text.
  + We keep matching characters txt[i] and pat[j] and keep incrementing i and j while pat[j] and txt[i] keep **matching**.
  + When we see a **mismatch**
    - We know that characters pat[0..j-1] match with txt[i-j+1…i-1] (Note that j starts with 0 and increment it only when there is a match).
    - We also know (from above definition) that lps[j-1] is count of characters of pat[0…j-1] that are both proper prefix and suffix.
    - From above two points, we can conclude that we do not need to match these lps[j-1] characters with txt[i-j…i-1] because we know that these characters will anyway match. Let us consider above example to understand this.

txt[] = "**AAAA**ABAAABA"

pat[] = "**AAAA**"

lps[] = {0, 1, 2, 3}

i = 0, j = 0

txt[] = "**AAAA**ABAAABA"

pat[] = "**AAAA**"

txt[i] and pat[j[ match, do i++, j++

i = 1, j = 1

txt[] = "**AAAA**ABAAABA"

pat[] = "**AAAA**"

txt[i] and pat[j[ match, do i++, j++

i = 2, j = 2

txt[] = "**AAAA**ABAAABA"

pat[] = "**AAAA**"

pat[i] and pat[j[ match, do i++, j++

i = 3, j = 3

txt[] = "**AAAA**ABAAABA"

pat[] = "**AAAA**"

txt[i] and pat[j[ match, do i++, j++

i = 4, j = 4

Since j == M, print **pattern found** and resset j,

j = lps[j-1] = lps[3] = 3

Here unlike Naive algorithm, we do not match first three

characters of this window. Value of lps[j-1] (in above

step) gave us index of next character to match.

i = 4, j = 3

txt[] = "A**AAAA**BAAABA"

pat[] = "**AAAA**"

txt[i] and pat[j[ match, do i++, j++

i = 5, j = 4

Since j == M, print **pattern found** and reset j,

j = lps[j-1] = lps[3] = 3

Again unlike Naive algorithm, we do not match first three

characters of this window. Value of lps[j-1] (in above

step) gave us index of next character to match.

i = 5, j = 3

txt[] = "AA**AAAB**AAABA"

pat[] = "**AAAA**"

txt[i] and pat[j] do NOT match and j > 0, change only j

j = lps[j-1] = lps[2] = 2

i = 5, j = 2

txt[] = "AAA**AABA**AABA"

pat[] = "**AAAA**"

txt[i] and pat[j] do NOT match and j > 0, change only j

j = lps[j-1] = lps[1] = 1

i = 5, j = 1

txt[] = "AAAA**ABAA**ABA"

pat[] = "**AAAA**"

txt[i] and pat[j] do NOT match and j > 0, change only j

j = lps[j-1] = lps[0] = 0

i = 5, j = 0

txt[] = "AAAAA**BAAA**BA"

pat[] = "**AAAA**"

txt[i] and pat[j] do NOT match and j is 0, we do i++.

i = 6, j = 0

txt[] = "AAAAAB**AAABA**"

pat[] = "**AAAA**"

txt[i] and pat[j] match, do i++ and j++

i = 7, j = 1

txt[] = "AAAAAB**AAAB**A"

pat[] = "**AAAA**"

txt[i] and pat[j] match, do i++ and j++

We continue this way...

|  |
| --- |
| // C++ program for implementation of KMP pattern searching  // algorithm  #include<bits/stdc++.h>    void computeLPSArray(char \*pat, int M, int \*lps);    // Prints occurrences of txt[] in pat[]  void KMPSearch(char \*pat, char \*txt)  {      int M = strlen(pat);      int N = strlen(txt);        // create lps[] that will hold the longest prefix suffix      // values for pattern      int lps[M];        // Preprocess the pattern (calculate lps[] array)      computeLPSArray(pat, M, lps);        int i = 0;  // index for txt[]      int j  = 0;  // index for pat[]      while (i < N)      {          if (pat[j] == txt[i])          {              j++;              i++;          }            if (j == M)          {              printf("Found pattern at index %d n", i-j);              j = lps[j-1];          }            // mismatch after j matches          else if (i < N && pat[j] != txt[i])          {              // Do not match lps[0..lps[j-1]] characters,              // they will match anyway              if (j != 0)                  j = lps[j-1];              else                  i = i+1;          }      }  }    // Fills lps[] for given patttern pat[0..M-1]  void computeLPSArray(char \*pat, int M, int \*lps)  {      // length of the previous longest prefix suffix      int len = 0;        lps[0] = 0; // lps[0] is always 0        // the loop calculates lps[i] for i = 1 to M-1      int i = 1;      while (i < M)      {          if (pat[i] == pat[len])          {              len++;              lps[i] = len;              i++;          }          else // (pat[i] != pat[len])          {              // This is tricky. Consider the example.              // AAACAAAA and i = 7. The idea is similar              // to search step.              if (len != 0)              {                  len = lps[len-1];                    // Also, note that we do not increment                  // i here              }              else // if (len == 0)              {                  lps[i] = 0;                  i++;              }          }      }  }    // Driver program to test above function  int main()  {      char \*txt = "ABABDABACDABABCABAB";      char \*pat = "ABABCABAB";      KMPSearch(pat, txt);      return 0;  } |

Output:

Found pattern at index 10

**Preprocessing Algorithm:**  
In the preprocessing part, we calculate values in lps[]. To do that, we keep track of the length of the longest prefix suffix value (we use len variable for this purpose) for the previous index. We initialize lps[0] and len as 0. If pat[len] and pat[i] match, we increment len by 1 and assign the incremented value to lps[i]. If pat[i] and pat[len] do not match and len is not 0, we update len to lps[len-1]. See computeLPSArray () in the below code for details.

**Illustration of preprocessing (or construction of lps[])**

pat[] = "**AAACAAAA**"

len = 0, i = 0.

**lps[0] is always 0**, we move

to i = 1

len = 0, i = 1.

Since pat[len] and pat[i] match, do len++,

store it in lps[i] and do i++.

len = 1, **lps[1] = 1**, i = 2

len = 1, i = 2.

Since pat[len] and pat[i] match, do len++,

store it in lps[i] and do i++.

len = 2, **lps[2] = 2**, i = 3

len = 2, i = 3.

Since pat[len] and pat[i] do not match, and len > 0,

set len = lps[len-1] = lps[1] = 1

len = 1, i = 3.

Since pat[len] and pat[i] do not match and len > 0,

len = lps[len-1] = lps[0] = 0

len = 0, i = 3.

Since pat[len] and pat[i] do not match and len = 0,

Set **lps[3] = 0** and i = 4.

len = 0, i = 4.

Since pat[len] and pat[i] match, do len++,

store it in lps[i] and do i++.

len = 1, **lps[4] = 1**, i = 5

len = 1, i = 5.

Since pat[len] and pat[i] match, do len++,

store it in lps[i] and do i++.

len = 2, **lps[5] = 2**, i = 6

len = 2, i = 6.

Since pat[len] and pat[i] match, do len++,

store it in lps[i] and do i++.

len = 3, **lps[6] = 3**, i = 7

len = 3, i = 7.

Since pat[len] and pat[i] do not match and len > 0,

set len = lps[len-1] = lps[2] = 2

len = 2, i = 7.

Since pat[len] and pat[i] match, do len++,

store it in lps[i] and do i++.

len = 3, **lps[7] = 3**, i = 8

We stop here as we have constructed the whole lps[].

Description

The Boyer-Moore algorithm is considered as the most efficient string-matching algorithm in usual applications. A simplified version of it or the entire algorithm is often implemented in text editors for the «search» and «substitute» commands.

The algorithm scans the characters of the pattern from right to left beginning with the rightmost one. In case of a mismatch (or a complete match of the whole pattern) it uses two precomputed functions to shift the window to the right. These two shift functions are called the ***good-suffix shift*** (also called matching shift and the ***bad-character shift*** (also called the occurrence shift).

Assume that a mismatch occurs between the character *x*[*i*]=*a* of the pattern and the character *y*[*i*+*j*]=*b* of the text during an attempt at position *j*.  
Then, *x*[*i*+1 .. *m*-1]=*y*[*i*+*j*+1 .. *j*+*m*-1]=u and *x*[*i*] ![neq](data:image/gif;base64,R0lGODlhCgAKAIAAAAAAAP///yH5BAEAAAEALAAAAAAKAAoAAAIQjI8ZoMYHoozq1Tolsom3VgA7) y[*i*+*j*]. The good-suffix shift consists in aligning the segment *y*[*i*+*j*+1 .. *j*+*m*-1]=*x*[*i*+1 .. *m*-1] with its rightmost occurrence in *x* that is preceded by a character different from *x*[*i*] (*see figure 13.1*).

![figure 13.1](data:image/gif;base64,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)

**Figure 13.1**. The good-suffix shift, *u* re-occurs preceded by a character *c* different from *a*.

If there exists no such segment, the shift consists in aligning the longest suffix *v* of *y*[*i*+*j*+1 .. *j*+*m*-1] with a matching prefix of *x* (*see figure 13.2*).

![figure 13.2](data:image/gif;base64,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)

**Figure 13.2**. The good-suffix shift, only a suffix of *u* re-occurs in *x*.

The bad-character shift consists in aligning the text character *y*[*i*+*j*] with its rightmost occurrence in *x*[0 .. *m*-2]. (*see figure 13.3*)
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**Figure 13.3**. The bad-character shift, *a* occurs in *x*.

If *y*[*i*+*j*] does not occur in the pattern *x*, no occurrence of *x* in *y* can include *y*[*i*+*j*], and the left end of the window is aligned with the character immediately after *y*[*i*+*j*], namely *y*[*i*+*j*+1] (*see figure 13.4*).
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**Figure 13.4**. The bad-character shift, *b* does not occur in *x*.

Note that the bad-character shift can be negative, thus for shifting the window, the Boyer-Moore algorithm applies the maximum between the the good-suffix shift and bad-character shift. More formally the two shift functions are defined as follows.

The good-suffix shift function is stored in a table *bmGs* of size *m*+1.

Let us define two conditions:

|  |  |
| --- | --- |
| http://www-igm.univ-mlv.fr/%7Elecroq/string/images/hand.gif | *Cs*(*i*, *s*): for each *k* such that *i* < *k* < *m*, *s* geq *k* or *x*[*k*-*s*]=*x*[*k*] and |

|  |  |
| --- | --- |
| http://www-igm.univ-mlv.fr/%7Elecroq/string/images/hand.gif | *Co*(*i*, *s*): if *s* <*i* then *x*[*i*-*s*] neq *x*[*i*] |

Then, for 0 ![leq](data:image/gif;base64,R0lGODlhCgAKAIAAAAAAAP///yH5BAEAAAEALAAAAAAKAAoAAAIQjI95oAGcXoPN0bWuxVFHUwA7) *i* < *m*: *bmGs*[*i*+1]=min{s>0 : *Cs*(*i*, *s*) and *Co*(*i*, *s*) hold}  
and we define *bmGs*[0] as the length of the period of *x*. The computation of the table *bmGs* use a table *suff* defined as follows: for 1 ![leq](data:image/gif;base64,R0lGODlhCgAKAIAAAAAAAP///yH5BAEAAAEALAAAAAAKAAoAAAIQjI95oAGcXoPN0bWuxVFHUwA7) *i* < *m*, *suff*[*i*]=max{*k* : x[*i*-*k*+1 .. *i*]=x[*m*-*k* .. *m*-1]}

The bad-character shift function is stored in a table *bmBc* of size ![sigma](data:image/gif;base64,R0lGODlhCAAIAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAIAAgAAAIOTIB5tgb8mpuQyigPYqEAOw==). For *c* in ![Sigma](data:image/gif;base64,R0lGODlhCgAMAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAKAAwAAAIXhI8XuxbKXgNRzkhnrm9Xv3mWKDlYghYAOw==): *bmBc*[*c*] = min{*i* : 1 ![leq](data:image/gif;base64,R0lGODlhCgAKAIAAAAAAAP///yH5BAEAAAEALAAAAAAKAAoAAAIQjI95oAGcXoPN0bWuxVFHUwA7) *i* <*m*-1 and *x*[*m*-1-*i*]=*c*} if *c* occurs in *x*, *m* otherwise.

Tables *bmBc* and *bmGs* can be precomputed in time ***O***(*m*+![sigma](data:image/gif;base64,R0lGODlhCAAIAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAIAAgAAAIOTIB5tgb8mpuQyigPYqEAOw==)) before the searching phase and require an extra-space in ***O***(*m*+![sigma](data:image/gif;base64,R0lGODlhCAAIAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAIAAgAAAIOTIB5tgb8mpuQyigPYqEAOw==)). The searching phase time complexity is quadratic but at most 3*n* text character comparisons are performed when searching for a non periodic pattern. On large alphabets (relatively to the length of the pattern) the algorithm is extremely fast. When searching for a*m*-1b in b*n* the algorithm makes only ***O***(*n* / *m*) comparisons, which is the absolute minimum for any string-matching algorithm in the model where the pattern only is preprocessed.