Chapter 7. Regular Expressions

# Capítulo 7. Expresiones regulares Expresiones regulares

Mientras que lo contrario trae la dicha, Y es un modelo de paz celestial. A quién debemos emparejar con Enrique, siendo rey . . .

-WilliamShakespeare, *The First Part of Henry the Sixth*

Muchas de las características de JavaScript se tomaron prestadas de otros lenguajes. La sintaxis procede de Java, las funciones de Scheme, la herencia prototípica de Self y la función de Expresión Regular de JavaScript de Perl.

A *regular expression* es la especificación de la sintaxis de un lenguaje sencillo. Las expresiones regulares se utilizan con métodos para buscar, sustituir y extraer información de cadenas. Los métodos que funcionan con expresiones regulares son regexp.exec, regexp.test, string.match, string.replace, string.search y string.split. Todos ellos se describirán en el [Capítulo 8](ch08.html). Las expresiones regulares suelen tener una ventaja de rendimiento significativa sobre las operaciones de cadena equivalentes en JavaScript.

Las expresiones regulares proceden del estudio matemático de los lenguajes formales. Ken Thompson adaptó el trabajo teórico de Stephen Kleene sobre los lenguajes de tipo 3 a un comparador de patrones práctico que pudiera incorporarse a herramientas como editores de texto y lenguajes de programación.

La sintaxis de las expresiones regulares en JavaScript se ajusta estrechamente a las formulaciones originales de los Laboratorios Bell, con algunas reinterpretaciones y extensiones adoptadas de Perl. Las reglas para escribir expresiones regulares pueden ser sorprendentemente complejas porque interpretan caracteres en algunas posiciones como operadores, y en posiciones ligeramente diferentes como literales. Peor que ser difíciles de escribir, esto hace que las expresiones regulares sean difíciles de leer y peligrosas de modificar. Es necesario tener un conocimiento bastante completo de toda la complejidad de las expresiones regulares para leerlas correctamente. Para mitigar esto, he simplificado un poco las reglas. Tal como se presentan aquí, las expresiones regulares serán ligeramente menos concisas, pero también serán ligeramente más fáciles de utilizar correctamente. Y eso es bueno, porque las expresiones regulares pueden ser muy difíciles de mantener y depurar.

Las expresiones regulares actuales no son estrictamente regulares, pero pueden ser muy útiles. Las expresiones regulares tienden a ser extremadamente escuetas, incluso crípticas. Son fáciles de usar en su forma más simple, pero pueden volverse rápidamente desconcertantes. Las expresiones regulares de JavaScript son difíciles de leer en parte porque no permiten comentarios ni espacios en blanco. Todas las partes de una expresión regular están muy juntas, lo que las hace casi indescifrables. Esto es especialmente preocupante cuando se utilizan en aplicaciones de seguridad para escanear y validar. Si no puedes leer y comprender una expresión regular, ¿cómo puedes confiar en que funcionará correctamente para todas las entradas? Sin embargo, a pesar de sus evidentes inconvenientes, las expresiones regulares se utilizan ampliamente.

# Un ejemplo

He aquí un ejemplo. Se trata de una expresión regular que empareja URLs. Las páginas de este libro no son infinitamente anchas, así que lo he dividido en dos líneas. En un programa JavaScript, la expresión regular debe estar en una sola línea. Los espacios en blanco son importantes:

var parse\_url = /^(?:([A-Za-z]+):)?(\/{0,3})([0-9.\-A-Za-z]+)  
(?::(\d+))?(?:\/([^?#]\*))?(?:\?([^#]\*))?(?:#(.\*))?$/;  
  
var url = "http://www.ora.com:80/goodparts?q#fragment";

Llamemos al método exec de parse\_url. Si coincide con éxito con la cadena que le pasemos, devolverá una matriz que contiene fragmentos extraídos del url:

var url = "http://www.ora.com:80/goodparts?q#fragment";  
  
var result = parse\_url.exec(url);  
  
var names = ['url', 'scheme', 'slash', 'host', 'port',  
 'path', 'query', 'hash'];  
  
var blanks = ' ';  
var i;  
  
for (i = 0; i < names.length; i += 1) {  
 document.writeln(names[i] + ':' +  
 blanks.substring(names[i].length), result[i]);  
}

Esto produce:

url: http://www.ora.com:80/goodparts?q#fragment  
scheme: http  
slash: //  
host: www.ora.com  
port: 80  
path: goodparts  
query: q  
hash: fragment

En el [Capítulo 2](ch02.html), utilizamos diagramas de ferrocarril para describir el lenguaje JavaScript. También podemos utilizarlos para describir los lenguajes definidos por expresiones regulares. Esto puede facilitar la comprensión de lo que hace una expresión regular. Éste es un diagrama de ferrocarril para parse\_url.

![image with no caption](data:image/png;base64,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)

Las expresiones regulares no pueden dividirse en trozos más pequeños como las funciones, por lo que la vía que representa a parse\_url es larga.

Vamos a dividir parse\_url en sus partes para ver cómo funciona.

^

El carácter ^ indica el principio de la cadena. Es un ancla que impide que exec se salte un prefijo que no sea URL.

(?:([A-Za-z]+):)?

Este factor coincide con un nombre de esquema, pero sólo si va seguido de : (dos puntos). El (?:. . . ) indica un grupo no capturador. El sufijo ? indica que el grupo es opcional.

Significa *repeat zero or one time*. El ( . . . ) indica un grupo de captura. Un grupo de captura copia el texto con el que coincide y lo coloca en la matriz result. A cada grupo de captura se le asigna un número. Este primer grupo de captura es el 1, por lo que una copia del texto coincidente con este grupo de captura aparecerá en result[1]. El [ . . . ] indica una clase de caracteres. Esta clase de caracteres, A-Za-z, contiene 26 letras mayúsculas y 26 letras minúsculas. Los guiones indican rangos, de la A a la Z. El sufijo + indica que la clase de caracteres coincidirá una o más veces. El grupo va seguido del carácter :, que se emparejará literalmente.

(\/{0,3})

El siguiente factor es el grupo de captura 2. \/ indica que debe coincidir un carácter / (barra oblicua). Se escapa con \ (barra invertida) para que no se malinterprete como el final del literal de la expresión regular. El sufijo {0,3} indica que el / se emparejará 0 ó 1 ó 2 ó 3 veces.

([0-9.\-A-Za-z]+)

El siguiente factor es el grupo de captura 3. Coincidirá con un nombre de host, que esté formado por uno o más dígitos, letras o . o -. El - se ha escapado as \- para evitar que se confunda con un guión de rango.

(?::(\d+))?

El siguiente factor coincide opcionalmente con un número de puerto, que es una secuencia de uno o más dígitos precedida por un :. \d representa un carácter de dígito. La serie de uno o más dígitos será el grupo de captura 4.

(?:\/([^?#]\*))?

Tenemos otro grupo opcional. Éste comienza con un /. La clase de caracteres [^?#]comienza con un ^, que indica que la clase incluye todos los caracteres excepto ? y #. El \* indica que la clase de caracteres coincide cero o más veces.

Ten en cuenta que aquí estoy siendo descuidado. La clase de todos los caracteres *except ? and #* incluye caracteres de fin de línea, caracteres de control y muchos otros caracteres que realmente no deberían coincidir aquí. La mayoría de las veces esto hará lo que queremos, pero existe el riesgo de que se cuele algún texto incorrecto. Las expresiones regulares descuidadas son una fuente popular de fallos de seguridad. Es mucho más fácil escribir expresiones regulares descuidadas que expresiones regulares rigurosas.

(?:\?([^#]\*))?

A continuación, tenemos un grupo opcional que empieza por ?. Contiene el grupo de captura 6, que contiene cero o más caracteres que no son #.

(?:#(.\*))?

Tenemos un último grupo opcional que empieza por #. El . coincidirá con cualquier carácter excepto con un carácter de final de línea.

$

El $ representa el final de la cadena. Nos asegura que no hay material extra tras el final de la URL.

Ésos son los factores de la expresión regular parse\_url.[[1](#ftn.CHP-7-FN-1)]

Es posible hacer expresiones regulares más complejas que parse\_url, pero yo no lo recomendaría. Las expresiones regulares son mejores cuando son cortas y sencillas. Sólo así podemos tener la seguridad de que funcionan correctamente y de que podrían modificarse con éxito si fuera necesario.

Existe un grado muy alto de compatibilidad entre los procesadores del lenguaje JavaScript. La parte del lenguaje que es *least* portable es la implementación de expresiones regulares. Las expresiones regulares muy complicadas o enrevesadas tienen más probabilidades de tener problemas de portabilidad. Las expresiones regulares anidadas también pueden sufrir horribles problemas de rendimiento en algunas implementaciones. La simplicidad es la mejor estrategia.

Veamos otro ejemplo: una expresión regular que coincide con números. Los números pueden tener una parte entera con un signo menos opcional, una parte fraccionaria opcional y una parte de exponente opcional.

var parse\_number = /^-?\d+(?:\.\d\*)?(?:e[+\-]?\d+)?$/i;  
  
var test = function (num) {  
 document.writeln(parse\_number.test(num));  
};  
  
test('1'); // true  
test('number'); // false  
test('98.6'); // true  
test('132.21.86.100'); // false  
test('123.45E-67'); // true  
test('123.45D-67'); // false

parse\_number identificó con éxito las cadenas que se ajustaban a nuestra especificación y las que no, pero para las que no, no nos da ninguna información sobre por qué o dónde fallaron la prueba de números.
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Vamos a desglosar parse\_number.

/^ $/i

Volvemos a utilizar ^ y $ para anclar la expresión regular. Esto hace que todos los caracteres del texto se comparen con la expresión regular. Si hubiéramos omitido las anclas, la expresión regular nos diría si una cadena contiene un número. Con las anclas, nos dice si la cadena sólo contiene un número. Si sólo incluyéramos ^, coincidiría con las cadenas que empezaran por un número. Si incluimos sólo $, coincidirá con las cadenas que terminen con un número.

La bandera i hace que se ignoren las mayúsculas y minúsculas al buscar letras. La única letra de nuestro patrón es e. Queremos que e coincida también con E. Podríamos haber escrito el factor e como [Ee] o (?:E|e), pero no tuvimos que hacerlo porque utilizamos la bandera i:

-?

El sufijo ? en el signo menos indica que el signo menos es opcional:

\d+

\d significa lo mismo que [0-9]. Coincide con un dígito. El sufijo +hace que coincida con uno o más dígitos:

(?:\.\d\*)?

El (?: . . . )? indica un grupo opcional de no captura. Suele ser mejor utilizar grupos de no captura en lugar de los grupos de captura, menos feos, porque la captura tiene una penalización de rendimiento. El grupo coincidirá con un punto decimal seguido de cero o más dígitos:

(?:e[+\-]?\d+)?

Este es otro grupo opcional de no captura. Coincide con e (o E), un signo opcional y uno o más dígitos.

[Cuando los pulsas todos juntos de nuevo, resulta visualmente bastante confuso: /^(?:([A-Za-z]+):)?(\/{0,3})([0-9.\-A-Za-z]+)(?::(\d+))?(?:\/([^?#]\*))?(?:\?([^#]\*))?(?:#(.\*))?$/