**Fundamentos de Programación en Python: Módulo 3**

**En este módulo, aprenderás sobre:**

* Valores booleanos.
* Instrucciones if-elif-else.
* Bucles while y for.
* Control de flujo.
* Operaciones lógicas y bit a bit.
* Listas y arreglos.

**Preguntas y respuestas**

Un programador escribe un programa **y el programa hace preguntas**.

Una computadora ejecuta el programa y **proporciona las respuestas**. El programa debe ser capaz de **reaccionar de acuerdo con las respuestas recibidas**.

Afortunadamente, las computadoras solo conocen dos tipos de respuestas:

* Si, es cierto.
* No, esto es falso.

Nunca obtendrás una respuesta como *Déjame pensar ..., no lo sé*, o *probablemente sí, pero no lo sé con seguridad*.

**Para hacer preguntas, Python utiliza un conjunto de operadores muy especiales**. Revisemos uno tras otro, ilustrando sus efectos en algunos ejemplos simples.

**Comparación: operador de igualdad**

Pregunta: ¿**Son dos valores iguales**?

Para hacer esta pregunta, se utiliza el == Operador (igual igual).

No olvides esta importante distinción:

* = es un operador de asignación, por ejemplo, a = b asigna a la variable a el valor de b.
* == es una pregunta ¿Son estos valores iguales?; a == b **compara** a y b.

Es un **operador binario con enlazado a la izquierda**. Necesita dos argumentos y **verifica si son iguales**.

**Ejercicios**

Ahora vamos a hacer algunas preguntas. Intenta adivinar las respuestas.

**Pregunta #1**: ¿Cuál es el resultado de la siguiente comparación?

2 == 2

True (verdadero) - por supuesto, 2 es igual a 2. Python responderá True (Recuerda este par de literales predefinidos, True y False - También son palabras clave de Python).

**Pregunta # 2**: ¿Cuál es el resultado de la siguiente comparación?

2 == 2.

Esta pregunta no es tan fácil como la primera. Por suerte, Python es capaz de convertir el valor entero en su equivalente real, y en consecuencia, la respuesta es True

**Pregunta # 3**: ¿Cuál es el resultado de la siguiente comparación?

1 == 2

Esto debería ser fácil. La respuesta será (o mejor dicho, siempre es) False.

**Igualdad: El operador igual a (==)**

El operador == (igual a) compara los valores de dos operandos. Si son iguales, el resultado de la comparación es True. Si no son iguales, el resultado de la comparación es False.

Observa la comparación de igualdad a continuación: ¿Cuál es el resultado de esta operación?

var == 0

Ten en cuenta que no podemos encontrar la respuesta si no sabemos qué valor está almacenado actualmente en la variable (var).

Si la variable se ha cambiado muchas veces durante la ejecución del programa, o si se ingresa su valor inicial desde la consola, Python solo puede responder a esta pregunta en el tiempo de ejecución del programa.

Ahora imagina a un programador que sufre de insomnio, y tiene que contar las ovejas negras y blancas por separado siempre y cuando haya exactamente el doble de ovejas negras que de las blancas.

La pregunta será la siguiente:

ovejasNegras == 2 \* ovejasBlancas

Debido a la baja prioridad del operador == ,la pregunta será tratada como la siguiente:

ovejasNegras == (2 \* ovejaBlancas)

Entonces, vamos a practicar la comprensión del operador == - ¿Puedes adivinar la salida del código a continuación?

var = 0 # asignando 0 a var

print(var == 0)

var = 1 # asignando 1 a var

print(var == 0)

Ejecuta el código y comprueba si tenías razón.

**Desigualdad: el operador no es igual a (!=)**

El operador != (no es igual a) también compara los valores de dos operandos. Aquí está la diferencia: si son iguales, el resultado de la comparación es False. Si no son iguales, el resultado de la comparación es True.

Ahora echa un vistazo a la comparación de desigualdad a continuación: ¿Puedes adivinar el resultado de esta operación?

var = 0 # asignando 0 a var

print(var != 0)

var = 1 # asignando 1 a var

print(var != 0)

Ejecuta el código y comprueba si tenías razón.

**Operadores de Comparación: Mayor que**

También se puede hacer una pregunta de comparación usando el operador > (mayor que).

Si deseas saber si hay más ovejas negras que blancas, puedes escribirlo de la siguiente manera:

ovejasNegras > ovejasBlancas # mayor que.

True lo confirma; False lo niega.

**Operadores de Comparación: Mayor o igual que**

El operador mayor que tiene otra variante especial, una variante **no estricta**, pero se denota de manera diferente que la notación aritmética clásica: >= (mayor o igual que).

Hay dos signos subsecuentes, no uno.

Ambos operadores (estrictos y no estrictos), así como los otros dos que se analizan en la siguiente sección, **son operadores binarios con enlace en el lado izquierdo**, y su **prioridad es mayor que la mostrada por** == y !=.

Si queremos saber si tenemos que usar un gorro o no, nos hacemos la siguiente pregunta:

centigradosAfuera ≥ 0.0 # mayor o igual a.

**Operadores de Comparación: Menor o igual que**

Como probablemente ya hayas adivinado, los operadores utilizados en este caso son: El operador < (menor que) y su hermano no estricto: <= (menor o igual que).

Mira este ejemplo simple:

velocidadMph < 85 # menor que.

velocidadMph ≤ 85 # menor o igual que.

Vamos a comprobar si existe un riesgo de ser multados (la primera pregunta es estricta, la segunda no).

**Aprovechando las respuestas**

¿Qué puedes hacer con la respuesta (es decir, el resultado de una operación de comparación) que se obtiene de la computadora?

Hay al menos dos posibilidades: primero, puedes memorizarlo (**almacenarlo en una variable**) y utilizarlo más tarde. ¿Cómo haces eso? Bueno, utilizarías una variable arbitraria como esta:

respuesta = numerodeLeones >= numerodeLeonas

El contenido de la variable te dirá la respuesta a la pregunta.

La segunda posibilidad es más conveniente y mucho más común: puedes utilizar la respuesta que obtengas para **tomar una decisión sobre el futuro del programa**.

Necesitas una instrucción especial para este propósito, y la discutiremos muy pronto.

Ahora necesitamos actualizar nuestra **tabla de prioridades** , y poner todos los nuevos operadores en ella. Ahora se ve como a continuación:

|  |  |  |
| --- | --- | --- |
| Prioridad | Operador |  |
| 1 | +, - | unario |
| 2 | \*\* |  |
| 3 | \*, /, % |  |
| 4 | +, - | binario |
| 5 | <, <=, >, >= |  |
| 6 | ==, != |  |

**LABORATORIO**

**Tiempo Estimado**

5 minutos

**Nivel de dificultad**

Muy Fácil

**Objetivos**

* Familiarizarse con la función input().
* Familiarizarse con los operadores de comparación en Python.

**Escenario**

Usando uno de los operadores de comparación en Python, escribe un programa simple de dos líneas que tome el parámetro n como entrada, que es un entero, e imprime False si n es menor que 100, y True si n es mayor o igual que 100.

No debes crear ningún bloque if (hablaremos de ellos muy pronto). Prueba tu código usando los datos que te proporcionamos.

Datos de prueba

Ejemplo de entrada: 55

Resultado esperado: False

Ejemplo de entrada: 99

Resultado esperado: False

Ejemplo de entrada: 100

Resultado esperado: True

Ejemplo de entrada: 101

Resultado esperado: True

Ejemplo de entrada: -5

Resultado esperado: False

Ejemplo de entrada: +123

Resultado esperado: True

Respuesta:

n = int(input('Ingresa un número entero: '))

print(n >= 100)

**Condiciones y ejecución condicional**

Ya sabes como hacer preguntas a Python, pero aún no sabes como hacer un uso razonable de las respuestas. Se debe tener un mecanismo que le permita hacer algo **si se cumple una condición, y no hacerlo si no se cumple**.

Es como en la vida real: haces ciertas cosas o no cuando se cumple una condición específica, por ejemplo, sales a caminar si el clima es bueno, o te quedas en casa si está húmedo y frío.

Para tomar tales decisiones, Python ofrece una instrucción especial. Debido a su naturaleza y su aplicación, se denomina **instrucción condicional** (o declaración condicional).

Existen varias variantes de la misma. Comenzaremos con la más simple, aumentando la dificultad lentamente.

La primera forma de una declaración condicional, que puede ver a continuación, está escrita de manera muy informal pero figurada:

if cierto\_o\_no:

hacer\_esto\_si\_cierto

Esta declaración condicional consta de los siguientes elementos, estrictamente necesarios en este orden:

* La palabra clave if.
* Uno o más espacios en blanco.
* Una expresión (una pregunta o una respuesta) cuyo valor se interpretar únicamente en términos de True (cuando su valor no sea cero) y False (cuando sea igual a cero).
* Unos **dos puntos** seguido de una nueva línea.
* Una instrucción **con sangría** o un conjunto de instrucciones (se requiere absolutamente al menos una instrucción); la **sangría** se puede lograr de dos maneras: insertando un número particular de espacios (la recomendación es usar **cuatro espacios de sangría**), o usando el tabulador; nota: si hay mas de una instrucción en la parte con sangría, la sangría debe ser la misma en todas las líneas; aunque puede parecer lo mismo si se mezclan tabuladores con espacios, es importante que todas las sangrías **sean exactamente iguales** Python 3 **no permite mezclar espacios y tabuladores** para la sangría.

¿Cómo funciona esta declaración?

* Si la expresión cierto\_o\_no **representa la verdad** (es decir, su valor no es igual a cero),**la(s) declaración(es) con sangría se ejecutará.**
* Si la expresión cierto\_o\_no **no representa la verdad** (es decir, su valor es igual a cero), **las declaraciones con sangría se omitirán** , y la siguiente instrucción ejecutada será la siguiente al nivel de la sangría original.

En la vida real, a menudo expresamos un deseo:

*if el clima es bueno, saldremos a caminar*

*después, almorzaremos*

Como puedes ver, almorzar no es una actividad condicional y no depende del clima.

Sabiendo que condiciones influyen en nuestro comportamiento y asumiendo que tenemos las funciones sin parámetros irACaminar() y almorzar(), podemos escribir el siguiente fragmento de código:

if ClimaEsBueno:

irAcaminar()

almorzar()

**Ejecución condicional: La declaración if**

Si un determinado desarrollador de Python sin dormir se queda dormido cuando cuenta 120 ovejas, y el procedimiento de inducción del sueño se puede implementar como una función especial llamada dormirSoñar(), todo el código toma la siguiente forma:

if contadordeOvejas >= 120: #evalúa una expresión de prueba.

dormirSoñar() #se ejecuta si la expresión de prueba es Verdadera.

Puedes leerlo como sigue: si contadorOvejas es mayor o igual que 120, entonces duerme y sueña (es decir, ejecuta la función duermeSueña.)

Hemos dicho que las **declaraciones condicionales deben tener sangría**. Esto crea una estructura muy legible, demostrando claramente todas las rutas de ejecución posibles en el código.

Echa un vistazo al siguiente código:

if contadorOvejas >= 120:

hacerCama()

tomarDucha()

dormirSoñar()

alimentarPerros()

Como puedes ver, tender la cama, tomar una ducha y dormir y soñar se ejecutan **condicionalmente**, cuando contadorOvejas alcanza el límite deseado.

Alimentar a los perros, sin embargo, **siempre se hace** (es decir, la función alimentarPerros no tiene sangría y no pertenece al bloque if, lo que significa que siempre se ejecuta).

Ahora vamos a discutir otra variante de la declaración condicional, que también permite realizar una acción adicional cuando no se cumple la condición.

**Ejecución condicional: la declaración if-else**

Comenzamos con una frase simple que decía: Si el clima es bueno, saldremos a caminar.

Nota: no hay una palabra sobre lo que suceder· si el clima es malo. Solo sabemos que no saldremos al aire libre, pero no sabemos que podríamos hacer. Es posible que también queramos planificar algo en caso de mal tiempo.

Podemos decir, por ejemplo: Si el clima es bueno, saldremos a caminar, de lo contrario, iremos al cine.

Ahora sabemos lo que haremos **si se cumplen las condiciones** , y sabemos lo que haremos **si no todo sale como queremos** . En otras palabras, tenemos un "Plan B".

Python nos permite expresar dichos planes alternativos. Esto se hace con una segunda forma, ligeramente más compleja, de la declaración condicional, la declaración if-else :

if condición\_true\_or\_false:

ejecuta\_si\_condición\_true

else:

ejecuta\_si\_condición\_false

Por lo tanto, hay una nueva palabra: else - esta es una **palabra reservada**.

La parte del código que comienza con else dice que hacer si no se cumple la condición especificada por el if (observa los **dos puntos** después de la palabra).

La ejecución de if-else es la siguiente:

* Si la condición se evalúa como **Verdadero** (su valor no es igual a cero), la instrucción ejecuta\_si\_condición\_true se ejecuta, y la declaración condicional llega a su fin.
* Si la condición se evalúa como **Falso** (es igual a cero), la instrucción ejecuta\_si\_condición\_false se ejecuta, y la declaración condicional llega a su fin.

**La declaración if-else: más de ejecución condicional**

Al utilizar esta forma de declaración condicional, podemos describir nuestros planes de la siguiente manera:

if climaEsBueno:

irACaminar()

else:

irAlCine()

almorzar()

Si el clima es bueno, saldremos a caminar. De lo contrario, iremos al cine. No importa si el clima es bueno o malo, almorzaremos después (después de la caminata o después de ir al cine).

Todo lo que hemos dicho sobre la sangría funciona de la misma manera dentro de **la rama else :**

if climaEsBueno:

irACaminar()

Diviertirse()

else:

irAlCine()

disfrutaLaPelicula()

almorzar()

**Declaraciones if-else anidadas**

Ahora, analicemos dos casos especiales de la declaración condicional.

Primero, considera el caso donde la instrucción **colocada después del** if **es otro** if.

Lee lo que hemos planeado para este domingo. Si hay buen clima, saldremos a caminar. Si encontramos un buen restaurante, almorzaremos allí. De lo contrario, vamos a comer un sandwich. Si hay mal clima, iremos al cine. Si no hay boletos, iremos de compras al centro comercial más cercano.

Escribamos lo mismo en Python. Considera cuidadosamente el código aquí:

if climaEsBueno:

if encontramosBuenRestaurante:

almorzar()

else:

comerSandwich()

else:

if hayBoletosDisponibles:

irAlCine()

else:

irDeCompras()

Aquí hay dos puntos importantes:

* Este uso de la declaración if se conoce como **anidamiento**; recuerda que cada else se refiere al if que se encuentra **en el mismo nivel de sangría**; se necesita saber esto para determinar cómo se relacionan los ifs y los elses.
* Considera como la sangría **mejora la legibilidad** y hace que el código sea más fácil de entender y rastrear.

**La declaración elif**

El segundo caso especial presenta otra nueva palabra clave de Python: **elif**. Como probablemente sospechas, es una forma más corta de **else-if**.

elif se usa para **verificar más de una condición**, y para **detener** cuando se encuentra la primera declaración verdadera.

Nuestro siguiente ejemplo se parece a la anidación, pero las similitudes son muy leves. Nuevamente, cambiaremos nuestros planes y los expresaremos de la siguiente manera: si hay buen clima, saldremos a caminar, de lo contrario, si obtenemos entradas, iremos al cine, de lo contrario, si hay mesas libres en el restaurante, vamos a almorzar; si todo falla, regresaremos a casa y jugaremos ajedrez.

¿Has notado cuantas veces hemos usado la palabra de lo contrario? Esta es la etapa en la que la palabra clave elif desempeña su función.

Escribamos el mismo escenario usando Python:

if climaBueno:

iraCaminar()

elif hayBoletosDisponibles:

IralCine()

elif mesasLibres:

almorzar()

else:

jugarAjedrezEnCasa()

La forma de ensamblar las siguientes declaraciones if-elif-else a veces se denomina **cascada**.

Observa de nuevo como la sangría mejora la legibilidad del código.

Se debe prestar atención adicional a este caso:

* **No debes usar** else **sin un** if precedente.
* Else siempre es la **última rama de la cascada**, independientemente de si has usado elif o no.
* Else es una parte **opcional** de la cascada, y puede omitirse.
* Si hay una rama else en la cascada, solo se ejecuta una de todas las ramas.
* Si no hay una rama else, es posible que no se ejecute ninguna de las opciones disponibles.

Esto puede sonar un poco desconcertante, pero ojalá que algunos ejemplos simples ayuden a comprenderlo mejor.

**Analizando ejemplos de código**

Ahora te mostraremos algunos programas simples pero completos. No los explicaremos en detalle, porque consideramos que los comentarios (y los nombres de las variables) dentro del código son guías suficientes.

Todos los programas resuelven el mismo problema: **encuentran el número mayor y lo imprimen.**

**Ejemplo 1:**

Comenzaremos con el caso más simple: ¿**Cómo identificar el mayor de los dos números**?:

#lee dos números

numero1 = int (input("Ingresa el primer número:"))

numero2 = int (input("Ingresa el segundo número:"))

#elegir el número más grande

if numero1> numero2:

nmasGrande = numero1

else:

nmasGrande = numero2

#imprimir el resultado

print("El número más grande es:", nmasGrande)

El fragmento de código anterior debe estar claro: lee dos valores enteros, los compara y encuentra cuál es el más grande.

**Ejemplo 2**:

Ahora vamos a mostrarte un hecho intrigante. Python tiene una característica interesante, mira el código a continuación:

#lee dos números

numero1 = int (input("Ingresa el primer número:"))

numero2 = int (input("Ingresa el segundo número:"))

# elegir el número más grande

if numero1 > numero2: nmasGrande = numero1

else: nmasGrande = numero2

#imprimir el resultado

print("El número más grande es: ", nmasGrande)

Nota: si alguna de las ramas de if-elif-else contiene una sola instrucción, puedes codificarla de forma más completa (no es necesario que aparezca una línea con sangría después de la palabra clave), pero solo continúa la línea después de los dos puntos).

Sin embargo, este estilo puede ser engañoso, y no lo vamos a usar en nuestros programas futuros, pero definitivamente vale la pena saber si quieres leer y entender los programas de otra persona.

No hay otras diferencias en el código.

**Ejemplo 3:**

Es hora de complicar el código: encontremos el mayor de los tres números. ¿Se ampliará el código? Un poco.

Suponemos que el primer valor es el más grande. Luego verificamos esta hipótesis con los dos valores restantes.

Observa el siguiente código:

#lee tres números

numero1 = int (input("Ingresa el primer número:"))

numero2 = int (input("Ingresa el segundo número:"))

numero3 = int (input("Ingresa el tercer número:"))

#asumimos temporalmente que el primer número

#es el más grande

#lo verificaremos pronto

nmasGrande = numero1

#comprobamos si el segundo número es más grande que el mayor número actual

#y actualiza el número más grande si es necesario

if numero2 > nmasGrande:

nmasGrande = numero2

#comprobamos si el tercer número es más grande que el mayor número actual

#y actualiza el número más grande si es necesario

if numero3 > nmasGrande:

nmasGrande = numero3

#imprimir el resultado

print("El número más grande es:", nmasGrande)

Este método es significativamente más simple que tratar de encontrar el número más grande comparando todos los pares de números posibles (es decir, el primero con el segundo, el segundo con el tercero y el tercero con el primero). Intenta reconstruir el código por ti mismo.

**Pseudocódigo e introducción a los ciclos o bucles**

Ahora deberías poder escribir un programa que encuentre el mayor de cuatro, cinco, seis o incluso diez números.

Ya conoces el esquema, por lo que ampliar el tamaño del problema no será particularmente complejo.

¿Pero qué sucede si te pedimos que escribas un programa que encuentre el mayor de doscientos números? ¿Te imaginas el código?

Necesitarás doscientas variables. Si doscientas variables no son lo suficientemente complicadas, intenta imaginar la búsqueda del número más grande de un millón.

Imagina un código que contiene 199 declaraciones condicionales y doscientas invocaciones de la función input(). Por suerte, no necesitas lidiar con eso. Hay un enfoque más simple.
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Por ahora ignoraremos los requisitos de la sintaxis de Python e intentaremos analizar el problema sin pensar en la programación real. En otras palabras, intentaremos escribir el **algoritmo**, y cuando estemos contentos con él, lo implementaremos.

En este caso, utilizaremos un tipo de notación que no es un lenguaje de programación real (no se puede compilar ni ejecutar), pero está formalizado, es conciso y se puede leer. Se llama **pseudocódigo**.

Veamos nuestro pseudocódigo a continuación:

línea 01 numeroMayor = -999999999

línea 02 numero = int(input())

línea 03 if numero == -1:

línea 04 print(numeroMayor)

línea 05 exit()

línea 06 if numero > numeroMayor:

línea 07 numeroMayor = numero

línea 08 vaya a la línea 02

¿Qué está pasando en él?

En primer lugar, podemos simplificar el programa si, al comienzo del código, asignamos la variable numeroMayor con un valor que será más pequeño que cualquiera de los números ingresados. Usaremos -999999999 para ese propósito.

En segundo lugar, asumimos que nuestro algoritmo no sabrá por adelantado cuántos números se entregarán al programa. Esperamos que el usuario ingrese todos los números que desee; el algoritmo funcionará bien con cien y con mil números. ¿Cómo hacemos eso?

Hacemos un trato con el usuario: cuando se ingresa el valor-1, será una señal de que no hay más datos y que el programa debe finalizar su trabajo.

De lo contrario, si el valor ingresado no es igual a -1, el programa leerá otro número, y así sucesivamente.

El truco se basa en la suposición de que cualquier parte del código se puede realizar más de una vez, precisamente, tantas veces como sea necesario.

La ejecución de una determinada parte del código más de una vez se denomina **bucle**. El significado de este término es probablemente obvio para ti.

Las líneas 02 a 08 forman un bucle. Los **pasaremos tantas veces como sea necesario** para revisar todos los valores ingresados.

¿Puedes usar una estructura similar en un programa escrito en Python? Si, si puedes.

Información Adicional

Python a menudo viene con muchas funciones integradas que harán el trabajo por ti. Por ejemplo, para encontrar el número más grande de todos, puede usar una función incorporada de Python llamada max(). Puedes usarlo con múltiples argumentos. Analiza el código de abajo:

# lee tres números

numero1 = int(input("Ingresa el primer número:"))

numero2 = int(input("Ingresa el segundo número:"))

numero3 = int(input("Ingresa el tercer número:"))

# verifica cuál de los números es el mayor

# y pásalo a la variable de mayor número

numeroMayor = max(numero1,numero2,numero3)

# imprimir el resultado

print("El número más grande es:", numeroMayor)

De la misma manera, puedes usar la función min() para devolver el número más bajo. Puedes reconstruir el código anterior y experimentar con él en el Sandbox.

Vamos a hablar sobre estas (y muchas otras) funciones pronto. Por el momento, nuestro enfoque se centrará en la ejecución condicional y los bucles para permitirte ganar más confianza en la programación y enseñarte las habilidades que te permitirán comprender y aplicar los dos conceptos en tu codigo. Entonces, por ahora, no estamos tomando atajos.

**LABORATORIO**

**Tiempo estimado**

5-10 minutos

**Nivel de dificultad**

Fácil

**Objetivos**

* Familiarizarse con la función input().
* Familiarizarse con los operadores de comparación en Python.
* Familiarizarse con el concepto de ejecución condicional.

**Escenario**

Espatifilo, más comúnmente conocida como la planta de Cuna de Moisés o flor de la paz, es una de las plantas para interiores más populares que filtra las toxinas dañinas del aire. Algunas de las toxinas que neutraliza incluyen benceno, formaldehído y amoníaco.

Imagina que tu programa de computadora ama estas plantas. Cada vez que recibe una entrada en forma de la palabra Espatifilo, grita involuntariamente a la consola la siguiente cadena: "¡Espatifilo es la mejor planta de todas!"

Escribe un programa que utilice el concepto de ejecución condicional, tome una cadena como entrada y que:

* Imprima el enunciado "Si, ¡El Espatifilo es la mejor planta de todos los tiempos!" en la pantalla si la cadena ingresada es "Espatifilo".
* Imprima "No, ¡quiero un gran Espatifilo!" si la cadena ingresada es "espatifilo".
* Imprima "¡Espatifilo! ¡No [entrada]!" de lo contrario. Nota: [entrada] es la cadena que se toma como entrada.

Prueba tu código con los datos que te proporcionamos. ¡Y hazte de un Espatifilo también!

**Datos de prueba**

Entrada de muestra: espatifilo

Resultado esperado: No, ¡quiero un gran Espatifilo!

Entrada de ejemplo: pelargonio

Resultado esperado: !Espatifilo! ¡No pelargonio!

Entrada de muestra: Espatifilo

Resultado esperado: Si, ¡El Espatifilo es la mejor planta de todos los tiempos!

Respuesta:

plant = input('Ingresa el nombre de la planta: ')

if plant == 'Espatifilo':

print('Si, ¡El Espatifilo es la mejor planta de todos los tiempos!')

elif plant == 'espatifilo':

print('No, ¡quiero un gran Espatifilo!')

else:

print(f'¡Espatifilo! ¡No {plant}!')

**LABORATORIO**

**Tiempo estimado**

10-15 minutos

**Nivel de dificultad**

Fácil/Medio

**Objetivos**

Familiarizar al estudiante con:

* Utilizar la instrucción if-else para ramificar la ruta de control.
* Construir un programa completo que resuelva problemas simples de la vida real.

**Escenario**

Érase una vez una tierra - una tierra de leche y miel, habitada por gente feliz y próspera. La gente pagaba impuestos, por supuesto, su felicidad tenía límites. El impuesto más importante, denominado Impuesto Personal de Ingresos (IPI, para abreviar) tenía que pagarse una vez al año y se evaluó utilizando la siguiente regla:

* Si el ingreso del ciudadano no era superior a 85,528 pesos, el impuesto era igual al 18% del ingreso menos 556 pesos y 2 centavos (esta fue la llamada exención fiscal ).
* Si el ingreso era superior a esta cantidad, el impuesto era igual a 14,839 pesos y 2 centavos, más el 32% del excedente sobre 85,528 pesos.

Tu tarea es escribir una **calculadora de impuestos**.

* Debe aceptar un valor de punto flotante: el ingreso.
* A continuación, debe imprimir el impuesto calculado, redondeado a pesos totales. Hay una función llamada round() que hará el redondeo por ti, la encontrarás en el código de esqueleto del editor.

Nota: Este país feliz nunca devuelve dinero a sus ciudadanos. Si el impuesto calculado es menor que cero, solo significa que no hay impuesto (el impuesto es igual a cero). Ten esto en cuenta durante tus cálculos.

Observa el código en el editor: solo lee un valor de entrada y genera un resultado, por lo que debes completarlo con algunos cálculos inteligentes.

ingreso=float(input("Ingrese el ingreso anual: "))

print(ingreso)

#

# Coloca tu código aquí.

#

impuesto = .0

exencionFiscal = 556.2

margen = 85528

if ingreso < margen:

impuesto = (.18 \* ingreso ) - exencionFiscal

elif ingreso > margen:

impuesto = 14839.2 + ((ingreso - margen) \* .32)

if impuesto < 0:

impuesto = .0

impuesto=round(impuesto, 0)

print("El impuesto es: ", impuesto, "pesos")

Prueba tu código con los datos que hemos proporcionado.

**Datos de prueba**

Entrada de muestra: 10000

Resultado esperado: El impuesto es: 1244.0 pesos

Entrada de muestra: 100000

Resultado esperado: El impuesto es: 19470.0 pesos

Entrada de muestra: 1000

Resultado esperado: El impuesto es: 0.0 pesos

Entrada de muestra: -100

Resultado esperado: El impuesto es: 0.0 pesos

**LABORATORIO**

**Tiempo estimado**

10-15 minutos

**Nivel de dificultad**

Fácil/Medio

**Objetivos**

Familiarizar al estudiante con:

* Utilizar la declaración if-elif-else.
* Encontrar la implementación adecuada de reglas definidas verbalmente.
* Emplear el código de prueba usando entrada y salida de muestra.

**Escenario**

Como seguramente sabrás, debido a algunas razones astronómicas, el año pueden ser bisiesto o común. Los primeros tienen una duración de 366 días, mientras que los últimos tienen una duración de 365 días.

Desde la introducción del calendario gregoriano (en 1582), se utiliza la siguiente regla para determinar el tipo de año:

* Si el número del año no es divisible entre cuatro, es un año común.
* De lo contrario, si el número del año no es divisible entre 100, es un año bisiesto.
* De lo contrario, si el número del año no es divisible entre 400, es un año común.
* De lo contrario, es un año bisiesto.

Observa el código en el editor: solo lee un número de año y debe completarse con las instrucciones que implementan la prueba que acabamos de describir.

anio = int(input("Introduzca un año:"))

anioBisiesto = 366

anioComun = 365

if anio < 1582:

print('No dentro del período del calendario gregoriano')

elif (anio % 4) != 0:

print ('Año común')

elif (anio % 100) != 0:

print('Es un año bisiesto')

elif (anio % 400) != 0:

print ('Año común')

else:

print ('Es un año bisiesto')

def isYearLeap(year):

# divisible by 4

isLeapYear = (year % 4 == 0)

# divisible by 4 and not 100

isLeapYear = isLeapYear and (year % 100 != 0)

# divisible by 4 and not 100 unless divisible by 400

return isLeapYear or (year % 400 == 0)

El código debe mostrar uno de los dos mensajes posibles, que son Año bisiesto o Año común, según el valor ingresado.

Sería bueno verificar si el año ingresado cae en la era gregoriana y emitir una advertencia de lo contrario: No dentro del período del calendario gregoriano. Consejo: utiliza los operadores != y %.

Prueba tu código con los datos que hemos proporcionado.

**Datos de prueba**

Entrada de muestra: 2000

Resultado esperado: Año bisiesto

Entrada de muestra: 2015

Resultado esperado: Año común

Entrada de muestra: 1999

Resultado esperado: Año común

Entrada de muestra: 1996

Resultado esperado: Año bisiesto

Entrada de muestra: 1580

Resultado esperado: No dentro del período del calendario gregoriano

**Puntos clave**

1. Los operadores de comparación (o también denominados relacionales) se utilizan para comparar valores. La siguiente tabla ilustra cómo funcionan los operadores de comparación, asumiendo que x=0, y=1 y z=0:

|  |  |  |
| --- | --- | --- |
| Operador | Descripción | Ejemplo |
| == | Devuelve si los valores de los operandos son iguales, y False de lo contrario. | x == y # False  x == z # True |
| != | Devuelve True si los valores de los operandos no son iguales, y False de lo contrario. | x != y # True  x != z # False |
| > | Devuelve True si el valor del operando izquierdo es mayor que el valor del operando derecho, y False de lo contrario. | x > y # False  y > z # True |
| < | Devuelve True si el valor del operando izquierdo es menor que el valor del operando derecho, y False de lo contrario. | x < y # True y < z # False |
| ≥ | Devuelve True si el valor del operando izquierdo es mayor o igual al valor del operando derecho, y False de lo contrario. | x >= y # False  x >= z # True  y >= z # True |
| ≤ | Devuelve True si el valor del operando izquierdo es menor o igual al valor del operando derecho, y False de lo contrario. | x <= y # True x <= z # True  y <= z # False |

2. Cuando desea ejecutar algún código solo si se cumple una determinada condición, puede usar una **declaración condicional**:

* Una única declaración if, por ejemplo:

x = 10

if x == 10: # condición

print("x es igual a 10") # ejecutado si la condición es verdadera

* Una serie de declaraciones if, por ejemplo:

x = 10

if x > 5: # condición uno

print("x es mayor que 5") # ejecutado si la condición uno es verdadera

if x <10: # condición dos

print("x es menor que 10") # ejecutado si la condición dos es verdadera

if x == 10: # condición tres

print("x es igual a 10") # ejecutado si la condición tres es verdadera

Cada declaración if se prueba por separado.

* Una declaración de if-else, por ejemplo:

x = 10

if x < 10: # condición

print ("x es menor que 10") # ejecutado si la condición es Verdadera

else:

print ("x es mayor o igual a 10") # ejecutado si la condición es False

* Una serie de declaraciones if seguidas de un else, por ejemplo:

x = 10

if x > 5: # Verdadero

print("x > 5")

if x > 8: # Verdadero

print("x > 8")

if x > 10: # Falso

print("x > 10")

else:

print("Se ejecutará el else")

Cada if se prueba por separado. El cuerpo de else se ejecuta si el último if es False.

* La declaración if-elif-else, por ejemplo:

x = 10

if x == 10: # Verdadero

print("x == 10")

if x > 15: # Falso

print("x > 15")

elif x > 10: # Falso

print("x > 10")

elif x > 5: # Verdadero

print("x > 5")

else:

print("No se ejecutará el else")

Si la condición para if es False, el programa verifica las condiciones de los bloques elif posteriores: el primer elif que sea True es el que se ejecuta. Si todas las condiciones son False, se ejecutará el bloque else.

* Declaraciones condicionales anidadas, ejemplo:

x = 10

if x > 5: # Verdadero

if x == 6: # Falso

print("anidado: x == 6")

elif x == 10: # Verdadero

print("anidado: x == 10")

else:

print("anidado: else")

else:

print("else")

**Puntos Clave: Continuación**

**Ejercicio 1**

¿Cuál es la salida del siguiente fragmento de código?

x = 5

y = 10

z = 8

print(x > y)

print(y > z)

False

True

**Ejercicio 2**

¿Cuál es la salida del siguiente fragmento de código?

x, y, z = 5, 10, 8

print(x > z)

print((y - 5) == x)

False

True

**Ejercicio 3**

¿Cuál es la salida del siguiente fragmento de código?

x, y, z = 5, 10, 8

x, y, z = z, y, x

print(x > z)

print((y - 5) == x)

True

False

**Ejercicio 4**

¿Cuál es la salida del siguiente fragmento de código?

x = 10

if x == 10:

print(x == 10)

if x > 5:

print(x > 5)

if x < 10:

print(x < 10)

else:

print("else")

True

True

Else

**Ejercicio 5**

¿Cuál es la salida del siguiente fragmento de código?

x = "1"

if x == 1:

print("uno")

elif x == "1":

if int (x)> 1:

print("dos")

elif int (x) < 1:

print("tres")

else:

print("cuatro")

if int (x) == 1:

print("cinco")

else:

print("seis")

cuatro

cinco

**Ejercicio 6**

¿Cuál es la salida del siguiente fragmento de código?

x = 1

y = 1.0

z = "1"

if x == y:

print("uno")

if y == int (z):

print("dos")

elif x == y:

print("tres")

else:

print("cuatro")

uno

dos

**Ciclos o bucles en el código con while**

¿Estás de acuerdo con la declaración presentada a continuación?

mientras haya algo que hacer hazlo

Ten en cuenta que este registro también declara que, si no hay nada que hacer, nada ocurrirá.

En general, en Python, un ciclo se puede representar de la siguiente manera:

while expresión\_condicional:

instrucción

Si observas algunas similitudes con la instrucción if, está bien. De hecho, la diferencia sintáctica es solo una: usa la palabra while en lugar de la palabra if.

La diferencia semántica es más importante: cuando se cumple la condición, if realiza sus declaraciones **sólo una vez**; *while* **repite la ejecución siempre que la condición se evalúe como** True.

Nota: todas las reglas relacionadas con **sangría** también se aplican aquí. Te mostraremos esto pronto.

Observa el algoritmo a continuación:

while expresión\_condicional:

instrucción\_uno

instruccion\_dos

instrucción\_tres

:

:

instrucción\_n

Ahora, es importante recordar que:

* Si deseas ejecutar **más de una declaración dentro de un** while, debes (como con if) **poner sangría** a todas las instrucciones de la misma manera.
* Una instrucción o conjunto de instrucciones ejecutadas dentro del while se llama el **cuerpo del ciclo**.
* Si la condición es False (igual a cero) tan pronto como se compruebe por primera vez, el cuerpo no se ejecuta ni una sola vez (ten en cuenta la analogía de no tener que hacer nada si no hay nada que hacer).
* El cuerpo debe poder cambiar el valor de la condición, porque si la condición es True al principio, el cuerpo podría funcionar continuamente hasta el infinito. Observa que hacer una cosa generalmente disminuye la cantidad de cosas por hacer.

**Un bucle o ciclo infinito**

Un ciclo infinito, también denominado **ciclo sin fin**, es una secuencia de instrucciones en un programa que se repite indefinidamente (ciclo sin fin).

Este es un ejemplo de un ciclo que no puede finalizar su ejecución:

while True:

print("Estoy atrapado dentro de un ciclo")

Este ciclo imprimirá infinitamente "Estoy atrapado dentro de un ciclo". En la pantalla.

Si deseas obtener la mejor experiencia de aprendizaje al ver cómo se comporta un ciclo infinito, inicia IDLE, cree un Nuevo archivo, copia y pega el código anterior, guarda tu archivo y ejecuta el programa. Lo que verás es la secuencia interminable de cadenas impresas de "Estoy atrapado dentro de un ciclo". En la ventana de la consola de Python. Para finalizar tu programa, simplemente presiona Ctrl-C (o Ctrl-Break en algunas computadoras). Esto provocará la excepción KeyboardInterrupt y permitirá que tu programa salga del ciclo. Hablaremos de ello más adelante en el curso.

Volvamos al bosquejo del algoritmo que te mostramos recientemente. Te mostraremos como usar este ciclo recién aprendido para encontrar el número más grande de un gran conjunto de datos ingresados.

Analiza el programa cuidadosamente. Localiza el cuerpo del ciclo y descubre **como se sale del cuerpo:**

# Almacenaremos el número más grande actual aquí

numeroMayor = -999999999

# Ingresa el primer valor

numero = int(input ("Introduzca un número o escriba -1 para detener:"))

# Si el número no es igual a -1, continuaremos

while numero != -1:

# ¿Es el número más grande que el número más grande?

if numero > numeroMayor:

# Sí si, actualiza el mayor númeroNúmero

numeroMayor = numero

# Ingresa el siguiente número

numero = int (input("Introduce un número o escribe -1 para detener:"))

# Imprimir el número más grande

print("El número más grande es:", numeroMayor)

Comprueba como este código implementa el algoritmo que te mostramos anteriormente.

**El ciclo(bucle) while: más ejemplos**

Veamos otro ejemplo utilizando el ciclo while. Sigue los comentarios para descubrir la idea y la solución.

# programa que lee una secuencia de números

# y cuenta cuántos números son pares y cuántos son impares

# programa termina cuando se ingresa cero

numerosImpares = 0

numerosPares = 0

# lee el primer número

numero = int (input ("Introduce un número o escriba 0 para detener:"))

# 0 termina la ejecución

while numero != 0:

# verificar si el número es impar

if numero % 2 == 1:

# aumentar el contador de números impares

numerosImpares += 1

else:

# aumentar el contador de números pares

numerosPares += 1

# lee el siguiente número

numero = int (input ("Introduce un número o escriba 0 para detener:"))

# imprimir resultados

print("Números impares: ", numerosImpares)

print("Números pares: ", numerosPares)

Ciertas expresiones se pueden simplificar sin cambiar el comportamiento del programa.

Intenta recordar cómo Python interpreta la verdad de una condición y ten en cuenta que estas dos formas son equivalentes:

while numero != 0: y while numero:

La condición que verifica si un número es impar también puede codificarse en estas formas equivalentes:

if numero % 2 == 1: e if numero % 2:

**Usando una variable contador para salir de un ciclo**

Observa el fragmento de código a continuación:

contador = 5

while contador != 0:

print("Dentro del ciclo: ", contador)

contador -= 1

print("Fuera del ciclo", contador)

Este código está destinado a imprimir la cadena "Dentro del ciclo" y el valor almacenado en la variable contador durante un ciclo dado exactamente cinco veces. Una vez que la condición se haya cumplido (la variable contador ha alcanzado 0), se sale del ciclo y aparece el mensaje "Fuera del ciclo". así como el valor almacenado en contador se imprime.

Pero hay una cosa que se puede escribir de forma más compacta: la condición del ciclo while.

¿Puedes ver la diferencia?

contador=5

while contador:

print("Dentro del ciclo.", contador)

contador - = 1

print("Fuera del ciclo", contador)

¿Es más compacto que antes? Un poco. ¿Es más legible? Eso es discutible.

**RECUERDA**

No te sientas obligado a codificar tus programas de una manera que siempre sea la más corta y la más compacta. La legibilidad puede ser un factor más importante. Mantén tu código listo para un nuevo programador.

**LABORATORIO**

**Tiempo estimado**

15 minutos

**Nivel de dificultad**

Fácil

**Objetivos**

Familiarizar al estudiante con:

* Utilizar el ciclo while.
* Reflejar situaciones de la vida real en código de computadora.

**Escenario**

Un mago junior ha elegido un número secreto. Lo ha escondido en una variable llamada númeroSecreto. Quiere que todos los que ejecutan su programa jueguen el juego Adivina el número secreto, y adivina qué número ha elegido para ellos. ¡Quienes no adivinen el número quedarán atrapados en un ciclo sin fin para siempre! Desafortunadamente, él no sabe cómo completar el código.

numeroSecreto = 777

print(

"""

+==================================+

| Bienvenido a mi juego, muggle! |

| Introduce un número entero |

| y adivina qué número he |

| elegido para ti. |

| Entonces, |

| ¿Cuál es el número secreto? |

+==================================+

""")

num = int(input('Ingresa un número entero: '))

while num != numeroSecreto:

print("¡Ja, ja! ¡Estás atrapado en mi ciclo!")

num = int(input('Ingresa un número entero: '))

print("¡Bien hecho, muggle! Eres libre ahora.")

Tu tarea es ayudar al mago a completar el código en el editor de tal manera que el código:

* Pedirá al usuario que ingrese un número entero.
* Utilizará un ciclo while.
* Comprobará si el número ingresado por el usuario es el mismo que el número escogido por el mago. Si el número elegido por el usuario es diferente al número secreto del mago, el usuario debería ver el mensaje "¡Ja, ja! ¡Estás atrapado en mi ciclo!" y se le solicitará que ingrese un número nuevamente. Si el número ingresado por el usuario coincide con el número escogido por el mago, el número debe imprimirse en la pantalla, y el mago debe decir las siguientes palabras: "¡Bien hecho, muggle! Eres libre ahora".

¡El mago está contando contigo! No lo decepciones.

INFO EXTRA

Por cierto, mira la función print(). La forma en que lo hemos utilizado aquí se llama impresión multilínea . Puede utilizar **comillas triples** para imprimir cadenas en varias líneas para facilitar la lectura del texto o crear un diseño especial basado en texto. Experimenta con ello.

**Ciclos(bucles) en el código con for**

Otro tipo de ciclo disponible en Python proviene de la observación de que a veces es más importante **contar los "giros o vueltas" del ciclo** que verificar las condiciones.

Imagina que el cuerpo de un ciclo debe ejecutarse exactamente cien veces. Si deseas utilizar el ciclo while para hacerlo, puede tener este aspecto:

i = 0

while i < 100:

# hacer\_algo()

i += 1

Sería bueno si alguien pudiera hacer esta cuenta aburrida por ti. ¿Es eso posible?

Por supuesto que lo es, hay un ciclo especial para este tipo de tareas, y se llama for.

En realidad, el ciclo for está diseñado para realizar tareas más complicadas, **puede "explorar" grandes colecciones de datos elemento por elemento**. Te mostraremos como hacerlo pronto, pero ahora presentaremos una variante más sencilla de su aplicación.

Echa un vistazo al fragmento:

for i in range (100):

#hacer algo()

Pass

Hay algunos elementos nuevos. Déjanos contarte sobre ellos:

* La palabra reservada for abre el ciclo for; nota - No hay condición después de eso; no tienes que pensar en las condiciones, ya que se verifican internamente, sin ninguna intervención.
* Cualquier variable después de la palabra reservada for es la **variable de control** del ciclo; cuenta los giros del ciclo y lo hace automáticamente.
* La palabra reservada in introduce un elemento de sintaxis que describe el rango de valores posibles que se asignan a la variable de control.
* La función range() (esta es una función muy especial) es responsable de generar todos los valores deseados de la variable de control; en nuestro ejemplo, la función creará (incluso podemos decir que **alimentará** el ciclo con) valores subsiguientes del siguiente conjunto: 0, 1, 2 .. 97, 98, 99; nota: en este caso, la función range() comienza su trabajo desde 0 y lo finaliza un paso (un número entero) antes del valor de su argumento.
* Nota la palabra clave pass dentro del cuerpo del ciclo - no hace nada en absoluto; es una **instrucción vacía**: la colocamos aquí porque la sintaxis del ciclo for exige al menos una instrucción dentro del cuerpo (por cierto, if, elif, else y while expresan lo mismo).

Nuestros próximos ejemplos serán un poco más modestos en el número de repeticiones de ciclo.

Echa un vistazo al fragmento de abajo. ¿Puedes predecir su salida?

for i in range(10):

print("El valor de i es actualmente", i)

Ejecuta el código para verificar si tenías razón.

Nota:

* El ciclo se ha ejecutado diez veces (es el argumento de la función range()).
* El valor de la última variable de control es 9 (no 10, ya que **comienza desde** 0 , no desde 1).

La invocación de la función range() puede estar equipada con dos argumentos, no solo uno:

for i in range (2, 8):

print("El valor de i es actualmente", i)

En este caso, el primer argumento determina el valor inicial (primero) de la variable de control.

El último argumento muestra el primer valor que no se asignará a la variable de control.

Nota: la función range() **solo acepta enteros como argumentos** y genera secuencias de enteros.

¿Puedes adivinar la salida del programa? Ejecútalo para comprobar si ahora también estabas en lo cierto.

El primer valor mostrado es 2 (tomado del primer argumento de range()).

El último es 7 (aunque el segundo argumento de range() es 8).

**Más sobre el ciclo for y la función range() con tres argumentos**

La función range() también puede aceptar **tres argumentos**: Echa un vistazo al código del editor.

El tercer argumento es un **incremento**: es un valor agregado para controlar la variable en cada giro del ciclo (como puedes sospechar, el valor predeterminado del incremento **es 1**).

¿Puedes decirnos cuántas líneas aparecerán en la consola y qué valores contendrán?

Ejecuta el programa para averiguar si tenías razón.

Deberías poder ver las siguientes líneas en la ventana de la consola:

El valor de i es actualmente 2

El valor de i es actualmente 5

¿Sabes por qué? El primer argumento pasado a la función range() nos dice cual es el número **de inicio** de la secuencia (por lo tanto, 2 en la salida). El segundo argumento le dice a la función dónde **detener** la secuencia (la función genera números hasta el número indicado por el segundo argumento, pero no lo incluye). Finalmente, el tercer argumento indica el **paso**, que en realidad significa la diferencia entre cada número en la secuencia de números generados por la función.

2(número inicial) → 5 (2 incremento por 3 es igual a 5 - el número está dentro del rango de 2 a 8) → 8 (5 incremento por 3 es igual a 8 - el número no está dentro del rango de 2 a 8, porque el parámetro de parada no está incluido en la secuencia de números generados por la función).

Nota: si el conjunto generado por la función range() está vacío, el ciclo no ejecutará su cuerpo en absoluto.

Al igual que aquí, no habrá salida:

for i in range(1, 1):

print("El valor de i es actualmente", i)

Nota: el conjunto generado por range() debe ordenarse en **un orden ascendente**. No hay forma de forzar el range() para crear un conjunto en una forma diferente. Esto significa que el segundo argumento de range() debe ser mayor que el primero.

Por lo tanto, tampoco habrá salida aquí:

for i in range(2, 1):

print ("El valor de i es actualmente", i)

Echemos un vistazo a un programa corto cuya tarea es escribir algunas de las primeras potencias de dos:

pow = 1

for exp in range(16):

print ("2 a la potencia de", exp, "es", pow)

pow \* = 2

La variable exp se utiliza como una variable de control para el ciclo e indica el valor actual del exponente. La propia exponenciación se sustituye multiplicando por dos. Dado que 2 0 es igual a 1, después 2 × 1 es igual a 21, 2 × 21 es igual a 22, y así sucesivamente. ¿Cuál es el máximo exponente para el cual nuestro programa aún imprime el resultado?

Ejecuta el código y verifica si la salida coincide con tus expectativas.

for i in range(2, 8, 3):

print("El valor de i es actualmente", i)

**LABORATORIO**

**Tiempo estimado**

5 minutos

**Nivel de dificultad**

Muy fácil

**Objetivos**

Familiarizar al estudiante con:

* Utilizar el ciclo for.
* Reflejar situaciones de la vida real en código de computadora.

**Escenario**

¿Sabes lo que es Mississippi? Bueno, es el nombre de uno de los estados y ríos en los Estados Unidos. El río Mississippi tiene aproximadamente 2,340 millas de largo, lo que lo convierte en el segundo río más largo de los Estados Unidos (el más largo es el río Missouri). ¡Es tan largo que una sola gota de agua necesita 90 días para recorrer toda su longitud!

La palabra Mississippi también se usa para un propósito ligeramente diferente: para contar mississippily (mississippimente).

Si no estás familiarizado con la frase, estamos aquí para explicarte lo que significa: se utiliza para contar segundos.

La idea detrás de esto es que agregar la palabra Mississippi a un número al contar los segundos en voz alta hace que suene más cercano al reloj, y por lo tanto "un Mississippi, dos Mississippi, tres Mississippi" tomará aproximadamente unos tres segundos reales de tiempo. A menudo lo usan los niños que juegan al escondite para asegurarse de que el buscador haga un conteo honesto.

Tu tarea es muy simple aquí: escribe un programa que use un ciclo for para "contar de forma mississippi" hasta cinco. Habiendo contado hasta cinco, el programa debería imprimir en la pantalla el mensaje final "¡Listo o no, ahí voy!"

Utiliza el esqueleto que hemos proporcionado en el editor.

INFO EXTRA

Ten en cuenta que el código en el editor contiene dos elementos que pueden no ser del todo claros en este momento: la declaración import time y el método sleep(). Vamos a hablar de ellos pronto.

Por el momento, nos gustaría que supieras que hemos importado el módulo time y hemos utilizado el método sleep() para suspender la ejecución de cada función posterior de print() dentro del ciclo for durante un segundo, de modo que el mensaje enviado a la consola se parezca a un conteo real. No te preocupes, pronto aprenderás más sobre módulos y métodos.

import time

# Escribe un ciclo for que cuente hasta cinco.

for i in range(1, 6):

# Cuerpo del ciclo: imprime el número de iteración del ciclo y la palabra "Mississippi".

print(f"{i} Mississippi")

# Cuerpo del ciclo - uso: time.sleep (1)

time.sleep(1)

# Escribe una función de impresión con el mensaje final.

print("¡Listo o no, ahí voy!")

**Salida esperada**

1 Mississippi

2 Mississippi

3 Mississippi

4 Mississippi

5 Mississippi

**Las declaraciones break y continue**

Hasta ahora, hemos tratado el cuerpo del ciclo como una secuencia indivisible e inseparable de instrucciones que se realizan completamente en cada giro del ciclo. Sin embargo, como desarrollador, podrías enfrentar las siguientes opciones:

* Parece que no es necesario continuar el ciclo en su totalidad; se debe abstener de seguir ejecutando el cuerpo del ciclo e ir más allá.
* Parece que necesitas comenzar el siguiente giro del ciclo sin completar la ejecución del turno actual.

Python proporciona dos instrucciones especiales para la implementación de estas dos tareas. Digamos por razones de precisión que su existencia en el lenguaje no es necesaria: un programador experimentado puede codificar cualquier algoritmo sin estas instrucciones. Tales adiciones, que no mejoran el poder expresivo del lenguaje, sino que solo simplifican el trabajo del desarrollador, a veces se denominan **dulces sintácticos** o azúcar sintáctica.

Estas dos instrucciones son:

* Break: Sale del ciclo inmediatamente, e incondicionalmente termina la operación del ciclo; el programa comienza a ejecutar la instrucción más cercana después del cuerpo del ciclo.
* Continue: Se comporta como si el programa hubiera llegado repentinamente al final del cuerpo; el siguiente turno se inicia y la expresión de condición se prueba de inmediato.
* Ambas palabras son **palabras clave reservadas.**

Ahora te mostraremos dos ejemplos simples para ilustrar como funcionan las dos instrucciones. Mira el código en el editor. Ejecuta el programa y analiza la salida. Modifica el código y experimenta.

# break - ejemplo

print("La instrucción de ruptura:")

for i in range(1,6):

if i == 3:

break

print("Dentro del ciclo.", i)

print("Fuera del ciclo.")

# continua - ejemplo

print("\nLa instrucción continue:")

for i in range(1,6):

if i == 3:

continue

print("Dentro del ciclo.", i)

print("Fuera del ciclo.")

**Las declaraciones break y continue: más ejemplos**

Regresemos a nuestro programa que reconoce el más grande entre los números ingresados. Lo convertiremos dos veces, usando las instrucciones de break y continue.

Analiza el código y determina como usarías alguno de ellos.

La variante break va aquí:

numeroMayor = -99999999

contador = 0

while True:

numero = int(input("Ingresa un número o escribe -1 para finalizar el programa:"))

if numero == -1:

break

contador = 1

if numero > numeroMayor:

numeroMayor = numero

if contador:

print("El número más grande es", numeroMayor)

else:

print("No ha ingresado ningún número")

Ejecútalo, pruébalo y experimenta con él.

Y ahora la variante continue:

numeroMayor = -99999999

contador = 0

numero = int(input("Ingresa un número o escribe -1 para finalizar el programa:"))

while numero != -1:

if numero == -1:

continue

contador = 1

if numero > numeroMayor:

numeroMayor = numero

numero = int(input("Ingresa un número o escribe -1 para finalizar el programa:"))

if contador:

print("El número más grande es", numeroMayor)

else:

print("No ha ingresado ningún número")

Otra vez: ejecútalo, pruébalo y experimenta con él.

**LABORATORIO**

**Tiempo estimado**

10 minutos

**Nivel de dificultad**

Fácil

**Objetivos**

Familiarizar al estudiante con:

* Utilizar la instrucción break en los ciclos.
* Reflejar situaciones de la vida real en código de computadora.

**Escenario**

La instrucción break se usa para salir/terminar un ciclo.

Diseña un programa que use un ciclo while y le pida continuamente al usuario que ingrese una palabra a menos que ingrese "chupacabra" como la palabra de salida secreta, en cuyo caso el mensaje "¡Has dejado el ciclo con éxito”! Debe imprimirse en la pantalla y el ciclo debe terminar.

No imprimas ninguna de las palabras ingresadas por el usuario. Utiliza el concepto de ejecución condicional y la declaración break.

while True:

word = input("Ingresa una palabra o escribe chupacabra para finalizar el programa:")

if word == "chupacabra":

break

print("¡Has dejado el ciclo con éxito!")

**LABORATORIO**

**Tiempo estimado**

10-15 minutos

**Nivel de dificultad**

Fácil

**Objetivos**

Familiarizar al estudiante con:

* Utilizar la instrucción continue en los ciclos.
* Reflejar situaciones de la vida real en código de computadora.

**Escenario**

La sentencia continue se usa para omitir el bloque actual y avanzar a la siguiente iteración, sin ejecutar las declaraciones dentro del ciclo.

Se puede usar tanto con while y ciclos for.

Tu tarea aquí es muy especial: ¡Debes diseñar un devorador de vocales! Escribe un programa que use:

* Un ciclo for.
* El concepto de ejecución condicional (if-elif-else).
* La declaración continue.

Tu programa debe:

* Pedir al usuario que ingrese una palabra.
* Utiliza userWord = userWord.upper() para convertir la palabra ingresada por el usuario a mayúsculas; hablaremos sobre los llamados **métodos de cadena** y el upper() muy pronto, no te preocupes.
* Utiliza la ejecución condicional y la instrucción continue para "comer" las siguientes vocales A , E , I , O , U de la palabra ingresada.
* Imprime las letras no consumidas en la pantalla, cada una de ellas en una línea separada.

Prueba tu programa con los datos que le proporcionamos.

# Indicar al usuario que ingrese una palabra

# y asignarlo a la variable userWord.

userWord = input("Ingresa una palabra: ")

userWord = userWord.upper()

for letra in userWord:

# Completa el cuerpo del ciclo for.

if letra == "A":

continue

elif letra == "E":

continue

elif letra == "I":

continue

elif letra == "O":

continue

elif letra == "U":

continue

print(letra)

**Datos de prueba**

Entrada de muestra: Gregory

Salida esperada:

G

R

G

R

Y

Entrada de muestra: abstemious

Salida esperada:

B

S

T

M

S

Entrada de muestra: IOUEA

Salida esperada:

**LABORATORIO**

**Tiempo estimado**

5-10 minutos

**Nivel de dificultad**

Fácil

**Objetivos**

Familiarizar al estudiante con:

* Utilizar la instrucción continue en los ciclos.
* Modificar y actualizar el código existente.
* Reflejar situaciones de la vida real en código de computadora.

**Escenario**

Tu tarea aquí es aún más especial que antes: ¡Debes rediseñar el devorador de vocales (feo) del laboratorio anterior (3.1.2.10) y crear un mejor devorador de vocales (bonito) mejorado! Escribe un programa que use:

* Un ciclo for.
* El concepto de ejecución condicional (if-elif-else ).
* La declaración continue.

Tu programa debe:

* Pedir al usuario que ingrese una palabra.
* Utilizar userWord = userWord.upper() para convertir la palabra ingresada por el usuario a mayúsculas; hablaremos sobre los llamados **métodos de cadena** y el upper() muy pronto, no te preocupes.
* Usa la ejecución condicional y la instrucción continue para "comer" las siguientes vocales A , E , I , O , U de la palabra ingresada.
* Asigne las letras no consumidas a la variable palabrasinVocal e imprime la variable en la pantalla.

Analiza el código en el editor. Hemos creado palabrasinVocal y le hemos asignado una cadena vacía. Utiliza la operación de concatenación para pedirle a Python que combine las letras seleccionadas en una cadena más larga durante los siguientes giros de ciclo, y asignarlo a la variable palabrasinVocal.

Prueba tu programa con los datos que le proporcionamos.

palabraSinVocal = ""

# Indicar al usuario que ingrese una palabra

# y asignarlo a la variable userWord

userWord = input("Ingresa una palabra: ")

userWord = userWord.upper()

for letra in userWord:

# Completa el cuerpo del ciclo.

if letra == "A": # if letra in ["A", "E", "I", "O", "U"]:

continue

elif letra == "E":

continue

elif letra == "I":

continue

elif letra == "O":

continue

elif letra == "U":

continue

palabraSinVocal += letra

# Imprimir la palabra asignada a palabraSinVocal.

print(palabraSinVocal)

**Datos de prueba**

Entrada de muestra: Gregory

Salida esperada:

GRGRY

Entrada de muestra: abstemious

Salida esperada:

BSTMS

Entrada de muestra: IOUEA

Salida esperada:

**El while y la opción else**

Ambos ciclos, while y for, tienen una característica interesante (y rara vez se usa).

Te mostraremos cómo funciona: intenta juzgar por ti mismo si es utilizable.

En otras palabras, trata de convencerte si la función es valiosa y útil, o solo es azúcar sintáctica.

Echa un vistazo al fragmento en el editor. Hay algo extraño al final: la palabra clave else.

Como pudiste haber sospechado, los ciclos **también pueden tener la rama** else, **como los** if.

La rama else del ciclo **siempre se ejecuta una vez, independientemente de si el ciclo ha entrado o no en su cuerpo.**

¿Puedes adivinar la salida? Ejecuta el programa para comprobar si tenías razón.

Modifica el fragmento un poco para que el ciclo no tenga oportunidad de ejecutar su cuerpo ni una sola vez:

i = 5

while i < 5:

print(i)

i += 1

else:

print("else:", i)

El estado de while es Falso al principio, ¿puedes verlo?

Ejecuta y prueba el programa, y verifica si se ha ejecutado o no la rama else.

En Sandbox

i = 1

while i < 5:

print (i)

i += 1

else:

print("else:", i)

**El ciclo for y la rama else**

Los ciclos for se comportan de manera un poco diferente: echa un vistazo al fragmento en el editor y ejecútalo.

La salida puede ser un poco sorprendente.

La variable i conserva su último valor.

Modifica el código un poco para realizar un experimento más.

i = 111

for i in range(2, 1):

print(i)

else:

print("else:", i)

¿Puedes adivinar la salida?

El cuerpo del ciclo no se ejecutará aquí en absoluto. Nota: hemos asignado la variable i antes del ciclo.

Ejecuta el programa y verifica su salida.

Cuando el cuerpo del ciclo no se ejecuta, la variable de control conserva el valor que tenía antes del ciclo.

Nota: **si la variable de control no existe antes de que comience el ciclo, no existirá cuando la ejecución llegue a la rama** else.

¿Cómo te sientes acerca de esta variante de else?

Ahora vamos a informarte sobre otros tipos de variables. Nuestras variables actuales solo pueden **almacenar un valor a la vez**, pero hay variables que pueden hacer mucho más; pueden **almacenar tantos valores como desees**.

En Sandbox

for i in range(5):

print(i)

else:

print("else:", i)

**LABORATORIO**

**Tiempo estimado**

20-30 minutos

**Nivel de dificultad**

Medio

**Objetivos**

Familiarizar al estudiante con:

* Utilizar el ciclo while.
* Encontrar la implementación adecuada de reglas definidas verbalmente.
* Reflejar situaciones de la vida real en código de computadora.

**Escenario**

Escucha esta historia: Un niño y su padre, un programador de computadoras, juegan con bloques de madera. Están construyendo una pirámide.

Su pirámide es un poco rara, ya que en realidad es una pared en forma de pirámide, es plana. La pirámide se apila de acuerdo con un principio simple: cada capa inferior contiene un bloque más que la capa superior.

La figura ilustra la regla utilizada por los constructores:
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Tu tarea es escribir un programa que lea la cantidad de bloques que tienen los constructores, y generar la altura de la pirámide que se puede construir utilizando estos bloques.

Nota: La altura se mide por el número de **capas completas**: si los constructores no tienen la cantidad suficiente de bloques y no pueden completar la siguiente capa, terminan su trabajo inmediatamente.

Prueba tu código con los datos que hemos proporcionado.

bloques = int(input("Ingrese el número de bloques: "))

# Escribe tu código aquí.

altura = 0

capaInferior = 0

capaSuperior = 1

while bloques > 0:

capaInferior = capaSuperior + 1

if capaSuperior < capaInferior:

altura += 1

bloques -= capaInferior

capaSuperior += 1

print("La altura de la pirámide es:", altura)

**Datos de prueba**

Entrada de muestra: 6

Producto esperado: La altura de la pirámide es: 3

Entrada de muestra: 20

Salida esperada: La altura de la pirámide es: 5

Entrada de muestra: 1000

Resultado esperado: La altura de la pirámide es: 44

Entrada de muestra: 2

Salida esperada: La altura de la pirámide es: 1

**LABORATORIO**

**Tiempo estimado**

20 minutos

**Nivel de dificultad**

Media

**Objetivos**

Familiarizar al estudiante con:

* Utilizar el ciclo while.
* Convertir ciclos definidos verbalmente en código de Python real.

**Escenario**

En 1937, un matemático alemán llamado Lothar Collatz formuló una hipótesis intrigante (aún no se ha comprobado) que se puede describir de la siguiente manera:

1. Toma cualquier número entero que no sea negativo y que no sea cero y asígnale el nombre c0.
2. Si es par, evalúa un nuevo c0 como c0 ÷ 2.
3. De lo contrario, si es impar, evalúe un nuevo c0 como 3 × c0 + 1.
4. Si c0 ≠ 1, salta al punto 2.

La hipótesis dice que, independientemente del valor inicial de c0, el valor siempre tiende a 1.

Por supuesto, es una tarea extremadamente compleja usar una computadora para probar la hipótesis de cualquier número natural (incluso puede requerir inteligencia artificial), pero puede usar Python para verificar algunos números individuales. Tal vez incluso encuentres el que refutaría la hipótesis.

Escribe un programa que lea un número natural y ejecute los pasos anteriores siempre que c0 sea diferente de 1. También queremos que cuente los pasos necesarios para lograr el objetivo. Tu código también debe mostrar todos los valores intermedios de c0.

Sugerencia: la parte más importante del problema es como transformar la idea de Collatz en un ciclo while- esta es la clave del éxito.

Prueba tu código con los datos que hemos proporcionado.

c0 = int(input("Ingresa un número entero: "))

pasos = 0

while c0 > 0:

if c0 % 2 == 0:

c0 = c0 // 2

else:

c0 = 3 \* c0 + 1

print(c0)

pasos += 1

if c0 != 1:

continue

else:

break

print("pasos =", pasos)

**Datos de prueba**

Entrada de muestra: 15

Salida esperada:

46

23

70

35

106

53

160

80

40

20

10

5

16

8

4

2

1

pasos = 17

Entrada de muestra: 16

Salida esperada:

8

4

2

1

pasos = 4

Entrada de muestra: 1023

Salida esperada:

3070

1535

4606

2303

6910

3455

10366

5183

15550

7775

23326

11663

34990

17495

52486

26243

78730

39365

118096

59048

29524

14762

7381

22144

11072

5536

2768

1384

692

346

173

520

260

130

65

196

98

49

148

74

37

112

56

28

14

7

22

11

34

17

52

26

13

40

20

10

5

16

8

4

2

1

pasos = 62

**Puntos clave**

1. Hay dos tipos de ciclos en Python: while y for:

* El ciclo while ejecuta una sentencia o un conjunto de declaraciones siempre que una condición booleana especificada sea verdadera, por ejemplo:

# Ejemplo 1

while True:

print("Atascado en un ciclo infinito")

# Ejemplo 2

contador = 5

while contador > 2:

print(contador)

contador -= 1

* El ciclo for ejecuta un conjunto de sentencias muchas veces; se usa para iterar sobre una secuencia (por ejemplo, una lista, un diccionario, una tupla o un conjunto; pronto aprenderás sobre ellos) u otros objetos que son iterables (por ejemplo, cadenas). Puedes usar el ciclo for para iterar sobre una secuencia de números usando la función incorporada range. Mira los ejemplos a continuación:

# Ejemplo 1

palabra = "Python"

for letter in palabra:

print(letter, fin = "\*")

# Ejemplo 2

for i in range(1, 10):

if i % 2 == 0:

print(i)

2. Puedes usar las sentencias break y continue para cambiar el flujo de un ciclo:

* Utiliza break para salir de un ciclo, por ejemplo:

texto = "OpenEDG Python Institute"

for letter in texto:

if letter == "P":

break

print(letter, end= "")

* Utiliza continue para omitir la iteración actual, y continuar con la siguiente iteración, por ejemplo:

text = "pyxpyxpyx"

for letter in text:

if letter == "x":

continue

print(letter, end= "")

3. Los ciclos while y for también pueden tener una cláusula else en Python. La cláusula else se ejecuta después de que el ciclo finalice su ejecución siempre y cuando no haya terminado con break, por ejemplo:

n = 0

while n != 3:

print(n)

n += 1

else:

print(n, "else")

print()

for i in range(0, 3):

print(i)

else:

print(i, "else")

4. La función range() genera una secuencia de números. Acepta enteros y devuelve objetos de rango. La sintaxis de range() tiene el siguiente aspecto: range(start, stop, step), donde:

* start es un parámetro opcional que especifica el número de inicio de la secuencia (0 por defecto).
* stop es un parámetro opcional que especifica el final de la secuencia generada (no está incluido).
* y step es un parámetro opcional que especifica la diferencia entre los números en la secuencia es (1 por defecto).

Código de ejemplo:

for i in range(3):

print(i, end=" ") # salidas: 0 1 2

for i in range(6, 1, -2):

print(i, end=" ") # salidas: 6, 4, 2

**Puntos clave: continuación**

**Ejercicio 1**

Crea un bucle for que cuente de 0 a 10, e imprima números impares en la pantalla. Usa el esqueleto de abajo:

for i in range(1, 11):

# línea de código

# línea de código

Solución de muestra:

for i in range(0, 11):

if i % 2 != 0:

print(i))

**Ejercicio 2**

Crea un bucle while que cuente de 0 a 10, e imprima números impares en la pantalla. Usa el esqueleto de abajo:

x = 1

while x < 11:

# line of code

# line of code

# line of code

Solución de muestra:

x = 1

while x < 11:

if x % 2 != 0:

print(x)

x += 1

**Ejercicio 3**

Crea un programa con un bucle for y una declaración break. El programa debe iterar sobre los caracteres en una dirección de correo electrónico, salir del bucle cuando llegue al símbolo @ e imprimir la parte antes de @ en una línea. Usa el esqueleto de abajo:

for ch in "john.smith@pythoninstitute.org":

if ch == "@":

# línea de código

# línea de código

Solución de muestra:

for ch in "john.smith@pythoninstitute.org":

if ch == "@":

break

print(ch, end="")

**Ejercicio 4**

Crea un programa con un bucle for y una declaración continue. El programa debe iterar sobre una cadena de dígitos, reemplazar cada 0 con x, e imprimir la cadena modificada en la pantalla. Usa el esqueleto de abajo:

for digit in "0165031806510":

if digit == "0":

# línea de código

# línea de código

# línea de código

Solución de muestra:

for digit in "0165031806510":

if digit == "0":

print("x", end="")

continue

print(digit, end="")

**Ejercicio 5**

¿Cuál es la salida del siguiente código?

n = 3

while n > 0:

print(n + 1)

n -= 1

else:

print(n)

4

3

2

0

**Ejercicio 6**

¿Cuál es la salida del siguiente código?

n = range(4)

for num in n:

print(num - 1)

else:

print(num)

-1

0

1

2

3

**Ejercicio 7**

¿Cuál es la salida del siguiente código?

for i in range(0, 6, 3):

print(i)

0

3

**Lógica de computadora**

¿Te has dado cuenta de que las condiciones que hemos usado hasta ahora han sido muy simples, por no decir, bastante primitivas? Las condiciones que utilizamos en la vida real son mucho más complejas. Veamos esta oración:

Si tenemos tiempo libre, y el clima es bueno, saldremos a caminar.

Hemos utilizado la conjunción and (y), lo que significa que salir a caminar depende del cumplimiento simultáneo de estas dos condiciones. En el lenguaje de la lógica, tal conexión de condiciones se denomina **conjunción**. Y ahora otro ejemplo:

*Si estás en el centro comercial o estoy en el centro comercial, uno de nosotros le comprará un regalo a mamá.*

La aparición de la palabra or (o) significa que la compra depende de al menos una de estas condiciones. En lógica, este compuesto se llama una **disyunción**.

Está claro que Python debe tener operadores para construir conjunciones y disyunciones. Sin ellos, el poder expresivo del lenguaje se debilitaría sustancialmente. Se llaman **operadores lógicos**.

**and**

Un operador de conjunción lógica en Python es la palabra y. Es un operador binario **con una prioridad inferior a la expresada por los operadores de comparación**. Nos permite codificar condiciones complejas sin el uso de paréntesis como este:

contador > 0 and valor == 100

El resultado proporcionado por el operador and se puede determinar sobre la base de la **tabla de verdad**.

Si consideramos la conjunción de A and B, el conjunto de valores posibles de argumentos y los valores correspondientes de conjunción se ve de la siguiente manera:

|  |  |  |
| --- | --- | --- |
| **Argumento A** | **Argumento B** | **A y B** |
| False | False | False |
| False | True | False |
| True | False | False |
| True | True | True |

**or**

Un operador de disyunción es la palabra or. Es un operador binario **con una prioridad más baja que** and (al igual que + en comparación con \*). Su tabla de verdad es la siguiente:

|  |  |  |
| --- | --- | --- |
| **Argumento A** | **Argumento B** | **A or B** |
| False | False | False |
| False | True | True |
| True | False | True |
| True | True | True |

**not**

Además, hay otro operador que se puede aplicar para condiciones de construcción. **Es un operador unario que realiza una negación lógica**. Su funcionamiento es simple: convierte la verdad en falso y lo falso en verdad.

Este operador se escribe como la palabra not, y su **prioridad es muy alta: igual que el unario** + **y** -. Su tabla de verdad es simple:

|  |  |
| --- | --- |
| **Argumento** | **not Argumento** |
| False | True |
| True | False |

**Expresiones lógicas**

Creemos una variable llamada var y asignémosle 1. Las siguientes condiciones son **equivalentes a pares**:

print(var > 0)

print(not (var <= 0))

print(var != 0)

print(not (var == 0))

Puedes estar familiarizado con las leyes de De Morgan. Dicen que:

*La negación de una conjunción es la separación de las negaciones.*

*La negación de una disyunción es la conjunción de las negaciones.*

Escribamos lo mismo usando Python:

not (p and q) == (not p) or (not q)

not (p or q) == (not p) and (not q)

Observa como se han utilizado los paréntesis para codificar las expresiones: las colocamos allí para mejorar la legibilidad.

Deberíamos agregar que ninguno de estos operadores de dos argumentos se puede usar en la forma abreviada conocida como op=. Vale la pena recordar esta excepción.

**Valores lógicos vs. bits individuales**

Los operadores lógicos toman sus argumentos como un todo, independientemente de cuántos bits contengan. Los operadores solo conocen el valor: cero (cuando todos los bits se restablecen) significa False; no cero (cuando se establece al menos un bit) significa True.

El resultado de sus operaciones es uno de estos valores: False o True. Esto significa que este fragmento de código asignará el valor True a la variable j si i no es cero; de lo contrario, será False.

i = 1

j = not not i

**Operadores bitwise**

Sin embargo, hay cuatro operadores que le permiten **manipular bits de datos individuales**. Se denominan **operadores bitwise**.

Cubren todas las operaciones que mencionamos anteriormente en el contexto lógico, y un operador adicional. Este es el operador xor (como en **o exclusivo**), y se denota como ^ (signo de intercalación).

Aquí están todos ellos:

* & (ampersand) - conjunción a nivel de bits.
* | (barra vertical) - disyunción a nivel de bits.
* ~ (tilde) - negación a nivel de bits.
* ^ (signo de intercalación) - exclusivo a nivel de bits o (xor).

**Operaciones bitwise (&, |, y ^)**

Arg A Arg B Arg B & Arg B Arg A | Arg B Arg A ^ Arg B

0 0 0 0 0

0 1 0 1 1

1 0 0 1 1

1 1 1 1 0

**Operaciones bitwise (~)**

Arg ~Arg

0 1

1 0

Hagámoslo más fácil:

* & requieres exactamente dos 1 s para proporcionar 1 como resultado.
* | requiere al menos un 1 para proporcionar 1 como resultado.
* ^ requiere exactamente un 1 para proporcionar 1 como resultado.

Agreguemos un comentario importante: los argumentos de estos operadores **deben ser enteros.** No debemos usar flotantes aquí.

La diferencia en el funcionamiento de los operadores lógicos y de bits es importante: **los operadores lógicos no penetran en el nivel de bits de su argumento**. Solo les interesa el valor entero final.

Los operadores bitwise son más estrictos: tratan con **cada bit por separado**. Si asumimos que la variable entera ocupa 64 bits (lo que es común en los sistemas informáticos modernos), puede imaginar la operación a nivel de bits como una evaluación de 64 veces del operador lógico para cada par de bits de los argumentos. Su analogía es obviamente imperfecta, ya que en el mundo real todas estas 64 operaciones se realizan al mismo tiempo (simultáneamente).

**Operaciones lógicas vs operaciones de bit: continuación**

Ahora te mostraremos un ejemplo de la diferencia en la operación entre las operaciones lógicas y de bit. Supongamos que se han realizado las siguientes tareas:

i = 15

j = 22

Si asumimos que los enteros se almacenan con 32 bits, la imagen a nivel de bits de las dos variables será la siguiente:

i: 00000000000000000000000000001111

j: 00000000000000000000000000010110

Se ejecuta la asignación:

log = i and j

Estamos tratando con una conjunción lógica aquí. Vamos a trazar el curso de los cálculos. Ambas variables i y j no son ceros, por lo que se considerará que representan a True. Al consultar la tabla de verdad para el operador and, podemos ver que el resultado será True. No se realizan otras operaciones.

log: True

Ahora la operación a nivel de bits - aquí está:

bit = i & j

El operador & operará con cada par de bits correspondientes por separado, produciendo los valores de los bits relevantes del resultado. Por lo tanto, el resultado será el siguiente:

i 000000000000000000000000000 01111

j 000000000000000000000000000 10110

bit = i & j 000000000000000000000000000 00110

Estos bits corresponden al valor entero de seis.

Veamos ahora los operadores de negación. Primero el lógico:

logneg = not i

La variable logneg se establecerá en False: no es necesario hacer nada más.

La negación a nivel de bits es así:

bitneg = ~i

Puede ser un poco sorprendente: el valor de la variable bitneg es -16. Esto puede parecer extraño, pero no lo es en absoluto. Si deseas obtener más información, debes consultar el sistema de números binarios y las reglas que rigen los números de complemento de dos.

i 0000000000000000000000000000 1111

bitneg = ~i 1111111111111111111111111111 0000

Cada uno de estos operadores de dos argumentos se puede utilizar en **forma abreviada**. Estos son los ejemplos de sus notaciones equivalentes:

x = x & y x &= y

x = x | y x |= y

x = x ^ y x ^= y

**¿Cómo tratamos los bits individuales?**

Ahora te mostraremos para que puedes usar los operadores de bitwise. Imagina que eres un desarrollador obligado a escribir una pieza importante de un sistema operativo. Se te ha dicho que puedes usar una variable asignada de la siguiente forma:

flagRegister = 0x1234

La variable almacena la información sobre varios aspectos de la operación del sistema. **Cada bit de la variable almacena un valor de si/no**. También se te ha dicho que solo uno de estos bits es tuyo, el tercero (recuerda que los bits se numeran desde cero y el número de bits cero es el más bajo, mientras que el más alto es el número 31). Los bits restantes no pueden cambiar, porque están destinados a almacenar otros datos. Aquí está tu bit marcado con la letra x:

flagRegister = 000000000000000000000000000000x000

Es posible que tengas que hacer frente a las siguientes tareas:

1. **Comprobar el estado de tu bit**: deseas averiguar el valor de su bit; comparar la variable completa con cero no hará nada, porque los bits restantes pueden tener valores completamente impredecibles, pero puedes usar la siguiente propiedad de conjunción:

x & 1 = x

x & 0 = 0

Si aplicas la operación & a la variable flagRegister junto con la siguiente imagen de bits:

00000000000000000000000000001000

(observa el 1 en la posición de tu bit) como resultado, obtendrás una de las siguientes cadenas de bits:

* 00000000000000000000000000001000 si tu bit se estableció en 1
* 00000000000000000000000000000000 si tu bit se reseteo a 0

Dicha secuencia de ceros y unos, cuya tarea es tomar el valor o cambiar los bits seleccionados, se denomina **máscara de bits**.

Construyamos una máscara de bits para detectar el estado de tus bits. Debería apuntar a **el tercer bit**. Ese bit tiene el peso de 23=8. Se podría crear una máscara adecuada mediante la siguiente declaración:

theMask = 8

También puedes hacer una secuencia de instrucciones dependiendo del estado de tu bit i, aquí está:

if flagRegister & theMask:

# mi bit está listo

else:

# mi bit se restablece

2. **Reinicia tu bit**: asigna un cero al bit, mientras que todos los otros bits deben permanecer sin cambios; usemos la misma propiedad de la conjunción que antes, pero usemos una máscara ligeramente diferente, exactamente como se muestra a continuación:

11111111111111111111111111110111

Tenga en cuenta que la máscara se creó como resultado de la negación de todos los bits de la variable theMask. Restablecer el bit es simple, y se ve así (elige el que más te guste):

flagRegister = flagRegister & ~theMask

flagregister &= ~theMask

3. **Establece tu bit**: asigna un 1 a tu bit, mientras que todos los bits restantes deben permanecer sin cambios; usa la siguiente propiedad de disyunción:

x | 1 = 1

x | 0 = x

Ya estás listo para configurar su bit con una de las siguientes instrucciones:

flagRegister = flagRegister | theMask

flagRegister |= theMask

4. **Niega tu bit**: reemplaza un 1 con un 0 y un 0 con un 1. Puedes utilizar una propiedad interesante del operador ~x:

x ^ 1 = ~x

x ^ 0 = x

Niega tu bit con las siguientes instrucciones:

flagRegister = flagRegister ^ theMask

flagRegister ^= theMask

**Desplazamiento izquierdo binario y desplazamiento derecho binario**

Python ofrece otra operación relacionada con los bits individuales: **shifting**. Esto se aplica solo a los valores de **número entero**, y no debe usar flotantes como argumentos para ello.

Ya aplicas esta operación muy a menudo y muy inconscientemente. ¿Cómo multiplicas cualquier número por diez? Echa un vistazo:

12345 × 10 = 123450

Como puede ver, **multiplicar por diez es de hecho un desplazamiento** de todos los dígitos a la izquierda y llenar el vacío resultante con cero.

¿División entre diez? Echa un vistazo:

12340 ÷ 10 = 1234

Dividir entre diez no es más que desplazar los dígitos a la derecha.

La computadora realiza el mismo tipo de operación, pero con una diferencia: como dos es la base para los números binarios (no 10), **desplazar un valor un bit a la izquierda corresponde a multiplicarlo por dos**; respectivamente, **desplazar un bit a la derecha es como dividir entre dos** (observe que se pierde el bit más a la derecha).

Los **operadores de cambio** en Python son un par de **dígrafos**: < < y > >, sugiriendo claramente en qué dirección actuará el cambio.

valor << bits

valor >> bits

**El argumento izquierdo de estos operadores es un valor entero cuyos bits se desplazan. El argumento correcto determina el tamaño del turno**.

Esto demuestra que esta operación ciertamente no es conmutativa.

La prioridad de estos operadores es muy alta. Los verás en la tabla de prioridades actualizada, que te mostraremos al final de esta sección.

Echa un vistazo a los cambios en la ventana del editor.

La invocación final de print() produce el siguiente resultado:

17 68 8

Nota:

17 // 2 → 8 (desplazarse hacia la derecha en un bit equivale a la división de enteros en dos)

17 \* 4 → 68 (desplazarse hacia la izquierda dos bits es lo mismo que multiplicar números enteros por cuatro).

Y aquí está la tabla de prioridades actualizada, que contiene todos los operadores presentados hasta ahora:

|  |  |  |
| --- | --- | --- |
| **Prioridad** | **Operador** |  |
| 1 | ! ~ (tipo) ++ -- + - | unario |
| 2 | \*\* |  |
| 3 | \* / % |  |
| 4 | + - | binario |
| 5 | << >> |  |
| 6 | <<=>> = |  |
| 7 | == != |  |
| 8 | & |  |
| 9 | | |  |
| 10 | && |  |
| 11 | || |  |
| 12 | = += -= \*= /= %= &= ^= |= >>= <<= |  |

En Sandbox

var = 17

varRight = var >> 1

varLeft = var << 2

print(var, varLeft, varRight)

**Puntos clave**

1. Python es compatible con los siguientes operadores lógicos:

* and → si ambos operandos son verdaderos, la condición es verdadera, por ejemplo, (True and True) es True.
* or → si alguno de los operandos es verdadero, la condición es verdadera, por ejemplo, (True or False) es True.
* not → devuelve False si el resultado es verdadero y devuelve True si es falso, por ejemplo, not True es False.

2. Puedes utilizar operadores bit a bit para manipular bits de datos individuales. Los siguientes datos de muestra:

* x = 15, el cual es 0000 1111 en binario.
* y = 16, el cual es 0001 0000 en binario.

Se utilizarán para ilustrar el significado de operadores bit a bit en Python. Analiza los ejemplos a continuación:

* & hace un *bit a bit and (y),* por ejemplo, x & y = 0, el cual es 0000 0000 en binario.
* | hace un *bit a bit or (o)*, por ejemplo, x | y = 31, el cual es 0001 1111 en binario.
* ˜ hace un *bit a bit not (no)*, por ejemplo, ˜ x = 240, el cual es 1111 0000 en binario.
* ^ hace un *bit a bit xor*, por ejemplo, x ^ y = 31, el cual es 0001 1111 en binario.
* >> hace un *desplazamiento bit a bit a la derecha*, por ejemplo, y >> 1 = 8, el cual es 0000 1000 en binario.
* << hace un *desplazamiento bit a bit a la izquierda*, por ejemplo, y << 3 =, el cual es 1000 0000 en binario.

**Ejercicio 1**

¿Cuál es la salida del siguiente fragmento de código?

x = 1

y = 0

z = ((x == y) and (x == y)) or not(x == y)

print(not(z))

False

**Ejercicio 2**

¿Cuál es la salida del siguiente fragmento de código?

x = 4

y = 1

a = x & y

b = x | y

c = ~ x

d = x ^ 5

e = x >> 2

f = x << 2

print(a, b, c, d, e, f)

0 5 -5 1 1 16

**¿Por qué necesitamos listas?**

Puede suceder que tengas que leer, almacenar, procesar y, finalmente, imprimir docenas, quizás cientos, tal vez incluso miles de números. ¿Entonces qué? ¿Necesitas crear una variable separada para cada valor? ¿Tendrás que pasar largas horas escribiendo declaraciones como la que se muestra a continuación?

var1 = int(input())

var2 = int(input())

var3 = int(input())

var4 = int(input())

var5 = int(input())

var6 = int(input())

Si no crees que esta sea una tarea complicada, toma un papel y escribe un programa que:

* Lea cinco números.
* Los imprima en orden desde el más pequeño hasta el más grande (Este tipo de procesamiento se denomina **ordenamiento**).

Debes percatarte que ni siquiera tienes suficiente papel para completar la tarea.

Hasta ahora, has aprendido como declarar variables que pueden almacenar exactamente un valor dado a la vez. Tales variables a veces se denominan **escalares** por analogía con las matemáticas. Todas las variables que has usado hasta ahora son realmente escalares.

Piensa en lo conveniente que sería declarar una variable que podría **almacenar más de un valor**. Por ejemplo, cien, o mil o incluso diez mil. Todavía sería una y la misma variable, pero muy amplia y espaciosa. ¿Suena atractivo? Quizás, pero ¿cómo manejarías un contenedor así lleno de valores diferentes? ¿Cómo elegirías solo el que necesitas?

¿Y si solo pudieras numerarlos? Y luego di: dame el valor número 2; asigna el valor número 15; aumenta el número del valor 10000.

Te mostraremos como declarar tales **variables de múltiples valores**. Haremos esto con el ejemplo que acabamos de sugerir. Escribiremos un programa **que ordene una secuencia de números.** No seremos particularmente ambiciosos: asumiremos que hay exactamente cinco números.

Vamos a crear una variable llamada números; se le asigna no solo un número, sino que se llena con una lista que consta de cinco valores (nota: la lista **comienza con un corchete abierto y termina con un corchete cerrado**; el espacio entre los corchetes es llenado con cinco números separados por comas).

numeros = [ 10, 5, 7, 2, 1]

Digamos lo mismo utilizando una terminología adecuada: números **es una lista que consta de cinco valores, todos ellos números**. También podemos decir que esta declaración crea una lista de longitud igual a cinco (ya que contiene cinco elementos).

Los elementos dentro de una lista **pueden tener diferentes tipos**. Algunos de ellos pueden ser enteros, otros son flotantes y otros pueden ser listas.

Python ha adoptado una convención que indica que los elementos de una lista están **siempre numerados desde cero**. Esto significa que el elemento almacenado al principio de la lista tendrá el número cero. Como hay cinco elementos en nuestra lista, al último de ellos se le asigna el número cuatro. No olvides esto.

Pronto te acostumbrarás y se convertirá en algo natural.

Antes de continuar con nuestra discusión, debemos indicar lo siguiente: nuestra lista **es una colección de elementos, pero cada elemento es un escalar**.

**Listas de indexación**

¿Cómo cambias el valor de un elemento elegido en la lista?

Vamos a **asignar un nuevo valor de 111 al primer elemento** en la lista. Lo hacemos de esta manera:

numeros = [10, 5, 7, 2, 1]

print("Contenido de la lista original:", numeros) # imprime el contenido de la lista original

numeros[0] = 111

print("Nuevo contenido de la lista:", numeros) # contenido de la lista actual.

Y ahora queremos **copiar el valor del quinto elemento al segundo elemento**. ¿Puedes adivinar como hacerlo?

numeros = [10, 5, 7, 2, 1]

print("Contenido de la lista original:", numeros) # imprimiendo contenido de la lista original.

numeros[0] = 111

print("\nPrevio contenido de la lista:", numeros) # imprimiendo contenido de la lista anterior.

numeros[1] = numeros[4] # copiando el valor del quinto elemento al segundo

print("Nuevo contenido de la lista:", numeros) # imprimiendo el contenido de la lista actual.

El valor dentro de los corchetes que selecciona un elemento de la lista se llama un **índice**, mientras que la operación de seleccionar un elemento de la lista se conoce como **indexación**.

Vamos a utilizar la función print() para imprimir el contenido de la lista cada vez que realicemos los cambios. Esto nos ayudará a seguir cada paso con más cuidado y ver que sucede después de una modificación de la lista en particular.

Nota: todos los índices utilizados hasta ahora son literales. Sus valores se fijan en el tiempo de ejecución, pero **cualquier expresión también puede ser un índice**. Esto abre muchas posibilidades.

En sandbox

numeros = [10, 5, 7, 2, 1]

print("Contenido de la lista:", numeros) # imprimiendo contenido de la lista original.

**Accediendo al contenido de la lista**

Se puede acceder a cada uno de los elementos de la lista por separado. Por ejemplo, se puede imprimir:

print(numeros[0]) # accediendo al primer elemento de la lista.

Suponiendo que todas las operaciones anteriores se hayan completado con éxito, el fragmento enviará 111 a la consola.

Como puedes ver en el editor, la lista también puede imprimirse como un todo, como aquí:

print(numeros) # imprimiendo la lista completa.

Como probablemente hayas notado antes, Python decora la salida de una manera que sugiere que todos los valores presentados forman una lista. La salida del fragmento de ejemplo anterior se ve así:

[111, 1, 7, 2, 1]

**La función len()**

La longitud **de una lista** puede variar durante la ejecución. Se pueden agregar nuevos elementos a la lista, mientras que otros pueden eliminarse de ella. Esto significa que la lista es una entidad muy dinámica.

Si deseas verificar la longitud actual de la lista, puedes usar una función llamada len() (su nombre proviene de length - longitud).

La función toma el nombre de la lista **como un argumento y devuelve el número de elementos almacenados actualmente** dentro de la lista (en otras palabras, la longitud de la lista).

Observa la última línea de código en el editor, ejecuta el programa y verifica que valor imprimirá en la consola. ¿Puedes adivinar?

En sandbox

numeros = [10, 5, 7, 2, 1]

print("Contenido de la lista original:", numeros) # imprimiendo el contenido de la lista origina

numeros [0] = 111

print("\nPrevio contenido de la lista:", numeros) # imprimiendo contenido de la lista anterior

numeros [1] = numeros [4] # copiando el valor del quinto elemento al segundo

print("Contenido de la lista anterior:", numeros) # imprimiendo contenido de la lista anterior

print("\nLongitud de la lista:", len(numeros)) # imprimiendo la longitud de la lista

**Eliminando elementos de una lista**

Cualquier elemento de la lista puede ser **eliminado** en cualquier momento, esto se hace con una instrucción llamada del (eliminar). Nota: es una instrucción, no una función.

Tienes que apuntar al elemento que quieres eliminar, desaparecerá de la lista y la longitud de la lista se reducirá en uno.

Mira el fragmento de abajo. ¿Puedes adivinar qué salida producirá? Ejecuta el programa en el editor y comprueba.

del numeros[1]

print(len(numeros))

print(numeros)

**No puedes acceder a un elemento que no existe**, no puedes obtener su valor ni asignarle un valor. Ambas instrucciones causarán ahora errores de tiempo de ejecución:

print(numeros[4])

numeros[4] = 1

Agrega el fragmento de código anterior después de la última línea de código en el editor, ejecute el programa y verifique que sucede.

Nota: hemos eliminado uno de los elementos de la lista; ahora solo hay cuatro elementos en la lista. Esto significa que el elemento número cuatro no existe.

En sandbox

numeros = [10, 5, 7, 2, 1]

print("Contenido de la lista original:", numeros) # imprimiendo contenido de la lista original

numeros[0] = 111

print("\nPrevio contenido de la lista:", numeros) # imprimiendo contenido de la lista anterior

numeros[1] = numeros[4] # copiando el valor del quinto elemento al segundo

print("Contenido de la lista anterior:", numeros) # imprimiendo contenido de la lista anterior

print ("\nLongitud de la lista:", len(numeros)) # imprimiendo la longitud de la lista anterior

###

del numeros[1] # eliminando el segundo elemento de la lista

print("Longitud de la nueva lista:", len(numeros)) # imprimiendo nueva longitud de la lista

print("\nNuevo contenido de la lista:", numeros) # imprimiendo el contenido de la lista actual

###

**Los índices negativos son válidos**

Puede parecer extraño, pero los índices negativos son válidos y pueden ser muy útiles.

Un elemento con un índice igual a -1 es **el último en la lista**.

print(numeros[-1])

El código del ejemplo mostrará 1. Ejecuta el programa y comprueba.

Del mismo modo, el elemento con un índice igual a -2 es **el anterior al último en la lista**.

print(numeros[-2])

El fragmento de ejemplo mostrará 2.

El último elemento accesible en nuestra lista es numeros[-4] (el primero). ¡No intentes ir más lejos!

En sandbox

numeros = [111, 7, 2, 1]

print(numeros[-1])

print(numeros[-2])

**LABORATORIO**

**Tiempo estimado**

5 minutos

**Nivel de dificultad**

Muy fácil

**Objetivos**

Familiarizar al estudiante con:

* Usar instrucciones básicas relacionadas con listas.
* Crear y modificar listas.

**Escenario**

Había una vez un sombrero. El sombrero no contenía conejo, sino una lista de cinco números: 1, 2, 3, 4 y 5.

Tu tarea es:

* Escribir una línea de código que solicite al usuario que reemplace el número central en la lista con un número entero ingresado por el usuario (paso 1).
* Escribir una línea de código que elimine el último elemento de la lista (paso 2).
* Escribir una línea de código que imprima la longitud de la lista existente (paso 3).

¿Listo para este desafío?

listaSombrero = [1, 2, 3, 4, 5] # Esta es una lista existente de números ocultos en el sombrero.

# Paso 1: escribe una línea de código que solicite al usuario

# para reemplazar el número de en medio con un número entero ingresado por el usuario.

num = int(input("Reemplaza el número de en medio, ingrese un número entero: "))

listaSombrero[len(listaSombrero) // 2] = num

# Paso 2: escribe aquí una línea de código que elimine el último elemento de la lista.

del listaSombrero[len(listaSombrero) - 1]

# Paso 3: escribe aquí una línea de código que imprima la longitud de la lista existente.

print("Longitud de la lista: ", len(listaSombrero) )

print(listaSombrero)

**Funciones vs. métodos**

Un método **es un tipo específico de función**: se comporta como una función y se parece a una función, pero difiere en la forma en que actúa y en su estilo de invocación.

Una función **no pertenece a ningún dato**: obtiene datos, puede crear nuevos datos y (generalmente) produce un resultado.

Un método hace todas estas cosas, pero también puede **cambiar el estado de una entidad seleccionada**.

**Un método es propiedad de los datos para los que trabaja, mientras que una función es propiedad de todo el código**.

Esto también significa que invocar un método requiere alguna especificación de los datos a partir de los cuales se invoca el método.

Puede parecer desconcertante aquí, pero lo trataremos en profundidad cuando profundicemos en la programación orientada a objetos.

En general, una invocación de función típica puede tener este aspecto:

resultado = funcion(argumento)

La función toma un argumento, hace algo y devuelve un resultado.

Una invocación de un método típico usualmente se ve así:

resultado = data.method(arg)

Nota: el nombre del método está precedido por el nombre de los datos que posee el método. A continuación, se agrega un **punto**, seguido del **nombre del método** y un par de **paréntesis que encierran los argumentos**.

El método se comportará como una función, pero puede hacer algo más: puede **cambiar el estado interno de los datos** a partir de los cuales se ha invocado.

Puedes preguntar: ¿por qué estamos hablando de métodos, y no de listas?

Este es un tema esencial en este momento, ya que le mostraremos como agregar nuevos elementos a una lista existente. Esto se puede hacer con métodos propios de las listas, no por funciones.

**Agregar elementos a una lista: append() e insert()**

Un nuevo elemento puede ser añadido al final de la lista existente:

lista.append(valor)

Dicha operación se realiza mediante un método llamado append(). Toma el valor de su argumento y lo coloca **al final de la lista** que posee el método.

La longitud de la lista aumenta en uno.

El método insert() es un poco más inteligente: puede agregar un nuevo elemento **en cualquier lugar de la lista**, no solo al final.

lista.insert(ubicación,valor)

Toma dos argumentos:

* El primero muestra la ubicación requerida del elemento a insertar. Nota: todos los elementos existentes que ocupan ubicaciones a la derecha del nuevo elemento (incluido el que está en la posición indicada) se desplazan a la derecha, para hacer espacio para el nuevo elemento.
* El segundo es el elemento a insertar.

Observa el código en el editor. Ve como usamos los métodos append() e insert(). Presta atención a lo que sucede después de usar insert(): el primer elemento anterior ahora es el segundo, el segundo el tercero, y así sucesivamente.

Agrega el siguiente fragmento después de la última línea de código en el editor:

numeros.insert(1,333)

Imprime el contenido de la lista final en la pantalla y ve que sucede. El fragmento de código sobre el fragmento de código inserta 333 en la lista, por lo que es el segundo elemento. El segundo elemento anterior se convierte en el tercero, el tercero en el cuarto, y así sucesivamente.

En sandbox

numeros = [111, 7, 2, 1]

print(len(numeros))

print(numeros)

###

numeros.append(4)

print(len(numeros))

print(numeros)

###

numeros.insert(0,222)

print(len(numeros))

print(numeros)

**Agregando elementos a una lista: continuación**

Puedes **iniciar la vida de una lista creándola vacía** (esto se hace con un par de corchetes vacíos) y luego agregar nuevos elementos según sea necesario.

Echa un vistazo al fragmento en el editor. Intenta adivinar su salida después de la ejecución del bucle for. Ejecuta el programa para comprobar si tenías razón.

Será una secuencia de números enteros consecutivos del 1 hasta 5.

Hemos modificado un poco el fragmento:

miLista = [] # creando una lista vacía

for i in range(5):

miLista.insert(0, i + 1)

print(miLista)

¿Qué pasará ahora? Ejecuta el programa y comprueba si esta vez también tenías razón.

Deberías obtener la misma secuencia, pero en **orden inverso** (este es el mérito de usar el método insert()).

En sandbox

miLista = [] # creando una lista vacía

for i in range (5):

miLista.append (i + 1)

print(miLista)

**Haciendo uso de las listas**

El bucle for tiene una variante muy especial que puede **procesar las listas** de manera muy efectiva. Echemos un vistazo a eso.

Supongamos que desea **calcular la suma de todos los valores almacenados en la lista** miLista.

Necesitas una variable cuya suma se almacenará y se le asignará inicialmente un valor de 0 - su nombre es suma. Luego agrega todos los elementos de la lista usando el bucle for. Echa un vistazo al fragmento en el editor.

Comentemos este ejemplo:

* A la lista se le asigna una secuencia de cinco valores enteros.
* La variable i toma los valores 0, 1,2,3, y 4, y luego indexa la lista, seleccionando los elementos siguientes: el primero, segundo, tercero, cuarto y quinto.
* Cada uno de estos elementos se agrega junto con el operador += a la variable suma, dando el resultado final al final del bucle.
* Observa la forma en que se ha empleado la función len(), hace que el código sea independiente de cualquier posible cambio en el contenido de la lista.

**La segunda cara del ciclo for**

Pero el bucle for puede hacer mucho más. Puede ocultar todas las acciones conectadas a la indexación de la lista y entregar todos los elementos de la lista de manera práctica.

Este fragmento modificado muestra como funciona:

miLista = [10, 1, 8, 3, 5]

suma = 0

for i in miLista:

suma += i

print(suma)

¿Qué sucede aquí?

* La instrucción for especifica la variable utilizada para navegar por la lista (i) seguida de la palabra clave in y el nombre de la lista siendo procesado (miLista).
* A la variable i se le asignan los valores de todos los elementos de la lista subsiguiente, y el proceso ocurre tantas veces como hay elementos en la lista.
* Esto significa que usa la variable i como una copia de los valores de los elementos, y no necesita emplear índices.
* La función len() tampoco es necesaria aquí.

En sandbox

miLista = [10, 1, 8, 3, 5]

suma = 0

for i in range(len(miLista)):

suma += miLista[i]

print(suma)

**Las listas en acción**

Dejemos de lado las listas por un breve momento y veamos un tema intrigante.

Imagina que necesitas reorganizar los elementos de una lista, es decir, revertir el orden de los elementos: el primero y el quinto, así como el segundo y cuarto elementos serán intercambiados. El tercero permanecerá intacto.

Pregunta: ¿Cómo se pueden intercambiar los valores de dos variables?

Echa un vistazo al fragmento:

variable1 = 1

variable2 = 2

variable2 = variable1

variable1 = variable2

Si haces algo como esto, **perderás el valor previamente almacenado** en variable2. Cambiar el orden de las tareas no ayudará. Necesitas una tercera variable **que sirva como almacenamiento auxiliar**.

Así es como puedes hacerlo:

variable1 = 1

variable2 = 2

auxiliar = variable1

variable1 = variable2

variable2 = auxiliar

Python ofrece una forma más conveniente de hacer el intercambio, echa un vistazo:

variable1 = 1

variable2 = 2

variable1, variable2 = variable2, variable1

Claro, efectivo y elegante, ¿no?

**Listas en acción**

Ahora puedes intercambiar fácilmente los elementos de la lista para revertir su orden:

miLista = [10, 1, 8, 3, 5]

miLista [0], miLista [4] = miLista [4], miLista [0]

miLista [1], miLista [3] = miLista [3], miLista [1]

print(miLista)

Ejecuta el fragmento. Su salida debería verse así:

[5, 3, 8, 1, 10]

Se ve bien con cinco elementos.

¿Seguirá siendo aceptable con una lista que contenga 100 elementos? No, no lo hará.

¿Puedes usar el bucle for para hacer lo mismo automáticamente, independientemente de la longitud de la lista? Si, si puedes.

Así es como lo hemos hecho:

miLista = [10, 1, 8, 3, 5]

longitud = len(miLista)

for i in range (longitud // 2):

miLista[i], miLista[longitud-i-1] = miLista[longitud-i-1], miLista[i]

print(miLista)

Nota:

Hemos asignado la variable longitud a la longitud de la lista actual (esto hace que nuestro código sea un poco más claro y más corto).

Hemos lanzado el ciclo for para que se ejecute a través de su cuerpo longitud // 2 veces (esto funciona bien para listas con longitudes pares e impares, porque cuando la lista contiene un número impar de elementos, el del medio permanece intacto).

Hemos intercambiado el elemento i (desde el principio de la lista) por el que tiene un índice igual a (longitud-i-1) (desde el final de la lista); en nuestro ejemplo, for i igual a 0 la (longitud-i-1) da 4; for i igual a 3, da 3: esto es exactamente lo que necesitábamos.

Las listas son extremadamente útiles y las encontrarás muy a menudo.

**LABORATORIO**

**Tiempo estimado**

10-15 minutos

**Nivel de dificultad**

Fácil

**Objetivos**

Familiarizar al estudiante con:

* Crear y modificar listas simples.
* Utilizar métodos para modificar listas.

**Escenario**

Los Beatles fueron uno de los grupos de música más populares de la década de 1960 y la banda más vendida en la historia. Algunas personas los consideran el acto más influyente de la era del rock. De hecho, se incluyeron en la compilación de la revista Time de las 100 personas más influyentes del siglo XX.

La banda sufrió muchos cambios de formación, que culminaron en 1962 con la formación de John Lennon, Paul McCartney, George Harrison y Richard Starkey (mejor conocido como Ringo Starr).

Escribe un programa que refleje estos cambios y le permita practicar con el concepto de listas. Tu tarea es:

* Paso 1: Crea una lista vacía llamada beatles.
* Paso 2: Emplea el método append() para agregar los siguientes miembros de la banda a la lista: John Lennon, Paul McCartney y George Harrison.
* Paso 3: Emplea el ciclofor y el append() para pedirle al usuario que agregue los siguientes miembros de la banda a la lista: Stu Sutcliffe, y Pete Best.
* Paso 4: Usa la instrucción del para eliminar a Stu Sutcliffe y Pete Best de la lista.
* Paso 5: Usa el método insert() para agregar a Ringo Starr al principio de la lista.

Por cierto, ¿eres fan de los Beatles?

En sandbox

# paso 1

beatles = []

print("Paso 1:", beatles)

# paso 2

beatles.append('John Lennon')

beatles.append('Paul McCartney')

beatles.append('George Harrison')

print("Paso 2:", beatles)

# paso 3

for i in range(2):

miembro = input('Ingresa los siguientes miembros Stu Sutcliffe y Pete Best: ')

beatles.append(miembro)

print("Paso 3:", beatles)

# etapa 4

del beatles[3]

del beatles[3]

print("Paso 4:", beatles)

# paso 5

beatles.insert(0, 'Ringo Starr')

print("Paso 5:", beatles)

# probando la longitud de la lista

print("Los Fab", len(beatles))

Puntos clave

1. La lista **es un tipo de dato** en Python que se utiliza para **almacenar múltiples objetos**. Es una **colección ordenada y mutable** de elementos separados por comas entre corchetes, por ejemplo:

miLista = [1, None, True, "Soy una cadena", 256, 0]

2. Las listas se pueden **indexar y actualizar**, por ejemplo:

miLista = [1, 1, None, True, 'Soy una cadena', 256, 0]

print(miLista [3]) # salida: soy una cadena

print(miLista [-1]) # salida: 0

miLista [1] = '?'

print (miLista) # salida: [1, '?', True, 'Soy una cadena', 256, 0]

miLista.insert (0, "first")

miLista.append ("last")

print (miLista ) # salida: ['first', 1, '?', True, 'Soy una cadena', 256, 0, 'last']

3. Las listas pueden estar **anidadas**, por ejemplo: miLista = [1, 'a', ["lista", 64, [0, 1], False]].

4. Los elementos de la lista y las listas se pueden **eliminar**, por ejemplo:

miLista = [1, 2, 3, 4]

del miLista[2]

print(miLista) # salida: [1, 2, 4]

del miLista # borra toda la lista

5.Las listas pueden ser **iteradas** mediante el uso del bucle for, por ejemplo:

miLista = ["blanco", "purpura", "azul", "amarillo", "verde"]

for color in miLista:

print(color)

6. La función len() se puede usar para **verificar la longitud de la lista**, por ejemplo:

miLista = ["blanco", "purpura", "azul", "amarillo", "verde"]

print(len(miLista)) # la salidas es 5

del miLista[2]

print (len(miLista)) # la salidas es 4

7. Una invocación típica de **función** tiene el siguiente aspecto: resultado = funcion(argumento), mientras que una invocación típica de un **método** se ve así: resultado = data.method(arg).

Ejercicio 1

¿Cuál es la salida del siguiente fragmento de código?

lst = [1, 2, 3, 4, 5]

lst.insert(1, 6)

del lst[0]

lst.append(1)

print(lst)

Revisar

[6, 2, 3, 4, 5, 1]

Ejercicio 2

¿Cuál es la salida del siguiente fragmento de código?

lst = [1, 2, 3, 4, 5]

lst2 = []

agregar = 0

for number in lst:

agregar += number

lst2.append (agregar)

print(lst2)

Revisar

[1, 3, 6, 10, 15]

Ejercicio 3

¿Qué sucede cuando ejecutas el siguiente fragmento de código?

lst = []

del lst

print(lst)

Revisar

NameError: el nombre 'lst' no está definido

Ejercicio 4

¿Cuál es la salida del siguiente fragmento de código?

lst = [1, [2, 3], 4]

print(lst[1])

print(len(lst))

Revisar

[2, 3]

3

**Ordenamiento Burbuja**

Ahora que puedes hacer malabarismos con los elementos de las listas, es hora de aprender como **ordenarlos**. Se han inventado muchos algoritmos de clasificación, que difieren mucho en velocidad, así como en complejidad. Vamos a mostrar un algoritmo muy simple, fácil de entender, pero desafortunadamente, tampoco es muy eficiente. Se usa muy raramente, y ciertamente no para listas extensas.

Digamos que una lista se puede ordenar de dos maneras:

* Ascendente (o más precisamente, no descendente): si en cada par de elementos adyacentes, el primer elemento no es mayor que el segundo.
* Descendente (o más precisamente, no ascendente): si en cada par de elementos adyacentes, el primer elemento no es menor que el segundo.

En las siguientes secciones, ordenaremos la lista en orden ascendente, de modo que los números se ordenen de menor a mayor.

Aquí está la lista:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 8 | 10 | 6 | 2 | 4 |

Intentaremos utilizar el siguiente enfoque: tomaremos el primer y el segundo elemento y los compararemos; si determinamos que están en el orden incorrecto (es decir, el primero es mayor que el segundo), los intercambiaremos; Si su orden es válido, no haremos nada. Un vistazo a nuestra lista confirma lo último: los elementos 01 y 02 están en el orden correcto, así como 8<10.

Ahora observa el segundo y el tercer elemento. Están en las posiciones equivocadas. Tenemos que intercambiarlos:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 8 | 6 | 10 | 2 | 4 |

Vamos más allá y observemos los elementos tercero y cuarto. Una vez más, esto no es lo que se supone que es. Tenemos que intercambiarlos:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 8 | 6 | 2 | 10 | 4 |

Ahora comprobemos los elementos cuarto y quinto. Si, ellos también están en las posiciones equivocadas. Ocurre otro intercambio:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 8 | 6 | 2 | 4 | 10 |

El primer paso a través de la lista ya está terminado. Todavía estamos lejos de terminar nuestro trabajo, pero algo curioso ha sucedido mientras tanto. El elemento más grande, 10, ya ha llegado al final de la lista. Ten en cuenta que este es el **lugar deseado** para el. Todos los elementos restantes forman un lío pintoresco, pero este ya está en su lugar.

Ahora, por un momento, intenta imaginar la lista de una manera ligeramente diferente, es decir, de esta manera:

|  |
| --- |
| 10 |
| 4 |
| 2 |
| 6 |
| 8 |

Observa - El 10 está en la parte superior. Podríamos decir que flotó desde el fondo hasta la superficie, al igual que las burbujas **en una copa de champán**. El método de clasificación deriva su nombre de la misma observación: se denomina **ordenamiento de burbuja**.

Ahora comenzamos con el segundo paso a través de la lista. Miramos el primer y el segundo elemento, es necesario un intercambio:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 6 | 8 | 2 | 4 | 10 |

Tiempo para el segundo y tercer elemento: también tenemos que intercambiarlos:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 6 | 2 | 8 | 4 | 10 |

Ahora el tercer y cuarto elementos, y la segunda pasada, se completa, ya que 8 ya está en su lugar:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 6 | 2 | 4 | 8 | 10 |

Comenzamos el siguiente pase inmediatamente. Observe atentamente el primer y el segundo elemento: se necesita otro cambio:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 2 | 6 | 4 | 8 | 10 |

Ahora 6 necesita ir a su lugar. Cambiamos el segundo y el tercer elemento:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 2 | 4 | 6 | 8 | 10 |

La lista ya está ordenada. No tenemos nada más que hacer. Esto es exactamente lo que queremos.

Como puedes ver, la esencia de este algoritmo es simple: **comparamos los elementos adyacentes y, al intercambiar algunos de ellos, logramos nuestro objetivo**.

Codifiquemos en Python todas las acciones realizadas durante un solo paso a través de la lista, y luego consideraremos cuántos pases necesitamos para realizarlo. No hemos explicado esto hasta ahora, pero lo haremos pronto.

**Ordenando una lista**

¿Cuántos pases necesitamos para ordenar la lista completa?

Resolvamos este problema de la siguiente manera: introducimos **otra variable**, su tarea es observar si se ha realizado algún intercambio durante el pase o no. Si no hay intercambio, entonces la lista ya está ordenada, y no hay que hacer nada más. Creamos una variable llamada swapped, y le asignamos un valor de False para indicar que no hay intercambios. De lo contrario, se le asignará True.

miLista = [8, 10, 6, 2, 4] # lista para ordenar

for i in range(len(miLista) - 1): # necesitamos (5 - 1) comparaciones

if miLista[i] > miLista[i + 1]: # compara elementos adyacentes

miLista[i], miLista [i + 1] = miLista[i + 1], miLista[i] # si terminamos aquí significa que tenemos que intercambiar los elementos.

Deberías poder leer y comprender este programa sin ningún problema:

miLista = [8, 10, 6, 2, 4] # lista para ordenar

swapped = True # lo necesitamos verdadero (True) para ingresar al bucle while

while swapped:

swapped = False # no hay swaps hasta ahora

for i in range(len(miLista) - 1):

if miLista[i] > miLista[i + 1]:

swapped= True # ocurrió el intercambio!

miLista[i], miLista[i + 1] = miLista[i + 1], miLista[i]

print(miLista)

Ejecuta el programa y pruébalo.

**El ordenamiento burbuja - versión interactiva**

En el editor, puedes ver un programa completo, enriquecido por una conversación con el usuario, y que permite ingresar e imprimir elementos de la lista: **El ordenamiento burbuja: versión interactiva final**.

Python, sin embargo, tiene sus propios mecanismos de clasificación. Nadie necesita escribir sus propias clases, ya que hay un número suficiente de **herramientas listas para usar**.

Te explicamos este sistema de clasificación porque es importante aprender como procesar los contenidos de una lista y mostrarte como puede funcionar la clasificación real.

Si quieres que Python ordene tu lista, puedes hacerlo de la siguiente manera:

miLista = [8, 10, 6, 2, 4]

miLista.sort()

print(miLista)

Es tan simple como eso.

La salida del fragmento es la siguiente:

[2, 4, 6, 8, 10]

Como puedes ver, todas las listas tienen un método denominado sort(), que las ordena lo más rápido posible. Ya has aprendido acerca de algunos de los métodos de lista anteriormente, y pronto aprenderás más sobre otros.

En sandbox

miLista = []

swapped = True

num = int (input("¿Cuántos elementos deseas ordenar?:"))

for i in range(num):

val = float(input("Introduce un elemento de la lista:"))

miLista.append(val)

while swapped:

swapped = False

for i in range(len(miLista) - 1):

if miLista[i] > miLista[i + 1]:

swapped = True

miLista[i], miLista[i + 1] = miLista[i + 1], miLista[i]

print("\nOrdenado:")

print(miLista)

**Puntos clave**

1. Puedes usar el método sort() para ordenar los elementos de una lista, por ejemplo:

lst = [5, 3, 1, 2, 4]

print(lst)

lst.sort ()

print(lst) # salida: [1, 2, 3, 4, 5]

2.También hay un método de lista llamado reverse(), que puedes usar para invertir la lista, por ejemplo:

lst = [5, 3, 1, 2, 4]

print(lst)

lst.reverse()

print (lst) # salida: [4, 2, 1, 3, 5]

Ejercicio 1

¿Cuál es la salida del siguiente fragmento de código?

lst = ["D", "F", "A", "Z"]

lst.sort ()

print(lst)

Revisar

['A', 'D', 'F', 'Z']

Ejercicio 2

¿Cuál es la salida del siguiente fragmento de código?

a = 3

b = 1

c = 2

lst = [a, c, b]

lst.sort ()

print(lst)

Revisar

[1, 2, 3]

Ejercicio 3

¿Cuál es la salida del siguiente fragmento de código?

a = "A"

b = "B"

c = "C"

d = ""

lst = [a, b, c, d]

lst.reverse ()

print(lst)

Revisar

['', 'C', 'B', 'A']

**La vida al interior de las listas**

Ahora queremos mostrarte una característica importante y muy sorprendente de las listas, que las distingue de las variables ordinarias.

Queremos que lo memorices, ya que puede afectar tus programas futuros y causar graves problemas si se olvida o se pasa por alto.

Echa un vistazo al fragmento en el editor.

El programa:

* Crea una lista de un elemento llamada lista1.
* La asigna a una nueva lista llamada lista2.
* Cambia el único elemento de lista1.
* Imprime la lista2.

La parte sorprendente es el hecho de que el programa mostrará como resultado: [2], no [1], que parece ser la solución obvia.

Las listas (y muchas otras entidades complejas de Python) se almacenan de diferentes maneras que las variables ordinarias (escalares).

Se podría decir que:

* El nombre de una variable ordinaria es el **nombre de su contenido**.
* El nombre de una lista es el nombre de una ubicación de memoria **donde se almacena la lista**.

Lee estas dos líneas una vez más, la diferencia es esencial para comprender de que vamos a hablar a continuación.

La asignación: lista2 = lista1copia el nombre de la matriz, no su contenido. En efecto, los dos nombres (lista1 y lista2) identifican la misma ubicación en la memoria de la computadora. Modificar uno de ellos afecta al otro, y viceversa.

¿Cómo te las arreglas con eso?

En sandbox

lista1 = [1]

lista2 = lista1

lista1[0] = 2

print(lista2)

**Rodajas Poderosas**

Afortunadamente, la solución está al alcance de su mano: su nombre es **rodaja**.

Una rodaja es un elemento de la sintaxis de Python que **permite hacer una copia nueva de una lista, o partes de una lista**.

En realidad, copia el contenido de la lista, no el nombre de la lista.

Esto es exactamente lo que necesitas. Echa un vistazo al fragmento de código a continuación:

lista1 = [1]

lista2 = lista1[:]

lista1[0] = 2

print(lista2

Su salida es [1]

Esta parte no visible del código descrito como [:] puede producir una lista completamente nueva.

Una de las formas más generales de la rodaja es la siguiente:

miLista[inicio:fin]

Como puedes ver, se asemeja a la indexación, pero los dos puntos en el interior hacen una gran diferencia.

Una rodaja de este tipo **crea una nueva lista (de destino), tomando elementos de la lista de origen: los elementos de los índices desde el principio hasta el** fin-1.

Nota: no hasta el fin, sino hasta fin-1. Un elemento con un índice igual a fin es el primer elemento el cual **no participa en la segmentación**.

Es posible utilizar valores negativos tanto para el inicio como para el fin (al igual que en la indexación).

Echa un vistazo al fragmento:

miLista = [10, 8, 6, 4, 2]

nuevaLista = miLista [1:3]

print(nuevaLista)

La lista nuevaLista contendrá inicio-fin (3-1=2) elementos, los que tienen índices iguales a 1 y 2 (pero no 3)

La salida del fragmento es: [8, 6]

En sandbox

# Copiando toda la lista

lista1 = [1]

lista2 = lista1[:]

lista1[0] = 2

print(lista2)

# Copiando parte de la lista

miLista = [10, 8, 6, 4, 2]

nuevaLista = miLista[1:3]

print(nuevaLista)

**Rodajas - índices negativos**

Observa el fragmento de código a continuación:

miLista[inicio:fin]

Para repetir:

* inicio es el índice del primer elemento **incluido en la rodaja**.
* fin es el índice del primer elemento **no incluido en la rodaja**.

Así es como **los índices negativos** funcionan con la rodaja:

miLista = [10, 8, 6, 4, 2]

nuevaLista = miLista [1:-1]

print(nuevaLista)

El resultado del fragmento es: [8, 6, 4].

Si el inicio especifica un elemento que se encuentra más allá del descrito por fin (desde el punto de vista inicial de la lista), la rodaja estará **vacía**:

miLista = [10, 8, 6, 4, 2]

nuevaLista = miLista [-1:1]

print(nuevaLista)

La salida del fragmento es: []

**Rodajas: continuación**

Si omites inicio en tu rodaja, se supone que deseas obtener un segmento que comienza en el elemento con índice 0.

En otras palabras, la rodaja sería de esta forma:

miLista[:fin]

Es un equivalente más compacto:

miLista[0:fin]

Observa el fragmento de código a continuación:

miLista = [10, 8, 6, 4, 2]

nuevaLista = miLista [:3]

print(nuevaLista)

Es por esto que su salida es: [10, 8, 6].

Del mismo modo, si omites el fin en tu rodaja, se supone que deseas que el segmento termine en el elemento con el índice len(miLista).

En otras palabras, la rodaja sería de esta forma:

miLista[inicio:]

Es un equivalente más compacto:

miLista[inicio:len(miLista)]

Observa el siguiente fragmento de código:

miLista = [10, 8, 6, 4, 2]

nuevaLista = miLista[3:]

print(nuevaLista)

Por lo tanto, la salida es: [4, 2]

**Rodajas: continuación**

Como hemos dicho antes, el omitir inicio y fin hace una copia **de toda la lista**:

miLista = [10, 8, 6, 4, 2]

nuevLista = miLista [:]

print(nuevLista)

El resultado del fragmento es: [10, 8, 6, 4, 2]

La instrucción del descrita anteriormente puede **eliminar más de un elemento de la lista a la vez**, **también puede eliminar rodajas**:

miLista = [10, 8, 6, 4, 2]

del miLista[1:3]

print(miLista)

Nota: En este caso, la rodaja **¡no produce ninguna lista nueva!**

La salida del fragmento es:[10, 4, 2]

También es posible eliminar **todos los elementos** a la vez:

miLista = [10, 8, 6, 4, 2]

del miLista[:]

print(miLista)

La lista se queda vacía y la salida es: []

Al eliminar la rodaja del código, su significado cambia dramáticamente.

Echa un vistazo:

miLista = [10, 8, 6, 4, 2]

del miLista

print(miLista)

La instrucción del **eliminará la lista, no su contenido**.

La función print() de la última línea del código provocará un error de ejecución.

**Los operadores in y not**

Python ofrece dos operadores muy poderosos, capaces de **revisar la lista para verificar si un valor específico está almacenado dentro de la lista o no**.

Estos operadores son:

elem in miLista

elem not in miLista

El primero de ellos (in) verifica si un elemento dado (su argumento izquierdo) está actualmente almacenado en algún lugar dentro de la lista (el argumento derecho) - el operador devuelve True en este caso.

El segundo (not in) comprueba si un elemento dado (su argumento izquierdo) está ausente en una lista - el operador devuelve True en este caso.

Observa el código en el editor. El fragmento muestra ambos operadores en acción. ¿Puedes adivinar su salida? Ejecuta el programa para comprobar si tenías razón.

miLista = [0, 3, 12, 8, 2]

print(5 in miLista)

print(5 not in miLista)

print(12 in miLista)

**Listas - algunos programas simples**

Ahora queremos mostrarte algunos programas simples que utilizan listas.

El primero de ellos intenta encontrar el mayor valor en la lista. Mira el código en el editor.

El concepto es bastante simple: asumimos temporalmente que el primer elemento es el más grande y comparamos la hipótesis con todos los elementos restantes de la lista.

El código da como resultado el17(como se espera).

El código puede ser reescrito para hacer uso de la forma recién introducida del ciclo for:

miLista = [17, 3, 11, 5, 1, 9, 7, 15, 13]

mayor = miLista [0]

for i in miLista:

if i > mayor:

mayor = i

print(mayor)

El programa anterior realiza una comparación innecesaria, cuando el primer elemento se compara consigo mismo, pero esto no es un problema en absoluto.

El código da como resultado el 17 también (nada inusual).

Si necesitas ahorrar energía de la computadora, puedes usar una rodaja:

miLista = [17, 3, 11, 5, 1, 9, 7, 15, 13]

mayor = miLista [0]

for i in miLista [1:]:

if i > mayor:

mayor = i

print(mayor)

La pregunta es: ¿Cuál de estas dos acciones consume más recursos informáticos: solo una comparación o partir casi todos los elementos de una lista?

miLista = [17, 3, 11, 5, 1, 9, 7, 15, 13]

mayor = miLista[0]

for i in range(1, len(miLista)):

if miLista [i]> mayor:

mayor = miLista[i]

print(mayor)

**Listas - algunos programas simples**

Ahora encontremos la ubicación de un elemento dado dentro de una lista:

miLista = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

Encontrar = 5

Encontrado = False

for i in range(len(miLista)):

Encontrado = miLista[i] == Encontrar

if Encontrado:

break

if Encontrado:

print("Elemento encontrado en el índice", i)

else:

print("ausente")

Nota:

* El valor buscado se almacena en la variable Encontrar.
* El estado actual de la búsqueda se almacena en la variable Encontrado (True/False).
* Cuando Encontrado se convierte en True, se sale del bucle for.

Supongamos que has elegido los siguientes números en la lotería: 3, 7, 11, 42, 34, 49.

Los números que han salido sorteados son: 5, 11, 9, 42, 3, 49.

La pregunta es: ¿A cuántos números le has atinado?

El programa te dará la respuesta:

sorteados = [5, 11, 9, 42, 3, 49]

seleccionados = [3, 7, 11, 42, 34, 49]

aciertos = 0

for numeros in seleccionados:

if numeros in sorteados:

aciertos += 1

print(aciertos)

Nota:

* La lista sorteados almacena todos los números ganadores.
* La lista de seleccionados almacena con números con que se juega.
* La variable aciertos cuenta tus aciertos.

La salida del programa es: 4.

**LABORATORIO**

**Tiempo estimado**

10-15 minutos

**Nivel de dificultad**

Fácil

**Objetivos**

Familiarizar al estudiante con:

* Indexación de listas.
* Utilizar operadores in y not in.

**Escenario**

Imagina una lista: no muy larga ni muy complicada, solo una lista simple que contiene algunos números enteros. Algunos de estos números pueden estar repetidos, y esta es la clave. No queremos ninguna repetición. Queremos que sean eliminados.

Tu tarea es escribir un programa que elimine todas las repeticiones de números de la lista. El objetivo es tener una lista en la que todos los números aparezcan no más de una vez.

Nota: Asume que la lista original está ya dentro del código, no tienes que ingresarla desde el teclado. Por supuesto, puedes mejorar el código y agregar una parte que pueda llevar a cabo una conversación con el usuario y obtener todos los datos.

Sugerencia: Te recomendamos que crees una nueva lista como área de trabajo temporal, no necesitas actualizar la lista actual.

No hemos proporcionado datos de prueba, ya que sería demasiado fácil. Puedes usar nuestro esqueleto en su lugar.

miLista = [1, 2, 4, 4, 1, 4, 2, 6, 2, 9]

#

# coloca tu código aquí

#

aux = []

for num in miLista:

if num not in aux:

aux.append(num)

print("La lista solo con elementos únicos:")

miLista = aux[:]

print(miLista)

**Puntos clave**

1. Si tienes una lista l1, la siguiente asignación: l2 = l1 no hace una copia de la lista l1, pero hace que las variables l1 y l2 **apunten a la misma lista en la memoria**. Por ejemplo:

vehiculosUno = ['carro', 'bicicleta', 'moto']

print(vehiculosUno) # salida: ['carro', 'bicicleta', 'moto']

vehiculosDos = vehiculosUno

del vehiculosUno[0] # borra 'carro'

print(vehiculosDos) # salida: ['bicicleta', 'moto']

2. Si deseas copiar una lista o parte de la lista, puede hacerlo haciendo uso de **rodajas(slicing):**

colores = ['rojo', 'verde', 'naranja']

copiaTodosColores = colores[:] # copia la lista completa

copiaParteColores = colores[0:2] # copia parte de la lista

3. También puede utilizar **índices negativos** para hacer uso de rodajas. Por ejemplo:

listaMuestra = ["A", "B", "C", "D", "E"]

nuevaLista = listaMuestra[2:-1]

print(nuevaLista) # salida: ['C', 'D']

4. Los parámetros inicio y fin son **opcionales** al partir en rodajas una lista: lista[inicio:fin], por ejemplo:

miLista = [1, 2, 3, 4, 5]

rodajaUno = miLista [2:]

rodajaDos = miLista [:2]

rodajaTres = miLista [-2:]

print(rodajaUno) # salidas: [3, 4, 5]

print(rodajaDos) # salidas: [1, 2]

print(rodajaTres) # salidas: [4, 5]

5. Puedes **eliminar rodajas** utilizando la instrucción del:

miLista = [1, 2, 3, 4, 5]

del miLista [0:2]

print(miLista) # salida: [3, 4, 5]

del miLista[:]

print(miLista) # elimina el contenido de la lista, genera: []

6. Puedes probar si algunos elementos **existen en una lista o no** utilizando las palabras clave in y not in, por ejemplo:

miLista = ["A", "B", 1, 2]

print("A" in miLista) # salida: True

print("C" not in miLista) # salida: False

print(2 not in miLista) # salidas: False

**Ejercicio 1**

¿Cuál es la salida del siguiente fragmento de código?

l1 = ["A", "B", "C"]

l2 = l1

l3 = l2

del l1[0]

del l2[0]

print(l3)

Revisar

['C']

**Ejercicio 2**

¿Cuál es la salida del siguiente fragmento de código?

l1 = ["A", "B", "C"]

l2 = l1

l3 = l2

del l1[0]

del l2

print(l3)

Revisar

['B', 'C']

**Ejercicio 3**

¿Cuál es la salida del siguiente fragmento de código?

l1 = ["A", "B", "C"]

l2 = l1

l3 = l2

del l1[0]

del l2[:]

print(l3)

Revisar

[]

**Ejercicio 4**

¿Cuál es la salida del siguiente fragmento de código?

l1 = ["A", "B", "C"]

l2 = l1[:]

l3 = l2[:]

del l1[0]

del l2[0]

print(l3)

Revisar

['A', 'B', 'C']

**Ejercicio 5**

Inserte in o not in en lugar de ??? para que el código genere el resultado esperado.

miLista = [1, 2, "in", True, "ABC"]

print(1 ??? miLista) # salida True

print("A" ??? miLista) # salida True

print(3 ??? miLista) # salida True

print(False ??? miLista) # salida False

Revisar

miLista = [1, 2, "in", True, "ABC"]

print(1 in miLista) # salidas True

print("A" not in miLista) # salida True

print(3 not in miLista) # salida True

print(False in miLista) # salida False

**Listas dentro de listas**

Las listas pueden constar de escalares (es decir, números) y elementos de una estructura mucho más compleja (ya has visto ejemplos como cadenas, booleanos o incluso otras listas en las lecciones del Resumen de la Sección anterior). Veamos más de cerca el caso en el que los elementos de una lista **son solo listas**.

A menudo encontramos estos **arreglos** en nuestras vidas. Probablemente el mejor ejemplo de esto sea un **tablero de ajedrez**.

Un tablero de ajedrez está compuesto de filas y columnas. Hay ocho filas y ocho columnas. Cada columna está marcada con las letras de la A a la H. Cada línea está marcada con un número del uno al ocho.

La ubicación de cada campo se identifica por pares de letras y dígitos. Por lo tanto, sabemos que la esquina inferior derecha del tablero (la que tiene la torre blanca) es A1, mientras que la esquina opuesta es H8.

Supongamos que podemos usar los números seleccionados para representar cualquier pieza de ajedrez. **También podemos asumir que cada fila en el tablero de ajedrez es una lista**.

Observa el siguiente código:

fila = []

for i in range(8):

row.append(PEON\_BLANCO)

Crea una lista que contiene ocho elementos que representan la segunda fila del tablero de ajedrez: la que está llena de peones (supon que PEON\_BLANCO **es un símbolo predefinido** que representa un peón blanco).

El mismo efecto se puede lograr mediante una **comprensión de lista**, la sintaxis especial utilizada por Python para completar o llenar listas masivas.

Una comprensión de lista es en realidad una lista, pero **se creó sobre la marcha durante la ejecución del programa, y no se describe de forma estática**.

Echa un vistazo al fragmento:

fila = [PEON\_BLANCO for i in range(8)]

La parte del código colocada dentro de los paréntesis especifica:

* Los datos que se utilizarán para completar la lista (PEON\_BLANCO)
* La cláusula que especifica cuántas veces se producen los datos dentro de la lista (for i in range(8))

Permítenos mostrarte otros **ejemplos de comprensión de lista**:

Ejemplo # 1:

cuadrados = [x \*\* 2 for x in range(10)]

El fragmento de código genera una lista de diez elementos y rellena con cuadrados de diez números enteros que comienzan desde cero (0, 1, 4, 9, 16, 25, 36, 49, 64, 81)

Ejemplo # 2:

dos = [2 \*\* i for i in range(8)]

El fragmento crea un arreglo de ocho elementos que contiene las primeras ocho potencias del numero dos (1, 2, 4, 8, 16, 32, 64, 128)

Ejemplo # 3:

probabilidades = [x for x in cuadrados if x % 2 != 0]

El fragmento hace una lista con solo los elementos impares de la lista cuadrados.

**Listas dentro de listas: arreglos bidimensionales**

Supongamos también que un **símbolo predefinido** denominado EMPTY designa un campo vacío en el tablero de ajedrez.

Entonces, si queremos crear una lista de listas que representan todo el tablero de ajedrez, se puede hacer de la siguiente manera:

tablero = []

for i in range(8):

fila = [EMPTY for i in range(8)]

tablero.append(fila)

Nota:

* La parte interior del bucle crea una fila que consta de ocho elementos (cada uno de ellos es igual a EMPTY) y lo agrega a la lista del tablero.
* La parte exterior se repite ocho veces.
* En total, la lista tablero consta de 64 elementos (todos iguales a EMPTY).

Este modelo imita perfectamente el tablero de ajedrez real, que en realidad es una lista de elementos de ocho elementos, todos ellos en filas individuales. Resumamos nuestras observaciones:

* Los elementos de las filas son campos, ocho de ellos por fila.
* Los elementos del tablero de ajedrez son filas, ocho de ellos por tablero de ajedrez.

La variable tablero ahora es un **arreglo bidimensional**. También se le llama, por analogía a los términos algebraicos, una **matriz**.

Como las listas de comprensión puede ser **anidadas**, podemos acortar la creación del tablero de la siguiente manera:

tablero = [[EMPTY for i in range(8)] for j in range(8)]

La parte interna crea una fila, y la parte externa crea una lista de filas.

**Listas dentro de listas: arreglos bidimensionales - continuación**

El acceso al campo seleccionado del tablero requiere dos índices: el primero selecciona la fila; el segundo: el número del campo dentro de la fila, el cual es un número de columna.

Echa un vistazo al tablero de ajedrez. Cada campo contiene un par de índices que se deben dar para acceder al contenido del campo:
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Echando un vistazo a la figura que se muestra arriba, coloquemos algunas piezas de ajedrez en el tablero. Primero, agreguemos todas las torres:

tablero[0][0] = TORRE

tablero[0][7] = TORRE

tablero[7][0] = TORRE

tablero[7][7] = TORRE

Si deseas agregar un caballo a C4, hazlo de la siguiente manera:

tablero[4][2] = CABALLO

Y ahora un peón a E5:

tablero[3][4] = PEON

Y ahora - experimenta con el código en el editor.

EMPTY = "-"

TORRE = "TORRE"

tablero = []

for i in range(8):

fila = [EMPTY for i in range(8)]

tablero.append (fila)

tablero[0][0] = TORRE

tablero[0][7] = TORRE

tablero[7][0] = TORRE

tablero[7][7] = TORRE

print(tablero)

**Naturaleza multidimensional de las listas: aplicaciones avanzadas**

Profundicemos en la naturaleza multidimensional de las listas. Para encontrar cualquier elemento de una lista bidimensional, debes usar dos *coordenadas*:

* Una vertical (número de fila).
* Una horizontal (número de columna).

Imagina que desarrollas una pieza de software para una estación meteorológica automática. El dispositivo registra la temperatura del aire cada hora y lo hace durante todo el mes. Esto te da un total de 24 × 31 = 744 valores. Intentemos diseñar una lista capaz de almacenar todos estos resultados.

Primero, debes decidir qué tipo de datos sería adecuado para esta aplicación. En este caso, sería mejor un float, ya que este termómetro puede medir la temperatura con una precisión de 0.1 ℃.

Luego tomarás la decisión arbitraria de que las filas registrarán las lecturas cada hora exactamente (por lo que la fila tendrá 24 elementos) y cada una de las filas se asignará a un día del mes (supongamos que cada mes tiene 31 días, por lo que necesita 31 filas). Aquí está el par apropiado de comprensiones (h es para las horas, dpara el día):

temps = [[0.0 for h in range (24)] for d in range (31)]

Toda la matriz está llena de ceros ahora. Puede suponer que se actualiza automáticamente utilizando agentes de hardware especiales. Lo que tienes que hacer es esperar a que la matriz se llene con las mediciones.

Ahora es el momento de determinar la temperatura promedio mensual del mediodía. Suma las 31 lecturas registradas al mediodía y divida la suma por 31. Puedes suponer que la temperatura de medianoche se almacena primero. Aquí está el código:

temps = [[0.0 for h in range(24)] for d in range (31)]

#

# la matriz se actualiza mágicamente aquí

#

suma = 0.0

for day in temps:

suma += day[11]

promedio= suma / 31

print("Temperatura promedio al mediodía:", promedio)

Nota:La variable day utilizada por el bucle for no es un escalar: cada paso a través de la matriz temps lo asigna a la siguiente fila de la matriz; Por lo tanto, es una lista. Se debe indexar con 11 para acceder al valor de temperatura medida al mediodía.

Ahora encuentra la temperatura más alta durante todo el mes, ve el código:

temps = [[0.0 for h in range (24)] for d in range (31)]

#

# la matriz se actualiza mágicamente aquí

#

mas\_alta = -100.0

for day in temps:

for temp in day:

if temp > mas\_alta:

mas\_alta = temp

print("La temperatura más alta fue:", mas\_alta)

Nota:

* La variable day itera en todas las filas de la matriz temps.
* La variable temp itera a través de todas las mediciones tomadas en un día.

Ahora cuenta los días en que la temperatura al mediodía fue de al menos 20 ℃:

temps = [[0.0 for h in range(24)] for d in range(31)]

#

# la matriz se actualiza mágicamente aquí

#

hotDays = 0

for day in temps:

if day[11] > 20.0:

hotDays += 1

print(hotDays, " fueron los días calurosos.")

**Arreglos tridimensionales**

Python no limita la profundidad de la inclusión lista en lista. Aquí puedes ver un ejemplo de un arreglo tridimensional:

Imagina un hotel. Es un hotel enorme que consta de tres edificios, de 15 pisos cada uno. Hay 20 habitaciones en cada piso. Para esto, necesitas un arreglo que pueda recopilar y procesar información sobre las habitaciones ocupadas/libres.

Primer paso: El tipo de elementos del arreglo. En este caso, sería un valor booleano (True/False).

Paso dos: Análisis de la situación. Resume la información disponible: tres edificios, 15 pisos, 20 habitaciones.

Ahora puedes crear el arreglo:

habitaciones = [[[False for r in range(20)] for f in range(15)] for t in range(3)]

El primer índice (0 a 2) selecciona uno de los edificios; el segundo(0 a 14) selecciona el piso, el tercero (0 a 19) selecciona el número de habitación. Todas las habitaciones están inicialmente desocupadas.

Ahora ya puedes reservar una habitación para dos recién casados: en el segundo edificio, en el décimo piso, habitación 14:

habitaciones[1][9][13] = True

y desocupa el segundo cuarto en el quinto piso ubicado en el primer edificio:

habitaciones[0][4][1] = False

Verifica si hay disponibilidad en el piso 15 del tercer edificio:

vacante = 0

for numeroHabitacion in range(20):

if not habitaciones[2][14][numeroHabitacion]:

vacante += 1

La variable vacante contiene 0 si todas las habitaciones están ocupadas, o en dado caso el número de habitaciones disponibles.

¡Felicitaciones! Has llegado al final del módulo. ¡Sigue con el buen trabajo!

En sandbox

habitaciones =[[[False for r in range(20)] for f in range(15)] for t in range(3)]

**Puntos clave**

1. **La comprensión de listas** te permite crear nuevas listas a partir de las existentes de una manera concisa y elegante. La sintaxis de una lista de comprensión es la siguiente:

[expresión for elemento in lista if condicional]

El cual es un equivalente del siguiente código:

for elemento in lista:

if condicional:

expresión

Este es un ejemplo de una lista de comprensión: el código siguiente crea una lista de cinco elementos con los primeros cinco números naturales elevados a la potencia de 3:

cubos = [num \*\* 3 for num in range (5)]

print(cubos) # salidas: [0, 1, 8, 27, 64]

2. Puedes usar **listas anidadas** en Python para crear **matrices** (es decir, listas bidimensionales). Por ejemplo:

![](data:image/png;base64,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)

Table - a two-dimensional array

# Una tabla de cuatro columnas y cuatro filas: un arreglo bidimensional (4x4)

table = [[":(", ":)", ":(", ":)"],

[":)", ":(", ":)", ":)"],

[":(", ":)", ":)", ":("],

[":)", ":)", ":)", ":("]]

print(tabla)

print(tabla [0][0]) # salida: ':('

print(tabla [0][3]) # salida: ':)'

3. Puedes anidar tantas listas en las listas como desee y, por lo tanto, crear listas n-dimensionales, por ejemplo, arreglos de tres, cuatro o incluso sesenta y cuatro dimensiones. Por ejemplo:
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Cubo - un arreglo tridimensional

# Cubo - un arreglo tridimensional (3x3x3)

cubo = [[[':(', 'x', 'x'],

[':)', 'x', 'x'],

[':(', 'x', 'x']],

[[':)', 'x', 'x'],

[':(', 'x', 'x'],

[':)', 'x', 'x']],

[[':(', 'x', 'x'],

[':)', 'x', 'x'],

[':)', 'x', 'x']]]

print(cubo)

print(cubo [0][0][0]) # salida: ':('

print(cubo [2][2][0]) # salida: ':)'

¡Felicidades! Has completado el Módulo 3.

¡Bien hecho! Has llegado al final del Módulo 3 y has completado una meta importante en tu educación de programación en Python. He aquí un breve resumen de los objetivos que has cubierto y con lo que te has familiarizado en el Módulo 3:

* Valores booleanos para comparar diferentes valores y controlar las rutas de ejecución usando las instrucciones if e if-else.
* La utilización de bucles (while y for) y cómo controlar su comportamiento utilizando las instrucciones break y continue.
* La diferencia entre operaciones lógicas y bit a bit.
* El concepto de listas y procesamiento de listas, incluyendo la iteración proporcionada por el bucle for, y break.
* La idea de arreglos multidimensionales.

Ahora estás listo para tomar la prueba del módulo e intentar el desafío final: la Prueba del Módulo 3, que te ayudará a evaluar lo que has aprendido hasta ahora.