# Custom Scenarios

**Introduced in v0.1**

SWEndor supports a scripting engine and is capable of playing user-defined custom scenarios.

**Organization**

There are three sets of files

* Scenario list file – the first file that the SWEndor will read, which determines all the scenarios that will be loaded.
* Scenario file – referenced by the scenario list life, this file contains basic information about the scenario and references to the scripts.
* Script files – referenced by the scenario file, each of these files contain scripts that control runtime behavior of the scenario.

# Scenario List File

**Introduced in v0.1  
Format**: INI File.   
**Location**: <executable\_path>\data\scenarios\scenarios.ini

The scenario list file defines all custom scenarios to be loaded in order of appearance.

**[Scenarios]**

The entries in Scenarios define all scenario files to be loaded. Each new line corresponds to a new scenario file.  
The list order determines the order of the custom scenarios in the scenario selection screen.  
Custom scenarios are always placed after built-in scenarios.  
Each entry is a relative path from this file’s location.

|  |
| --- |
| Example |
| [Scenarios]  Imperial\13\_8\Imperial\_13\_8.scen  Smuggler\1\_1\Smuggler\_1\_1.scen  #The above entries indicate that the following custom scenario files will be loaded in order:  #  # <executable\_path>\data\scenarios\Imperial\13\_8\Imperial\_13\_8.scen  # <executable\_path>\data\scenarios\Smuggler\1\_1\Smuggler\_1\_1.scen |

# Scenario File

**Format**: INI File.   
**Location**: Defined by the Scenario List file

Scenario files link scripts together into a playable scenario.  
Each scenario file must be placed in the /Data/Scenarios directory for the game to recognize it.

**[General]**

|  |  |  |  |
| --- | --- | --- | --- |
| Key | Type | Default Value | Description |
| Name | **string** |  | The name of the scenario. This will be displayed in the mission selection screen. |
| PlayerName | **string** | “Luke” | The name other actors will call the player craft. |
| Description | **string** |  | The description of the scenario. This will be displayed in the mission selection screen. |
| Wings | **string[]** |  | The list of craft IDs the player is allowed to choose for this mission. |
| Difficulties | **string[]** |  | The list of difficulties the player is allowed to choose for this mission. The difficulty adjustment must be implemented by the scenario itself. |

**[Bindings]**

|  |  |  |  |
| --- | --- | --- | --- |
| Key | Type | Default Value | Description |
| Fn\_load | **string** | “load” | The name of the load function. This function is called at initialisation, after Fn\_loadfaction and Fn\_loadscene. |
| Fn\_loadfaction | **string** | “loadfaction” | The name of the loadfaction function. This function is called at initialisation. |
| Fn\_loadscene | **string** | “loadscene” | The name of the loadscene function. This function is called at initialisation, after Fn\_loadfaction. |
| Fn\_makeplayer | **string** | “makeplayer” | The name of the makeplayer function. Defaults to 'makeplayer'. This function is called every time a player is supposed to respawn, both initially and after each death. The actual respawn logic must be implemented by the scenario itself. |
| Fns\_gametick | **string[]** |  | The list of the tick functions. This function is called every tick of the game. |

**[Bindings]**

|  |  |  |  |
| --- | --- | --- | --- |
| Key | Type | Default Value | Description |
| Win | **string** |  | The audio played with the scenario is won. This path is relative to the /assets/music folder, and excludes the \*.mp3 extension. |
| Lose | **string** |  | The audio played with the scenario is lost. This path is relative to the /assets/music folder, and excludes the \*.mp3 extension. |

**[Scripts]**

The entries in Scripts are a list of script files to be included in this scenario. Each new line corresponds to a new file.  
Each entry is a relative path from this file’s location.  
Each file must be in a script file format.

|  |
| --- |
| Example |
| [Scripts]  ..\..\Common\Spawn.sw  ..\..\Common\ActorHealth.sw  Script.sw  Message.sw  #Suppose that this scenario file is located in <executable\_path>\data\scenarios\Imperial\13\_8  #The above entries indicate that the following script files will be loaded in order:  #  # <executable\_path>\data\scenarios\Common\Spawn.sw  # <executable\_path>\data\scenarios\Common\ActorHealth.sw  # <executable\_path>\data\scenarios\Imperial\13\_8\Script.sw  # <executable\_path>\data\scenarios\Imperial\13\_8\Message.sw |

**Execution order**

The game, when loading a custom scenario, will load script files defined in its Scenario file.

It will then execute the following functions in order:

- The script whose name is defined under **Fn\_loadfaction**. If a script by this name is not found, this step is skipped.

- The script whose name is defined under **Fn\_loadscene**. If a script by this name is not found, this step is skipped.

- The script whose name is defined under **Fn\_load**. If a script by this name is not found, this step is skipped.

When attempting to generate a player (at initialization or after player death), it will execute the following:

- The script whose name is defined under **Fn\_makeplayer**. If a script by this name is not found, this step is skipped.

Every game tick, the game will execute the following:

- The scripts whose names are defined under **Fns\_gametick**.

**Script File**

**Format**: Script File.   
**Location**: Defined by the Scenario file

Script files are used by the game to define programmable logic.  
They have a custom syntax that is interpreted by the game engine to generate behaviour. This way you can define your own scenario without needing to modify the game program.

**Syntax**

Script files take a pseudo-C style language syntax.

A script may look a bit like this:

|  |
| --- |
| Example |
| float3 faction\_empire\_color = { 0, 0.8, 0 };  int tiea1;  loadfaction:  Faction.Add("Empire", faction\_empire\_color);  load:  // spawns the player  string tiea1\_type = GetPlayerActorType();  float3 tiea1\_pos = {100, 0, 10000};  float3 tiea1\_rot = {0, -180, 0};  tiea1 = Actor.Spawn(tiea1\_type, "Alpha-1", "", "", 0, "Empire", tiea1\_pos, tiea1\_rot);  Actor.SetProperty(tiea1, " Health.MaxShd", 25);  Actor.QueueLast(tiea1, "wait", 2.5);  Actor.AddToSquad(Player.GetActor(), tiea1); |

The base structure of a script takes the form of a series of statements separated by script headings:

|  |
| --- |
| **// global statements**  **float3** faction\_empire\_color = { 0, 0.8, 0 };  **int** tiea1; |
| **// script header - loadfaction**  **loadfaction:**  **// statements within script “loadfaction”**  **Faction.Add**("Empire", faction\_empire\_color); |
| **// script header - load**  **load:**  **// statements within script “load”**  // spawns the player  **string** tiea1\_type = **GetPlayerActorType**();  **float3** tiea1\_pos = {100, 0, 10000};  **float3** tiea1\_rot = {0, -180, 0};  tiea1 = **Actor.Spawn**(tiea1\_type, "Alpha-1", "", "", 0, "Empire", tiea1\_pos, tiea1\_rot);  **Actor.SetProperty**(tiea1, " Health.MaxShd", 25);  **Actor.QueueLast**(tiea1, "wait", 2.5);  **Actor.AddToSquad**(**Player.GetActor**(), tiea1); |

The script file begins with global statements, until a script header is encountered.

|  |
| --- |
| **// global statements**  **float3** faction\_empire\_color = { 0, 0.8, 0 };  **int** tiea1; |

The script header contains the name of the script, followed by the colon (':') sign.

|  |
| --- |
| **loadfaction:** |

The script header is followed by script body which consists of a number of statements, until either another header or end of file is encountered.

|  |
| --- |
| **loadfaction:**  **Faction.Add**("Empire", faction\_empire\_color); |

Each statement is terminated by the semicolon (';') literal.

|  |
| --- |
| **string** tiea1\_type = **GetPlayerActorType**();  **float3** tiea1\_pos = {100, 0, 10000};  **float3** tiea1\_rot = {0, -180, 0}; |

A statement may span multiple times, but must be ended by the semicolon (';') literal.

|  |
| --- |
| tiea1 = **Actor.Spawn**(  tiea1\_type,  "Alpha-1",  "",  "",  0,  "Empire",  tiea1\_pos,  tiea1\_rot); |

A statement usually comprises one or more expression phrases, which is a basic block of operations.

|  |
| --- |
| Examples of statements |
| float3 faction\_empire\_color = { 0, 0.8, 0 };  loadfaction:    load:  // spawns the player  string tiea1\_type = GetPlayerActorType();  float3 tiea1\_pos = {100, 0, 10000};  float3 tiea1\_rot = {0, -180, 0};  tiea1 = Actor.Spawn(tiea1\_type, "Alpha-1", "", "", 0, "Empire", tiea1\_pos, tiea1\_rot);  Actor.SetProperty(tiea1, " Health.MaxShd", 25);  Actor.QueueLast(tiea1, "wait", 2.5);  Actor.AddToSquad(Player.GetActor(), tiea1); |
| bool enabled; |
| Faction.Add("Empire", faction\_empire\_color); |
| float[] actor\_ids = {12, 24, 360}; |
| j += 1; |

An expression usually comprises one or more literal instances, joined by some operator or function block.

|  |
| --- |
| Examples of expressions |
| { 0, 1, 2 } |
| 2 + 1 |
| "Alpha-” + i |
| actor\_hp > 10 |

A literal is a single unit. It usually represents the smallest semantic unit of expression.

|  |  |  |
| --- | --- | --- |
| Examples of literals | | |
| Boolean | Represented by (true|false) | true | |
| Decimal integer | Represented by a series of digits. May be prefixed with a negative sign. | **256**  **-12** | |
| Hexadecimal integer | Represented by the prefix ‘0x’ followed by a series of digits | **0x12**  **0x0100** | |
| Floating-point | Represented by a decimal format with a decimal point | **0.025**  **10.0** | |
| String | Represented by quoted strings | “example”  “this is a string” | |
| Variable | Represented by any unquoted string beginning with a character beginning with alphabet (A-Z, a-Z) or an underscore (\_). | actor\_hp  \_x | |

Some words are reserved as keywords and cannot be used as variable names.

|  |  |
| --- | --- |
| Reserved keywords | |
| if  else  then  for  foreach  in |

Unary operators are applied to a single operand. This operand can be a literal or an expression

|  |  |  |
| --- | --- | --- |
| Unary operators | | |
| +x | Identity | **+25** | |
| -x | Numeric negation. Use on numeric operands only. | **-12** | |
| !x | Logical Negation. Use on **bool** operands only. | **!true**  **!(x > 5)** | |
| ~x | Alias of !x | **~(y == 0)** | |

Binary operators are applied to two operands. Each operand can be a literal or an expression.

|  |  |  |
| --- | --- | --- |
| Binary operators | | |
| x + y | Returns the sum of x and y if both are numeric, or the concatenation of x and y if at least one of them is a string. Does not work on **bool** or other formats. | **1.05 + 2**  **“part ” + “one”**  **“part “ + 1** | |
| x – y | Returns the difference of x and y if both are numeric, the result is negative if y is larger than x. Does not work on **bool**, **string** or other formats. | **90 – 45.1** | |
| x \* y | Returns the multiplicative result of x and y if both are numeric. Does not work on **bool**, **string** or other formats. | **0.1 \* 0.8** | |
| x / y | Returns the division result of x and y if both are numeric. Does not work on **bool**, **string** or other formats. | **0.2 / 45** | |
| x % y | Returns the modulus result of x and y if both are numeric. Does not work on **bool**, **string** or other formats. | **10.1 % 3** | |
| x || y | Returns the logical OR of x and y. This operation performs lazy evaluation; y need not be evaluated if x is true. Both operands must be **bool**. | **(i == 3) || (j == 2)** | |
| x && y | Returns the logical AND of x and y. This operation performs lazy evaluation; y need not be evaluated if x is false. Both operands must be **bool**. | **(i == 3) && (j == 2)** | |
| x == y | Returns true if x and y are equal. Incompatible types return false (float and int are compatible for equality checks, but int and bool are not). | **t == 5** | |
| x != y | Returns false if x and y are equal. Incompatible types return true. | **action != “wait”** | |
| x <> y | Alias of **x != y** | **action <> “run”** | |
| x > y | Returns true if x is more than y, otherwise returns false. | **positive > 0** | |
| x < y | Returns true if x is less than y, otherwise returns false. | **negative < 0** | |
| x >= y | Returns true if x is more than or equal to y, otherwise returns false. | **zero >= 0** | |
| x <= y | Returns true if x is less than or equal to y, otherwise returns false. | **zero <= 0** | |

Ternary operators are applied to three operands. Each operand can be a literal or an expression.

|  |  |  |
| --- | --- | --- |
| Ternary operators | | |
| b ? x : y | Returns x if b evaluates to true, otherwise returns y. | **shield = (a > 1) ? 15 : 12.5;** | |

[EXPRESSION] Function call expressions

f() Calls function f with 0 parameter

f(x) Calls function f with 1 parameter: x

f(x, y) Calls function f with 2 parameters: x and y. Each function is seperated by a comma (',').

f(g(x), y) Nested function calls. Function g(x) will be evaluated before passing the result to f()

All functions accept any number of parameters. However, most functions perform checks and throw errors

if wrong types or wrong parameter numbers are supplied. Check the documentation for each function for

details.

Variables must be declared before they can be used. Variables cannot be declared more than once in the same scope

|  |  |  |
| --- | --- | --- |
| Variable declaration statements | | |
| type x; | Declares an unassigned variable with a value type and a variable name x. | **int first\_var;** | |
| type x = y; | Declares a variable with a value type and a variable name x. The variable is assigned the value of y. | **string word = “assigned”;** | |

Assignment operator statements perform an assignment of a value to a variable. Some assignment statements double as a binary operator.

|  |  |  |
| --- | --- | --- |
| Assignment statements | | |
| x = y; | Assigns the value of y to the variable x. y may be a literal or an expression. The value type of y must be compatible with the type of x. | **int count;**  **count = 1; //count is now 1** | |
| x += y; | Alias of **x = x + y** | **count += 1; //count is now 2** | |
| x -= y; | Alias of **x = x - y** | **count -= -1; //count is now 3** | |
| x \*= y; | Alias of **x = x \* y** | **count \*= 6; //count is now 18** | |
| x /= y; | Alias of **x = x / y** | **count /= 3; //count is now 6** | |
| x %= y; | Alias of **x = x % y** | **count %= 3; //count is now 0** | |
| x |= y; | Alias of **x = x || y** | **bool tick = false;**  **tick |= (count >= 0); // tick is now true** | |
| x &= y; | Alias of **x = x && y** | **tick &= (count > 1); // tick is now false** | |

[STATEMENT] Multiple statement blocks

if-then-else block

Syntax:

if (EXPRESSION\_BOOL) then {LIST\_OF\_STATEMENTS}

or if (EXPRESSION\_BOOL) then {LIST\_OF\_STATEMENTS} else {LIST\_OF\_STATEMENTS}

Evaluates LIST\_OF\_STATEMENTS in the then block if EXPRESSION\_BOOL evaluates to true.

Otherwise, evaluates LIST\_OF\_STATEMENTS in the else block, if available

Context:

EXPRESSION\_BOOL An EXPRESSION that returns a bool

LIST\_OF\_STATEMENTS A list of statements (each statement ending with (';'))

If only one statement is used, the encapsulating braces ('{' ... '}') is optional.

foreach-in block

Syntax:

foreach(VARIABLE in VARIABLE\_LIST) {LIST\_OF\_STATEMENTS}

For each value in VARIABLE\_LIST, assign this value to VARIABLE, then evaluate LIST\_OF\_STATEMENTS.

Context:

VARIABLE A variable used to contain each member of VARIABLE\_LIST

VARIABLE\_LIST A variable assigned to an array structure.

Array structures are currently not yet supported by literals. However, they can be returned

from a function.

LIST\_OF\_STATEMENTS A list of statements (each statement ending with (';'))

If only one statement is used, the encapsulating braces ('{' ... '}') is optional.

--------------------------------------------------------------------------------------------------------------------------------

Execution

--------------------------------------------------------------------------------------------------------------------------------

In your script, you may link the execution of other scripts via one of two functions:

- CallScript function

CallScript("scriptname");

This jumps execution into the script "scriptname".

- AddEvent function

AddEvent(1.0, "scriptname");

This defers execution of script "scriptname" to 1.0 in-game seconds after the current time.

**Context Functions**

Context functions are the link between script code to in-game functions. These functions allow you to access parts of the game operation necessary for you build your own scenario.

**Format**

Context functions are called with the following format

Parameterless null function  
 Context function contract: **void Scene.FadeOut()** Example call in script: **Scene.FadeOut();**

Parameterized null function  
 Context function contract: **void Scene.SetMaxBounds(float3 value)** Example call in script: **Scene.SetMaxBounds({10000,200,30000});**

Parameterless value function  
 Context function contract: **int Player.GetActor()** Example call in script: **int playerID = Player.GetActor();**

Parameterized value function  
 Context function contract: **string Actor.GetActorType(int actorID)** Example call in script: **string type = Actor.GetActorType(playerID);**

**void** functions will return NULL, which hold no intrinsic value and cannot be operated with other values except equality / inequality checks. Other functions may return a value depending on the function’s purpose.

**Scripting**

**bool Script.TryCall(string script\_name)**

Attempts to call the script function with the name **script\_name**. If the script is not found, returns **false**.

**void Script.Call(string script\_name)**

Transfers execution to the script function with the name **script\_name**. If the script is not found, a runtime error will be thrown.

Error: Attempted to call non-existent script ‘<script\_name>’

**Scene**

**void Scene.SetMaxBounds(float3 value)**

Sets the coordinate of the upper bound of the scenario boundary to this **value**. The scenario boundary limits the space where the player can travel in.

**void Scene.SetMinBounds(float3 value)**

Sets the coordinate of the lower bound of the scenario boundary to this **value**. The scenario boundary limits the space where the player can travel in.

**void Scene.SetMaxAIBounds(float3 value)**

Sets the coordinate of the upper bound of the AI boundary to this **value**. The AI will attempt to stay in the space within the boundary limits.

**void Scene.SetMinAIBounds(float3 value)**

Sets the coordinate of the lower bound of the AI boundary to this **value**. The AI will attempt to stay in the space within the boundary limits.

**void Scene.FadeOut()**

Initiate the fade out sequence. After fading out, the game checks if the GameWon game state is enabled. If yes, the scenario diverts to the Game Over menu, otherwise the game checks whether the GameWon game state is enabled. If yes, the scenario diverts to the Game Won menu, otherwise the game will fade in as normal.

**Message**

**void Message(string text, float duration, float3 color)  
void Message(string text, float duration, float3 color, int priority)**

Displays a message **text** on the center of the screen with this **color** and for this **duration**. This message will not override any existing message with a higher **priority**. If **priority** is not defined, a value of zero is used.

**Camera**

**void Camera.SetPlayerLook()**

Sets the camera to use the player vision. (Follow the player craft)

**void Camera.SetSceneLook()**

Sets the camera to use the scene vision. Set the position of the camera and its target using Camera.SetSceneLook\_LookAtX and Camera.SetSceneLook\_LookFromX functions.

**void Camera.SetDeathLook()**

Sets the camera to use the death vision. (Circle the player craft)

**void Camera.EnableFreeLook(bool enabled)**

Enables / Disables free vision. When enabled, this removes player mouse control from the player craft. Instead, the player may use the mouse to rotate the camera around the craft.

**void Camera.SetSceneLook\_LookAtActor(int actorID)  
void Camera.SetSceneLook\_LookAtActor(int actorID, float3 offsetXYZ)  
void Camera.SetSceneLook\_LookAtActor(int actorID, float3 offsetXYZ, float3 offsetRelative)**

Sets the scene camera target to the actor with the given **actorID**. If no such actor is found, do nothing.

If provided, **offsetXYZ** and/or **offsetRelative** determine world and relative offset positions from the actor body respectively.

**void Camera.SetSceneLook\_LookAtPoint(float3 point)**

Sets the scene camera target to a fixed **point**.

**void Camera.SetSceneLook\_LookFromActor(int actorID)  
void Camera.SetSceneLook\_LookFromActor(int actorID, float3 offsetXYZ)  
void Camera.SetSceneLook\_LookFromActor(int actorID, float3 offsetXYZ, float3 offsetRelative)**

Sets the scene camera position to the actor with the given **actorID**. If no such actor is found, do nothing.

If provided, **offsetXYZ** and/or **offsetRelative** determine world and relative offset positions from the actor body respectively.

**void Camera.SetSceneLook\_LookAtPoint(float3 point)**

Sets the scene camera position to a fixed **point**.

**Squad**

**int[] Squad.Spawn(string actorType, string squadName, string faction, int count, float spawnDelay, bool entryByHyperspace, float3 position, float3 rotation, string formation, float formationSpacing, float aiWaitDelay, string huntTargetType, string[] registries)**

Spawns a squad of actors of this **actorType**, owned by this **faction**. The squad will have **count** number of members, will bear designations **squadName** followed by a number from 1 up to **count**. The squad will spawn in **spawnDelay** in-game seconds after this function call, at the specified **position** and **rotation**. If **entryByHyperspace** is enabled, the spawned craft will hyperspace in using **rotation** as the entry vector. Otherwise, the craft simply appears. All actors will be placed in **formation** with a spacing distance defined by **formationSpacing**. All actors will be in a squad with the first actor as the squad leader. All actors in the squad will register themselves in each group specified in **registries**.

After spawning in, the AI governing actors will first wait for **aiWaitDelay** seconds, then proceed to hunt the targets that matches the type given by **huntTargetType**.

This function returns an **int[]** with the actorIDs of the spawned actors.

**bool Squad.JoinSquad(int actorID, int actor2ID)**

The actor of this **actor2ID** will join the squad with actor **actorID**. If neither actor exists, do nothing and return **false**. Otherwise, returns **true**.

**bool Squad.RemoveFromSquad(int actorID)**

The actor of this **actorID** will be removed from any existing squad it is in. If the actor does not exist, do nothing and return **false**. Otherwise, returns **true**.

**bool Squad.MakeSquadLeader(int actorID)**

The actor of this **actorID** will be made the squad leader (hence first member) of its current squad. If the actor does not exist, do nothing and return **false**. Otherwise, returns **true**.

**Actor**

**int Actor.Spawn(string actorType, string name, string faction, string sidebarName, float spawnDelay, float3 position, float3 rotation, string[] registries)**

Spawns an actor of this **actorType**, owned by this **faction**. The actor will bear a designation **name**. If the actor appears on the sidebar, the display name **sidebarName** will be used. The actor will spawn in **spawnDelay** in-game seconds after this function call, at the specified **position** and **rotation**. The actor will register itself in each group specified in **registries**.

This function returns an **int** with the actorID of the spawned actor.

**void Actor.QueueAtSpawner(int actorID, int spawnerID)**

Removes an actor of this **actorID** from the world and place it in the spawn queue of an actor of this **spawnerID**. If neither actor exists, do nothing. Note that the spawner should have a hangar or equivalent spawner add-on if this actor is to be spawned into the world.

**string Actor.GetActorType(int actorID)**

Returns the actor type ID of an actor by this **actorID**. If the actor does not exist, return an empty string **“”**.

**bool Actor.IsFighter(int actorID)**

Returns whether the actor with this **actorID** is a fighter. An actor is positively identified as a fighter if its TargetType definition includes the FIGHTER flag. If the actor does not exist, return **false**.

**bool Actor.IsLargeShip(int actorID)**

Returns whether the actor with this **actorID** is a large ship. An actor is positively identified as a large ship if its TargetType definition includes the SHIP flag. If the actor does not exist, return **false**.

**bool Actor.IsAlive(int actorID)**

Returns whether the actor with this **actorID** exists on the world and is not in the dead state. Note that the dying state still considered alive by this function.

**string Actor.GetFaction(int actorID)**

Returns the name of the faction this **actorID** belongs to. If the actor does not exist, return the neutral faction.

**void Actor.SetFaction(int actorID, string faction)**

Sets the actor’s faction to **faction** belongs to.

**void Actor.AddToRegister(int actorID, string register)**

Adds this actor to a scenario register. If either the actor or register does not exist, do nothing.

**void Actor.RemoveFromRegister(int actorID, string register)**

Removes this actor to a scenario register. If either the actor or register does not exist, do nothing.

**float3 Actor.GetLocalPosition(int actorID)**

Returns the local position vector of the actor with this **actorID**. If the actor does not exist, return an empty **float3 {0,0,0}**.

**float3 Actor.GetLocalRotation(int actorID)**

Returns the local rotation vector of the actor with this **actorID**. Rotation is given in degrees. If the actor does not exist, return an empty **float3 {0,0,0}**.

**float3 Actor.GetLocalDirection(int actorID)**

Returns the local direction vector of the actor with this **actorID**. If the actor does not exist, return an empty **float3 {0,0,0}**.

**float3 Actor.GetGlobalPosition(int actorID)**

Returns the world position vector of the actor with this **actorID**. If the actor does not exist, return an empty **float3 {0,0,0}**.

**float3 Actor.GetGlobalRotation(int actorID)**

Returns the world rotation vector of the actor with this **actorID**. Rotation is given in degrees. If the actor does not exist, return an empty **float3 {0,0,0}**.

**float3 Actor.GetGlobalDirection(int actorID)**

Returns the world direction vector of the actor with this **actorID**. If the actor does not exist, return an empty **float3 {0,0,0}**.

**void Actor.SetLocalPosition(int actorID, float3 value)**

Sets the local position vector of the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**void Actor.SetLocalRotation(int actorID, float3 value)**

Sets the local rotation vector of the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**void Actor.SetLocalDirection(int actorID, float3 value)**

Sets the local direction vector of the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**void Actor.LookAtPoint(int actorID, float3 point)**

Sets the rotation vector of the actor with this **actorID** so that it faces the position with the coordinate **point**. The roll (z-rotation) of the actor will be zeroed. If the actor does not exist, do nothing.

**int[] Actor.GetChildren(int actorID)**

Returns an **int[]** with the actorIDs of the children of the actor with this **actorID**. If the actor does not exist, or if the children of the actor has not yet been spawned, return an **int[]** with zero members. Note that only children that have been spawned will count. As actors spawn their children after they are spawned in, it is recommended to use this function at least a few frames after requesting their spawn.

**int[] Actor.GetChildrenByType(int actorID, string type)**

Returns an **int[]** with the actorIDs of the children of the actor with this **actorID**, whose type ID matches **type**. If the actor does not exist, or if the children of the actor has not yet been spawned, return an **int[]** with zero members. Note that only children that have been spawned will count. As actors spawn their children after they are spawned in, it is recommended to use this function at least a few frames after requesting their spawn.

**float Actor.GetHP(int actorID)**

Returns the HP (shield + hull ratings) of the actor with this **actorID**. If the actor does not exist, return **0**.

**float Actor.GetShd(int actorID)**

Returns the shield rating of the actor with this **actorID**. If the actor does not exist, return **0**.

**float Actor.GetHull(int actorID)**

Returns the hull rating of the actor with this **actorID**. If the actor does not exist, return **0**.

**float Actor.GetMaxHP(int actorID)**

Returns the maximum HP (shield + hull ratings) of the actor with this **actorID**. If the actor does not exist, return **0**.

**float Actor.GetMaxShd(int actorID)**

Returns the maximum shield rating of the actor with this **actorID**. If the actor does not exist, return **0**.

**float Actor.GetMaxHull(int actorID)**

Returns the maximum hull rating of the actor with this **actorID**. If the actor does not exist, return **0**.

**void Actor.SetHP(int actorID, float value)**

Sets the HP (shield + hull ratings) of the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**void Actor.SetShd(int actorID, float value)**

Sets the shield rating of the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**void Actor.SetHull(int actorID, float value)**

Sets the hull rating of the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**void Actor.SetMaxHP(int actorID, float value)**

Sets the maximum HP (shield + hull ratings) of the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**void Actor.SetMaxShd(int actorID, float value)**

Sets the maximum shield rating of the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**void Actor.SetMaxHull(int actorID, float value)**

Sets the maximum hull rating of the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**float Actor.GetArmor(int actorID, string damageType)**

Returns the damage multiplier on the **damageType** to the actor with this **actorID**. If the actor does not exist, return **0**.

As of version 0.1, the accepted **damageType** values are: **COLLISION**, **LASER**, **LIGHT**, **HEAVY**.

**void Actor.SetArmor(int actorID, string damageType, float value)**

Sets the damage multiplier on the **damageType** to the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

As of version 0.1, the accepted **damageType** values are: **COLLISION**, **LASER**, **LIGHT**, **HEAVY**.

**void Actor.SetArmorAll(int actorID, float value)**

Sets the damage multiplier on all damage types to the actor with this **actorID** to this **value**. If the actor does not exist, do nothing.

**void Actor.RestoreArmor(int actorID)**

Restores the damage multipliers to the actor with this **actorID** back to its actor type definitions. If the actor does not exist, do nothing.

**var Actor.SetProperty(int actorID, string propertyName)  
void Actor.SetProperty(int actorID, string propertyName, var value)**

Gets / Sets a property of the actor with this **actorID**.

As of version 0.1, the following is a list of supported properties:

|  |  |  |
| --- | --- | --- |
| Property | Type | Description |
| Regen | | |
| Regen.NoRegen | **bool** | If set to **true**, the actor will be immune to regeneration, although it can still apply regeneration to its parent / children / siblings. |
| Regen.Self | **float** | The rate in which an actor replenishes its shield rating per in-game second. |
| Regen.Child | **float** | The rate in which an actor replenishes each of its children’s shield rating per in-game second. |
| Regen.Parent | **float** | The rate in which an actor replenishes its parent’s shield rating per in-game second. |
| Regen.Sibling | **float** | The rate in which an actor replenishes each of its sibling’s shield rating per in-game second. |
| AI | | |
| AI.CanEvade | **bool** | Determines whether the AI governing this actor is allowed to evade upon getting hit. |
| AI.CanRetaliate | **bool** | Determines whether the AI governing this actor is allowed to retaliate upon getting hit. |
| AI.HuntWeight | **float** | Determines the weight for AI hunt calculations. The greater the number, the more probable the actor will be selected as a hunt target. |
| Movement | | |
| Movement.ApplyZBalance | **bool** | Determines whether an actor will self-correct its z-rotation towards zero. |
| Movement.MinSpeed | **float** | Determines the actor’s minimum speed |
| Movement.MaxSpeed | **float** | Determines the actor’s maximum speed |
| Movement.Speed | **float** | Determines the actor’s current speed |
| Movement.MaxSpeedChangeRate | **float** | Determines the maximum rate where the actor can change its speed. |
| Movement.MaxTurnRate | **float** | Determines the maximum rate of turn for the actor |
| Health | | |
| Health.HP | **float** | Determines the actors current HP (shield + hull ratings) |
| Health.Shd | **float** | Determines the actors current shield rating |
| Health.Hull | **float** | Determines the actors current hull rating |
| Health.MaxHP | **float** | Determines the actors maximum HP (shield + hull ratings) |
| Health.MaxShd | **float** | Determines the actors maximum shield rating |
| Health.MaxHull | **float** | Determines the actors maximum hull rating |
| Spawner | | |
| Spawner.Enabled | **float** | Determines whether the actor spawner is enabled. To achieve full functionality of the spawner functions, a hangar-type actor must be assigned as a child of this actor |
| Spawner.SpawnTypes | **string[]** | Determines the possible of actor types to spawn. Each iteration is selected randomly. |
| Spawner.SpawnsRemaining | **int** | Determines the number of spawns remaining. This refers to the number of spawn sets. If the actor’s hangar spawns 4 actors at a time, the effective number of spawned actors is 4 times the number of spawned sets. |
| Transform | | |
| Transform.Scale | **float** | Determines whether an actor will self-correct its z-rotation towards zero. |
| Transform.Position | **float3** | Determines the actor’s local position |
| Transform.Rotation | **float3** | Determines the actor’s local rotation (in degrees) |
| Transform.Direction | **float3** | Determines the actor’s local direction |
| Misc | | |
| InCombat | **bool** | Determines whether the actor is considered a combat object. If set to **false**, it is ignored in AI hunt calculations and aggressive tracking calculations. |
| Name | **string** | Determines the name of this actor, if shown. If set to an empty string, the name (not id) of the actor type will be used. |
| SideBarName | **string** | Determines the display name of this actor on the side bar, if shown. If set to an empty string, the name of the actor type will be used. |

**AI**

**bool AI.QueueFirst(int actorID, string actionType, …)  
bool AI.QueueNext(int actorID, string actionType, …)  
bool AI.QueueLast(int actorID, string actionType, …)**

Queues an action to the AI of an actor of this **actorID**.

QueueFirst queues the action before the current action, replacing it.   
QueueNext queues the action immediately after the current action.  
QueueLast queues the action after the last queued action.

If the actor does not exist or the **actionType** is not well defined, return **false**. An error may be thrown if a valid **actionType** is used with malformed input (e.g. incorrect number / types of parameters).

The rest of the parameters depend on what action type is used. The following table lists the possible combinations:

|  |  |  |
| --- | --- | --- |
| Action Type | Parameters  (#Optional parameters) | Description |
| “idle” | **none** | Brings the actor to Idle. Usually this action generates a Hunt action and completes instantly. If there is nothing to hunt, then simply wait. |
| “hunt” | **#string targetType** | The actor calculates its next target.  Accepted **targetType** values:  LASER,  MUNITION,  FLOATING,  FIGHTER,  SHIP,  STRUCTURE,  ADDON,  SHIELDGENERATOR,  ANY  Default **targetType** value is “ANY”. |
| “selfdestruct” | **none** | Sets the actor to DEAD. |
| “delete” | **none** | Removes the actor from the world. The dead state is skipped. |
| “lock” | **none** | Applies a lock on the actor. This lock can be unlocked using **AI.UnlockOne** |
| “wait” | **#float duration** | Sets the actor to wait for a specified number of in-game seconds.  Default **duration** value is 5. |
| “evade” | **#float duration** | Sets the actor to take evasion action for a specified number of in-game seconds.  Default **duration** value is 2.5. |
| “move” | **float3 destination,**  **float speed,**  **#float close\_distance,**  **#bool can\_interrupt** | The actor will move towards a specific **destination**, maintaining a certain **speed**, until the actor is within **close\_distance** distance from the point.  Default **close\_distance** value is -1. (Determined by actor type)  Default **can\_interrupt** value is true. |
| “forcedmove” | **float3 destination, float speed,**  **#float close\_distance,**  **#float duration** | The actor will move towards a specific **destination**, maintaining a certain **speed**, until the actor is within **close\_distance** distance from the point or when **duration** is reached.  Default **close\_distance** value is -1. (Determined by actor type)  Default **duration** value is 999999. |
| “rotate” | **float3 destination, float speed,**  **#float close\_angle,**  **#bool can\_interrupt** | The actor will rotate towards a specific **destination**, maintaining a certain **speed**, until the actor is within **close\_angle** angle from the point.  Default **close\_abgle** value is 0.1 degrees.  Default **can\_interrupt** value is true. |
| “hyperspacein” | **float3 destination** | The actor travels by hyperspace into this **destination**. |
| “hyperspaceout” | **none** | The actor begins hyperspace sequence exiting this battlefield. |
| “attackactor” | **int actorid,**  **#float follow\_distance,**  **#float close\_distance,**  **#bool can\_interrupt,**  **#bool hunt\_interval** | The actor will attack an actor of this **actorid**, maintaining a certain **follow\_distance**, for up to **hunt\_interval** in-game seconds. It attempts to evade if the distance is less than **close\_distance.**  Default **follow\_distance** value is -1. (Determined by actor type)  Default **close\_distance** value is -1. (Determined by actor type)  Default **can\_interrupt** value is true.  Default **hunt\_interval** value is 15. |
| “followactor” | **int actorid,**  **#float follow\_distance,**  **#bool can\_interrupt** | The actor will follow an actor of this **actorid**, maintaining a certain **follow\_distance**.  Default **follow\_distance** value is 500.  Default **can\_interrupt** value is true. |
| “setgamestateb” | **string state\_name,**  **bool state** | Sets the game state of this **state\_name** to a **state** value. |

**void AI.UnlockOne(int actorID)**

Removes an AI lock from the actor of this **actorID**. If the actor does not exist, return **false**.

**string AI.ClearQueue(int actorID)  
string AI.ForceClearQueue(int actorID)**

Clears the AI queue for the actor of this **actorID**. If the actor does not exist, return **false**.

ClearQueue will only clear actions until the first non-interruptible action.  
ForceClearQueue will empty the queue regardless.

**Game**

**float GetGameTime()**

Returns the current game time.

**float GetLastFrameTime()**

Returns the duration of the last frame. This is related to FPS. (Typically a frame lasts 0.033 seconds in 30 FPS)

**string GetDifficulty()**

Returns the selected difficulty of the scenario.

**string GetPlayerActorType()**

Returns the selected actor type of the scenario.

**string GetPlayerName()**

Returns the player name, defined by the scenario.

**int GetStageNumber()**

Returns the current stage number.

**void SetStageNumber(int value)**

Sets the current stage number to this **value**.

**bool GetGameStateB(string state\_name)  
bool GetGameStateB(string state\_name, bool defaultValue)**

Gets the value of a boolean game state with this **state\_name**.

If defined, **defaultValue** is return if the game state is not defined (no value assigned).

**float GetGameStateF(string state\_name)  
float GetGameStateF(string state\_name, float defaultValue)**

Gets the value of a floating-point game state with this **state\_name**.

If defined, **defaultValue** is return if the game state is not defined (no value assigned).

**string GetGameStateB(string state\_name)  
string GetGameStateB(string state\_name, string defaultValue)**

Gets the value of a string game state with this **state\_name**.

If defined, **defaultValue** is return if the game state is not defined (no value assigned).

**void SetGameStateB(string state\_name, bool value)**

Sets the value of a boolean game state with this **state\_name** to **value**.

**void SetGameStateF(string state\_name, float value)**

Sets the value of a floating-point game state with this **state\_name** to **value**.

**void SetGameStateS(string state\_name, string value)**

Sets the value of a string game state with this **state\_name** to **value**.

**int GetRegisterCount(string register\_name)**

Gets the number of actors attached to the game register with this **register\_name**.

As of v0.1, the supported registers are:

CriticalAllies (allies shown in cyan in the side-bar)  
 CriticalEnemies (enemies shown in red in the side-bar)

![](data:image/png;base64,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)

**float GetTimeSinceLostWing()  
float GetTimeSinceLostShip()  
float GetTimeSinceLostStructure()**

Returns the number of in-game seconds since the player’s faction lost an actor of a specific target type.

GetTimeSinceLostWing tracks actors with the target type FIGHTER.  
GetTimeSinceLostShip tracks actors with the target type SHIP.  
GetTimeSinceLostStructure tracks actors with the target type STRUCTURE.

**void AddEvent(float delay, string script\_name)**

Queues a script by this **script\_name** to be played after a **delay** in in-game seconds. If the script does not exist, a runtime error will be thrown:

Error: "Script event '<script\_name>' does not exist!"

**Player**

**bool Player.AssignPlayer(int actorID)**

Assigns the player to an actor of this **actorID**. If the actor does not exist, return **false**.

**int Player.GetActor()**

Returns the **actorID** of the player actor. If the actor does not exist, return **-1**.

**void Player.RequestSpawn()**

Sets the state to allow spawners (hangars, player spawners) to spawn the player. Note that the spawner may not spawn the player immediately.

**void Player.SetMovementEnabled(bool enabled)**

Sets whether the player movement controls are enabled.

**void Player.SetAI(bool enabled)**

Sets whether the player is controlled by AI. Overrides movement controls.

**void Player.SetLives(int lives)**

Sets the number of player lives.

**void Player.DecreaseLives()**

Decrements the player lives by 1.

**Score**

**void Score.SetScorePerLife(float score)**

Sets the increment to the score requirement for a new +1 life every time the score requirement is reached.

**void Score.SetScoreForNextLife(float score)**

Sets the score requirement for a new +1 life. When this score is reached, the player receives +1 life, and this value is incremented by the value set in **Score.SetScorePerLife**.

**void Score.ResetScore(float score)**

Resets the score records to default. This resets the current score, kill count, hit count, death count and kill records to 0.

**Faction**

**void Faction.Add(string name, float3 color)**

Creates a new faction with an identifier **name**. Units belonging to this faction will be represented by this **color**.

**float3 Faction.GetColor(string faction)**

Returns the color of **faction**. If the faction does not exist, a runtime error will be thrown:

Error: At least one of the factions is not defined.

**void Faction.SetColor(string faction1, float3 color)**

Sets the color of **faction** to **color**. If the faction does not exist, a runtime error will be thrown:

Error: At least one of the factions is not defined.

**void Faction.MakeAlly(string faction1, string faction2)**

Sets two factions by the name of **faction1** and **faction2** to be allied to each other. The relationship is mutual. If at least one of the factions does not exist, a runtime error will be thrown:

Error: At least one of the factions is not defined.

**void Faction.MakeEnemy(string faction1, string faction2)**

Sets two factions by the name of **faction1** and **faction2** to be enemies of each other. The relationship is mutual. If at least one of the factions does not exist, a runtime error will be thrown:

Error: At least one of the factions is not defined.

**int Faction.GetWingCount(string faction)  
int Faction.GetShipCount(string faction)  
int Faction.GetStructureCount(string faction)**

Gets the number of actors of a certain target type belonging to the faction.

GetWingCount counts the number of actors with the target type FIGHTER.  
GetShipCount counts the number of actors with the target type SHIP.  
GetStructureCount counts the number of actors with the target type STRUCTURE.

If the faction does not exist, a runtime error will be thrown:

Error: The faction is not defined.

**int Faction.GetWingLimit(string faction)  
int Faction.GetShipLimit (string faction)  
int Faction.GetStructureLimit (string faction)**

Gets the limit of actors of a certain target type belonging to the faction. The limit counts down whenever a new actor of matching type is spawned. When the limit reaches zero, spawner will be blocked from spawning more actors of the matching type. The player craft is not affected by this limitation.

If the limit is set to **-1**, the limit is ignored.  
Actors spawned using either **Squad.Spawn** or **Actor.Spawn** ignores this limit.

GetWingCount gets the limit of actors with the target type FIGHTER.  
GetShipCount gets the limit of actors with the target type SHIP.  
GetStructureCount gets the limit of actors with the target type STRUCTURE.

If the faction does not exist, a runtime error will be thrown:

Error: The faction is not defined.

**void Faction.SetWingLimit(string faction, int limit)  
void Faction.SetShipLimit (string faction, int limit)  
void Faction.SetStructureLimit (string faction, int limit)**

Sets the limit of actors of a certain target type belonging to the faction. The limit counts down whenever a new actor of matching type is spawned. When the limit reaches zero, spawners will be blocked from spawning more actors of the matching type. The player craft is not affected by this limitation.

If the limit is set to **-1**, the limit is ignored.  
Actors spawned using either **Squad.Spawn** or **Actor.Spawn** ignores this limit.

SetWingCount sets the limit of actors with the target type FIGHTER.  
SetShipCount sets the limit of actors with the target type SHIP.  
SetStructureCount sets the limit of actors with the target type STRUCTURE.

If the faction does not exist, a runtime error will be thrown:

Error: The faction is not defined.

**int Faction.GetWingSpawnLimit(string faction)  
int Faction.GetShipSpawnLimit (string faction)  
int Faction.GetStructureSpawnLimit (string faction)**

Gets the spawn limit of actors of a certain target type belonging to the faction. If the number of actors of a certain type present equals or exceeds this value, spawners will be blocked from spawning more actors of the matching type. The player craft is not affected by this limitation.

If the limit is set to **-1**, the limit is ignored.  
Actors spawned using either **Squad.Spawn** or **Actor.Spawn** ignores this limit.

GetWingSpawnCount gets the limit of actors with the target type FIGHTER.  
GetShipSpawnCount gets the limit of actors with the target type SHIP.  
GetStructureSpawnCount gets the limit of actors with the target type STRUCTURE.

If the faction does not exist, a runtime error will be thrown:

Error: The faction is not defined.

**void Faction.SetWingSpawnLimit(string faction, int limit)  
void Faction.SetShipSpawnLimit (string faction, int limit)  
void Faction.SetStructureSpawnLimit (string faction, int limit)**

Sets the spawn limit of actors of a certain target type belonging to the faction. If the number of actors of a certain type present equals or exceeds this value, spawners will be blocked from spawning more actors of the matching type. The player craft is not affected by this limitation.

If the limit is set to **-1**, the limit is ignored.  
Actors spawned using either **Squad.Spawn** or **Actor.Spawn** ignores this limit.

SetWingSpawnCount sets the limit of actors with the target type FIGHTER.  
SetShipSpawnCount sets the limit of actors with the target type SHIP.  
SetStructureSpawnCount sets the limit of actors with the target type STRUCTURE.

If the faction does not exist, a runtime error will be thrown:

Error: The faction is not defined.

**Audio**

**int Audio.GetMood()**

Used for dynamic music only. Gets the current audio **mood**.

**void Audio.SetMood(int mood)**

Used for dynamic music only. Sets the audio mood to **mood**. Negative values can be used to trigger interrupts.

**void Audio.SetMusic(string piece\_name)  
void Audio.SetMusic(string piece\_name, bool loop)  
void Audio.SetMusic(string piece\_name, bool loop, int position\_ms)  
void Audio.SetMusic(string piece\_name, bool loop, int position\_ms, int end\_ms)**

Sets the current music to the piece **piece\_name**. This will stop any music that is currently playing.

If defined, **loop** determines whether the music piece will loop, **position\_ms** determines the start position (in milliseconds) of the piece, and **end\_ms** determines the end position of the piece.

**void Audio.SetMusicLoop(string piece\_name)   
void Audio.SetMusicLoop(string piece\_name, int position\_ms)**

Sets the loop music to the piece **piece\_name**. If the current music is not looped, the loop music will begin after the current music has finished playing.

If defined, **position\_ms** determines the start position (in milliseconds) of the piece.

**void Audio.SetDynMusic(string piece\_name)**

Sets the dynamic music to the piece **piece\_name**. This piece must be identified as a dynamic music piece. This will stop any music that is currently playing.

**void Audio.StopMusic()**

Stops the currently playing music.

**void Audio.PauseMusic()**

Pauses the currently playing music.

**void Audio.ResumeMusic()**

Resumes the previous paused music.

**void Audio.SetSound(string sound\_name)   
void Audio.SetSound(string sound\_name, float volume)  
void Audio.SetSound(string sound\_name, float volume, bool loop)**

Plays the sound **sound\_name**. Multiple instances of the same sound can be played concurrently with this function.

If defined, **volume** determines the sound volume (1.0 being 100%), and **loop** determines the sound will loop.

**void Audio.SetSoundSingle(string sound\_name)  
void Audio.SetSoundSingle(string sound\_name, bool interrupt)  
void Audio.SetSoundSingle(string sound\_name, bool interrupt, float volume)  
void Audio.SetSoundSingle(string sound\_name, bool interrupt, float volume, bool loop)**

Plays the sound **sound\_name**. Other instances of the same sound will be stopped.

If defined, **interrupt** determines whether the music piece will interrupt, **volume** determines the sound volume (1.0 being 100%), and **loop** determines the sound will loop.

**void Audio.StopSound(string sound\_name)**

Stops playing the sound **sound\_name**.

**void Audio.StopAllSounds ()**

Stops all sounds.

**UI**

**void UI.SetLine1Color(float3 color)  
void UI.SetLine2Color(float3 color)  
void UI.SetLine3Color(float3 color)**

Sets the color of line X on the programmable UI display (below Stage number).
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**void UI.SetLine1Text(string text)  
void UI.SetLine2Text(string text)  
void UI.SetLine3Text(string text)**

Sets the text of line X on the programmable UI display (below Stage number). The text should be within 15 characters.

**Math**

**float GetDistance(float3 point1, float3 point2)**

Returns the distance between **point1** and **point2**.

**float GetActorDistance(int actorID1, int actorID2)  
float GetActorDistance(int actorID1, int actorID2, float limit)**

Returns the distance between two actors **actorID1** and **actorID2**. If **limit** is defined, returns **limit** if the distance is greater than it.

**Miscellaneous**

**bool IsNull(var value)**

Returns **true** if the value is a **null** value. (**null** is returned by **void** functions, or if a variable has not been assigned any value)

**float Random()**

Returns a random value between 0 and 1.

**int Random(int max)**

Returns a random integer between 0 (inclusive) and **max** (exclusive).

**int Random(int min, int max)**

Returns a random integer between **min** (inclusive) and **max** (exclusive).

**var GerArrayElement(var[] array, int index)**

Returns the value at position **index** of the **array**. If the array is not a valid array, a runtime error is thrown:

Error: Attempted to apply GetArrayElement on a non-array object.

The table below indicates the valid variable types that can be used:

|  |  |  |
| --- | --- | --- |
| Array Type (var[]) | Element Type (var) | Effect |
| bool[] | bool | Returns **array[index]** |
| int[] | int |
| float[] | **float** |
| string[] | string |
| string | string | Returns a string with the character at position **index** of the **array** |