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Getting Started – Bắt Đầu:

1. Phần Mở Rộng Của C++ File?

* Đéo quan trọng, nhưng thông thường xài “.cpp”

1. Cách Cài Đặt C++?

* Vào Link này
* <https://sourceforge.net/projects/orwelldevcpp/>
* Rồi Click “Download” + chờ tải + mở File vừa tải + chọn “English” + Click “OK” + nhấn “I Agree” + nhấn “Next” + nhấn “Install” + chờ cài đặt + bỏ Tick “Run Dev-C++ …” + Click “Finish”
* Khi này, trong thư mục “C:/Program Files (x86)” sẽ xuất hiện thư mục “Dev-Cpp”
* Tiếp theo, chạy Dev C++ = cách Click vào biểu tượng của nó ngoài Desktop + Click “Next” 2 lần + Click “OK” + Click “Yes” + thoát Dev C++
* Cuối cùng, thêm “C:\Program Files (x86)\Dev-Cpp\MinGW64\bin” vào biến hệ thống “Path”, trong thư mục này sẽ có chứa trình biên dịch C++, GNU Debugger, …
* Để từ các File C++ ra 1 EXE duy nhất phải qua 2 bước
* Bước 1, biên dịch ra các File C++ Object với phần mở rộng “.o”, mỗi File C++ Object thực chất là mã nhị phân giống trong EXE nhưng không thể chạy

g++ <Đường Dẫn Tới Từng File C++ Có Phần Mở Rộng> -c

* Các File C++ Object mặc định sẽ trùng tên với File C++ tương ứng
* Ví dụ

g++ foo.cpp bar.cpp -c

* Khi này 2 File “foo.o” và “bar.o” sẽ được tạo ra
* Bước 2, liên kết các File C++ Object với nhau và với các thư viện, ví dụ trường hợp ta muốn tách dự án ra nhiều File C++, và không muốn dùng lệnh Import, nhưng vẫn muốn từ File này sử dụng hàm của File khác, = cách tạo hàm nguyên mẫu trong File này nhưng chưa viết phần thân cho nó, mà viết phần thân trong File khác

g++ <Đường Dẫn Tới Các File C++ Object Có Phần Mở Rộng> -o <Đường Dẫn Tới File EXE Không Cần Phần Mở Rộng>

* Trong các File C++ Object phải chứa đúng 1 File có hàm main làm ngõ vào
* Ví dụ

g++ foo.o bar.o -o alice

* Để tạo ra File EXE ngay thay vì làm 2 bước, nhập lệnh sau vào CMD

g++ <Bản> <Đường Dẫn Đến Các File C++ Có Phần Mở Rộng> -o <Đường Dẫn Đến File EXE Không Cần Phần Mở Rộng> <Bit>

* Mặc định

|  |  |
| --- | --- |
| <Bản> | -std=c++98 |
| <Bit> | -m64 |

* Đặt <Bit> = -m32 để nó biên dịch ra chương trình 32 Bit, nếu không sẽ biên dịch ra 64 Bit

|  |  |
| --- | --- |
| <Bản> | Phiên bản |
| -std=c++14 | C++ 2014 |
| -std=c++11 | C++ 2011 |
| -std=c++98 | C++ 1998 |

* Ví dụ

g++ -std=c++11 foo.cpp -o foo -m32

* Để biên dịch kèm theo thông tin Debug như Index dòng của các lệnh, kiểu dữ liệu biến, … vào File EXE, thêm Flag -g
* Ví dụ

g++ -g -std=c++11 foo.cpp -o foo -m32

1. Cách Show Phiên Bản G++?

* Vào CMD nhập

g++ --version

1. Cách Show Phiên Bản C++?

* Phiên bản được lưu vào hằng toàn cục sau

\_\_cplusplus

* Giá trị tương ứng

|  |  |
| --- | --- |
| 199711 | C++ 1998 |
| 201103 | C++ 2011 |
| 201300 | C++ 2014 |

1. Comment?

* Comment được xử lí trước tiền xử lý điều hướng, nghĩa là bản chất thay Comment = không gì cả
* Để Comment từ vị trí A trên 1 dòng đến hết dòng, đặt // tại A
* Ví dụ

foo // bar bob

alice john

* Tương đương

foo

alice john

* Khi trình biên dịch bắt gặp // nó sẽ ngay lập tức nhảy tới dòng tiếp theo đéo quan tâm kí tự tiếp theo sau //
* Để Comment 1 đoạn Code, đặt chúng trong cặp /\* và \*/
* Ví dụ

foo /\* concu

alice john

con buom\*/ bu lon

* Tương đương

foo

bu lon

* Khi trình biên dịch bắt gặp /\*, nó sẽ bỏ qua từng kí tự một đéo quan tâm kí tự đó là gì cho đến khi bắt gặp \*/ thì mới chạy Code tiếp

Preprocessor Directive – Tiền Xử Lý Điều Hướng:

1. Cách Hoạt Động?

* Thực thi trước trình biên dịch, công đoạn này gọi là tiền xử lí, làm các việc như Copy Paste Code, bỏ qua không biên dịch 1 đoạn Code khi một điều kiện nào đó được thỏa mãn, …

1. Macros?

* Khi bạn viết như sau

#define <Nhãn> <Nội Dung Thay Thế>

* <Nhãn> chỉ bao gồm 1 từ
* Trong giai đoạn tiền xử lí, bất cứ chỗ nào từ dòng lệnh này trở đi có từ <Nhãn> đứng riêng lẻ giống như 1 biến, không nằm trong dấu nháy kép, sẽ bị thay thế bởi <Nội Dung Thay Thế>, ngoại trừ các chỗ trong các Preprocessor Directive khác
* Nếu sau khi thay thế, <Nội Dung Thay Thế> lại chứa 1 Macro khác, thì Macro này tiếp tục được thay thế, cứ như vậy cho đến khi không còn Macro, trong công đoạn này, mỗi Macro khác nhau chỉ thực hiện thay thế 1 lần
* Ví dụ

#define ga foo

#define bar foo bob

#define foo bar

ga

* Tương đương

foo bob

* Đầu tiên, ga biến thành foo, sau đó foo biến thành bar, sau đó bar biến thành

foo bob, nhưng Macro foo đã được dùng rồi nên dừng lại ở đây không thế nữa

* <Nội Dung Thay Thế> có thể là bất cứ thứ gì, kể cả câu lệnh, vì nó sẽ Copy thẳng sang
* Ví dụ

#define foo cout << bar << endl;

int bar = 1;

foo

int far = 2;

* Tương đương

int bar = 1;

cout << bar << endl;

int far = 2;

* Có thể khai báo Macro trùng tên nhiều lần, khi này cái cũ sẽ bị xóa, lấy cái mới nhất
* Trong trường hợp <Nhãn> có dạng 1 hàm, các tham số cũng sẽ được thế y chang những gì bạn Pass
* Ví dụ

#define foo(a, b) a + b\*4

int bar = 5;

cout << foo(bar, 2+5) << endl;

* Tương đương

int bar = 5;

cout << bar + 2+5\*4 << endl;

* Đặt dấu # đằng trước 1 biến sẽ bao nó trong cặp dấu nháy kép
* Ví dụ

#define foo(a, b) cout << #a << b;

* Tương đương

#define foo(a, b) cout << "a" << b;

* Ví dụ trong hàm ta chỉ nhận 2 tham số là a và b, trong Macro ta không thể viết cout << ab được vì tham số ab không tồn tại, thay vào đó ta có thể thêm ## giữa các biến để nối chúng lại với nhau mà không có khoảng trống
* Ví dụ

#define foo(a, b, c) cout << a##b##c;

foo(bar, bob, john)

* Tương đương

cout << barbobjohn;

* Để xóa bỏ sự tồn tại của Macro kể từ dòng Code sau trở đi

#undef <Nhãn>

* Nếu Macro có dạng hàm, thì không <Nhãn> chỉ cần tên hàm, không cần đối số
* Để khai báo Macro trên nhiều dòng, đặt dấu \ sau mỗi dòng trước khi xuống dòng
* Ví dụ

#define foo bar long mu \

123 deh hieu \

That la\

ngu

int bar = 2;

foo

* Tương đương

int bar = 2;

bar long mu 123 deh hieu That langu

1. Bỏ Qua Không Biên Dịch 1 Đoạn Code?

#if <Điều Kiện>

<Đoạn Code>

#endif

* <Điều Kiện> được viết dưới dạng biểu thức toán học trong C++ như bình thường, chỉ được phép chứa số, toán tử, và nhãn của Macro đã được định nghĩa
* Nếu <Điều Kiện> trả về True, thì <Đoạn Code> sẽ được biên dịch, còn trả về False, thì bị bỏ qua không biên dịch
* ở giữa #if và #endif, ta có thể thêm #else hoặc #elif, cơ chế tương tự như Else và Else If trong câu điều kiện, nếu có #else thì nó phải được đặt dưới cùng
* ví dụ

#if <Điều Kiện 1>

<Đoạn 1>

#elif <Điều Kiện 2>

<Đoạn 2>

#elif <Điều Kiện 3>

<Đoạn 3>

#else

<Đoạn 4>

#endif

* Nếu <Điều Kiện 1> trả về True, <Đoạn 1> được biên dịch, <Đoạn 2, 3, 4> bị bỏ qua không biên dịch, nếu trả về False, thì <Đoạn 1> không được biên dịch, mà chuyển sang kiểm tra <Điều Kiện 2>, nếu nó trả về True thì <Đoạn 2> được biên dịch, <Đoạn 3, 4> không được biên dịch, nếu trả về False thì <Đoạn 2> không được biên dịch, tiếp tục chuyển sang kiểm tra <Điều Kiện 3>, nếu True,

<Đoạn 3> được biên dịch, <Đoạn 4> không được biên dịch, nếu False, thì

<Đoạn 3> không được biên dịch, và <Đoạn 4> được biên dịch do nó sau #else

* <Điệu Kiện> của #if hoặc #elif có thể bao gồm toán tử defined như sau

defined <Nhãn Macro>

* <Nhãn Macro> phải là 1 từ
* Khi này biểu thức trên sẽ trả về True nếu Macro tương ứng đã được khai báo, trả về False nếu chưa được khai báo hoặc đã bị xóa
* Ta có thể sử dụng tiền xử lí sau

#ifdef <Nhãn Macro>

* Tương đương

#if defined <Nhãn Macro>

* Hoặc để trả về True khi Macro không tồn tại và False khi tồn tại

#ifndef <Nhãn Macro>

* Tương đương

#if !defined <Nhãn Macro>

1. Header File?

* Các Header File tiêu chuẩn của C++ được lưu ở thư mục “C:\Program Files (x86)\Dev-Cpp\MinGW64\lib\gcc\x86\_64-w64-mingw32\4.9.2\include\c++”
* Khi bạn viết

#include <<Tên Header File Tiêu Chuẩn>>

* Thì trình biên dịch sẽ mò tới đường dẫn trên để chạy Header File có tên là

<Tên Header File Tiêu Chuẩn>, tương đương việc thay thế cái dòng lệnh này = nguyên nội dung trong Header File đó luôn

* Bất cứ File nào đặt vào đường dẫn trên đều trở thành Header File tiêu chuẩn và có thể được Import như trên
* Cú pháp của Code trong Header File giống cú pháp bình thường
* Ví dụ

#include <iostream>

#include <foo.h>

* Để Import Header File do mình tự tạo ra thì viết

#include "<Đường Dẫn Tới File>"

* Cách viết đường dẫn y chang trong Batch
* Ví dụ

#include "..\bar.h"

* Phần mở rộng Header File đéo quan trọng, bạn đặt hay không thì tùy

1. Cách Không Import Thư Viện Nhiều Lần?

* Giả sử ta có File A là File C++ chính, là ngõ vào của chương trình, trong A ta có Import File B và C, trong C ta cũng lại Import B, như vậy tương đương với việc ta Copy Paste 2 lần B vào A, để tránh việc này, trong File B phải có tiền xử lí sau, đặt ở đâu cũng được

#pragma once

* Khi này, đầu tiên B được Import vào A như thường, nhưng khi C được Import vào A, thì gặp lệnh Import B trong C, thì do B đã Import vào A rồi, nó không được Import nữa

1. Cách Không Padding Giữa Các Thuộc Tính Trong Class?

#pragma pack(<N>)

* <N> phải là lũy thừa của 2, ví dụ 1, 2, 4, 8, …
* Khi gặp chỉ thị trên, thì tất cả các khai báo Class hoặc Struct phía dưới, ví dụ Class A, khai báo int a, double c, char d, giữa các thuộc tính này sẽ Padding tùy theo <N>, nghĩa là mỗi thuộc tính với kích thước từ <N> trở lên sẽ phải đặt ở chỗ sao cho ô Byte đầu tiên của nó có địa chỉ chia hết cho <N>, đồng thời kích thước của A cũng phải chia hết cho <N>, thuộc tính đầu tiên vẫn đặt ở địa chỉ chia hết cho 16
* Ví dụ

#pragma pack(4)

struct foo {

int a;

short b;

char c;

double d;

char e;

int f;

short g;

}

* Khi này các thuộc tính được lưu như sau

|  |  |  |
| --- | --- | --- |
| Địa chỉ | Nội dung |  |
| 93 |  |  |
| 92 |  |  |
| 91 | Padding | foo |
| 90 |
| 89 | g |
| 88 |
| 87 | f |
| … |
| 84 |
| 83 | Padding |
| … |
| 81 |
| 80 | e |
| 79 | d |
| … |
| 72 |
| 71 | Padding |
| 70 | c |
| 69 | b |
| 68 |
| 67 | a |
| … |
| 64 |

* Như vậy dễ thấy nếu <N> = 1, thì không có Padding
* Nếu <N> = 0, thì trở lại Padding mặc định, tức là <N> = kích thước của thuộc tính có kích thước lớn nhất

1. Template?

* Có tác dụng tạo ra hàm hoặc Class tại Run Time, không phải tại Compile Time, hàm chạy xong thì bị xóa khỏi bộ nhớ, không như hàm thông thường được lưu cố định trong phần nhớ Text

template<<Danh Sách Biến Thế>> <Hàm Hoặc Class>

* Nghĩa là mỗi Template chỉ có tác dụng cho 1 hàm hoặc Class duy nhất đằng sau nó
* <Danh Sách Biến Thế> gồm các khai báo biến ngăn cách bởi dấu phẩy
* <Hàm Hoặc Class> là đoạn mã khai báo hàm hoặc Class, mà bên trong nó, có sử dụng các <Biến Thế>
* Khi gọi <Hàm Hoặc Class> như gọi hàm, hoặc tạo Object cho Class, …, ta cần thế các <Biến Thế> = giá trị cụ thể
* Trường hợp hàm

<Hàm><<Các Giá Trị Biến Thế>>(<Các Tham Số Hàm>);

* Ví dụ

template <typename foo, typename boo, int bar, char alice>

void far(foo dark, foo light, int near){

boo haha = dark + light + near;

cout << bar << alice;

}

* Khi hàm far được gọi, ta phải Pass cho nó giá trị cụ thể của các <Biến Thế>
* Biến foo, boo có kiểu dữ liệu cơ bản là typename, tức là nó có giá trị là int, float, … theo nghĩa đen
* Biến bar có kiểu dữ liệu cơ bản là int, nên nó phải có giá trị là 1, 2, hay 10, …, tương tự alice

far<int, float, 4, 'c'>(10, 8, 45);

* Khi lệnh trên chạy, hàm far mới được tạo ra trong RAM, và nó như sau, thế giá trị các <Biến Thế> vào

void far(int dark, int light, int near){

float haha = dark + light + near;

cout << 4 << 'c';

}

far(10, 8, 45);

* Ta có thể tạo hàm mới với kiểu dữ liệu cơ bản mới

far<double, char, 8, '\n'>(1.23, 8.99, 9);

* Nếu Template chỉ bao gồm các <Biến Thế> kiểu typename, và <Đối Tượng> là hàm với phần tham số có Full các <Biến Thế>, thì không cần phải Pass giá trị cụ thể của <Biến Thế> khi gọi hàm, nó tự động hiểu từ tham số Pass vào
* Ví dụ

template<typename a, typename b>

void foo(a foo, b bob, int c){

cout << 1;

}

foo('c', 4, 5);

* Khi này a tự động = char, b tự dộng = int

Program – Chương Trình:

1. Cách Hoạt Động Của 1 File EXE Được Biên Dịch Từ File C++?

* Khi chạy File EXE này, ngay lập tức nó sẽ chạy thẳng hàm “main” trong đó, hàm này phải trả về Integer, nếu không trả về gì cả, tự động trả về 0, đây chính là Exit Code

1. Nhảy Đến Câu Lệnh Bất Kì?

* Y chang Go To trong Batch
* Ví dụ

int bar = 5;

goto foo;

bar = 10;

foo: bar++;

* Ta có

|  |  |
| --- | --- |
| foo | 6 |

1. Cấu Trúc Chương Trình?

* Ta chỉ được phép khai báo hàm và biến, không được dùng các câu lệnh nếu chúng không nằm trong hàm
* Ví dụ, Code sau sai

int a;

a = 4;

int main(){

return 0;

}

1. Linker?

* Diễn biến từ lúc viết Code đến lúc chạy chương trình
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* Linker có tác dụng nối các đối tượng và thư viện rời rạc lại với nhau thành 1 File EXE hoàn chỉnh để thực thi

Memory – Bộ Nhớ:

1. Thứ Tự Bit Little Endian?

* Khi bạn lưu 1 biến trong máy tính, ví dụ có dạng nhị phân

01011111 00011111 11111111 00000000

* Thì theo chiều tăng dần địa chỉ, nó được lưu như sau

00000000 11111111 00011111 01011111

* Như vậy, thứ tự Byte bị đảo ngược

1. Tổng Quan Bộ Nhớ?

* Khi bắt đầu chương trình, C++ ngay lập tức chia các vùng bộ nhớ trong RAM như sau
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* Đây là thanh RAM, chiều tăng dần địa chỉ từ dưới lên
* Khi chương trình chạy 1 hàm, hàm này sẽ được đẩy vào Stack, hệ thống sẽ cấp phát vùng nhớ cho nó, vùng này gọi là khung hàm, khi 1 hàm A gọi tới 1 hàm B, thì khung hàm của B sẽ được tạo và đặt dưới khung hàm của A trong Stack
* Ví dụ khi A đang chạy, các Object mặc định được lần lượt tạo ra trong A sẽ được đặt trong khung hàm của A lần lượt từ trên xuống, Object có kích thước K thì sẽ phải đặt ở địa chỉ sao cho ô Byte đầu tiên của nó chia hết cho K, riêng Object không thuộc kiểu dữ liệu cơ bản phải được đặt sao cho ô Byte đầu tiên của nó chia hết cho 16, do đó giữa các Object có thể có khoảng trống (Padding)
* Ví dụ, ta tạo lần lượt các Object sau, Class foo có kích thước 15 Byte

int a, foo b, int c, double d, char f, char g, int h

* Thì chúng sẽ được lưu trong Stack như sau, giả sử ban đầu a được lưu ở 80

|  |  |
| --- | --- |
| Địa chỉ | Nội dung |
| 83 | a |
| … |
| 80 |
| 79 | Padding |
| 78 | b |
| … |
| 64 |
| 63 | c |
| … |
| 60 |
| 59 | Padding |
| … |
| 56 |
| 55 | d |
| … |
| 48 |
| 47 | f |
| 46 | g |
| 45 | Padding |
| 44 |
| 43 | h |
| … |
| 40 |

* Kích thước khung hàm được xác định trước bởi trình biên dịch dựa vào số biến trong hàm
* Ví dụ A gọi B, B chạy xong thì khung hàm của nó sẽ biến mất, sau đó A chạy xong thì khung hàm của A cũng biến mất
* Khung hàm của hàm main được đặt trên cùng
* Kích thước Stack cố định, do đó nếu chồng chất quá nhiều khung hàm cùng lúc sẽ bị lỗi tràn Stack
* Heap là bộ nhớ động, ta có thể ngẫu nhiên chọn 1 ô trong đó để lưu giá trị, càng đặt nhiều biến vào Heap thì các biến tiếp theo càng bị đặt ở phía trên
* Stack nhanh hơn Heap do cấp phát bộ nhớ thường xuyên trên này, do đó các tập lệnh có thể được lưu trong bộ nhớ đệm của CPU, đồng thời cấu trúc đơn giản
* BSS là nơi lưu trữ các biến nào chưa được khởi tạo giá trị
* Phần vùng nhớ khởi tạo lưu các Object toàn cục, Object tĩnh và hằng toàn cục, đó là lí do vì sao Object tĩnh trong hàm giá trị có thể thay đổi được sau mỗi lần gọi
* Ngoài ra ta cũng có thể lưu biến trong Register để tăng tốc độ xử lí
* Text là vùng nhớ dùng để lưu chương trình, tức là các Instruction, mỗi hàm trong chương trình sẽ được lưu ở đây dưới dạng các dãy Instruction liên tục, khi gọi hàm thì các Instruction này sẽ được thực thi lần lượt

Stream:

1. Buffer?

* Bản chất của Console giống như 1 File, bạn ghi/đọc dữ liệu vào Console = ghi/đọc dữ liệu vào File
* Object cout và printf mặc định lưu trữ con trỏ đến Buffer của Console
* Object cin và scanf mặc định lưu trữ con trỏ đến Buffer của bàn phím
* Bạn có thể thay đổi con trỏ của cout hoặc cin thành con trỏ vào Buffer của 1 File
* Khi dùng lệnh in như cout hay printf, thì các kí tự được gửi vào Buffer nó chĩa vào trước
* Các kí tự trong Buffer sau đó thỏa mãn 1 điều kiện nào đó thì mới bị đẩy tới đích như Console hoặc File
* Trong C++ chỉ có 2 Buffer có đích là Console tương ứng với printf và cout, tạm gọi là A và B, tuy nhiên mặc định B chưa được sử dụng bởi cout, và cả printf và cout đều sử dụng chung A, giả sử kích thước của A chứa tối đa 1023 kí tự, tương tự B, thì toàn bộ 1023 kí tự trong Buffer này sẽ được đẩy ra màn hình một khi Buffer chứa Full 1023 kí tự, sau đó làm rỗng nó
* Toàn bộ kí tự trong A hoặc B cũng tự động bị đẩy ra khi dùng lệnh flush ép nó đẩy ra, hoặc ngay khi chèn kí tự xuống dòng vào nó, hoặc khi chương trình kết thúc, riêng đối với A, dữ liệu trong nó tự động bị đẩy ra do hệ điều hành sau mỗi khoảng thời gian ngắn
* Tương tự Buffer của File y chang cách hoạt động của B, thêm việc khi File Object ứng với nó đóng lại thì dữ liệu cũng được đẩy vào đích
* Đồng thời toàn bộ kí tự trong Buffer mà cout chõ đến cũng bị đẩy ra đích ngay khi chương trình gặp lệnh cin, sau đó chờ người dùng nhập Input, bạn cũng có thể dùng lệnh gỡ ràng buộc để nó không bị đẩy khi gặp lệnh cin, lí do cho sự ràng buộc này là vì sẽ tốt hơn khi câu hỏi được đẩy hết ra ngoài rồi nhập Input hợp lí hơn
* 1 Buffer có thể được trỏ đến từ nhiều Object, mỗi Object sẽ có các cờ riêng cho nó không ảnh hưởng tới cờ của Object khác như fixed, left, right, …, và khi dùng Object này ghi vào Buffer thì sẽ dùng cờ tương ứng của Object đó để định dạng thứ được ghi vào
* Trong C++ chỉ có 2 Buffer chính dùng để lưu dữ liệu nhập từ bàn phím ứng với scanf và cin, tạm gọi là X và Y, tuy nhiên mặc định Y chưa được sử dụng bởi cin, và cả printf và cin đều sử dụng chung X
* Bất cứ khi nào scanf hoặc cin được gọi, nếu trong Buffer nó dùng chứa dữ liệu theo đúng định dạng nó yêu cầu, thì dữ liệu đó sẽ được đẩy ra, đích là địa chỉ nào đó như địa chỉ của các biến
* Ta có thể tạo ra đối tượng tương tự cin và scanf nhưng sử dụng bộ đệm được Copy từ 1 File sang
* Khi thoát khỏi chế độ mặc định, tức là cout không dùng A nữa mà dùng B, cin không dùng X nữa mà dùng Y, printf vẫn dùng A, scanf vẫn dùng X, thì tốc độ chương trình trong khoản nhập xuất sẽ nhanh hơn do không còn phải dung hòa nữa

1. Printf?

* Thuộc thư viện <iostream>

printf(<String Nội Suy>, <Giá Trị Nội Suy 1>, <Giá Trị Nội Suy 2>, …);

* Các kí tự nội suy trong <String Nội Suy> sẽ được thay lần lượt = các

<Giá Trị Nội Suy>

* Cú pháp kí tự nội suy

%<Kiểu Cách><Độ Rộng>.<Số Chữ Số Thập Phân><Kiểu Dữ Liệu Cơ Bản>

* Các kiểu dữ liệu cơ bản

|  |  |
| --- | --- |
| d | int |
| ld | long |
| lld | long long |
| lu | unsigned long |
| c | char |
| f | float, double viết bình thường, mặc định dùng cờ fixed 6 chữ số sau dấu phẩy |
| E, e | float, double dùng cờ scientific viết theo kiểu khoa học |
| s | Mảng char |

* Các kiểu cách

|  |  |
| --- | --- |
| + | Số dương sẽ hiện thêm dấu “+” đằng trước, tương đương dùng cờ showpos |
| - | Căn lề trái thay vì căn lề phải trong phần không gian được xác định bởi <Độ Rộng>, tương đương dùng cờ left |
| 0 | Lấp đầy phần không gian còn lại = số 0 |

* Ví dụ

printf("Hello Gay : %+15.3f", 3.145644879);

* Nội dung thêm vào Buffer

Hello Gay : +3.146

1. Scanf?

* Thuộc thư viện <iostream>

scanf(<String Nội Suy>, <Địa Chỉ 1>, <Địa Chỉ 2>, …);

* Lệnh trên sẽ tạm dừng chương trình cho đến khi Buffer do scanf sử dụng chứa chuỗi kí tự giống định dạng trong <String Nội Suy> hoặc dư hoặc không trùng định dạng, đồng thời cho phép người dùng nhập từ bàn phím
* Mỗi lần người dùng nhập thứ gì đó rồi nhấn “Enter”, thì thứ gì đó sẽ được đẩy vào Buffer do scanf sử dụng
* Khi chương trình hêt tạm dừng, dữ liệu trong Buffer sẽ được xử lí, gọi toàn bộ chuỗi kí tự trong Buffer này là A, kí tự đầu tiên của A là kí tự tồn tại lâu nhất trong A
* <String Nội Suy> trước khi xử lí sẽ rút gọn tất cả các chuỗi dấu cách liền nhau thành 1 dấu cách, đồng thời nếu trước kí tự nội suy chưa có dấu cách thì sẽ thêm 1 dấu cách, ví dụ "ab cd eff%d vailon" thành "ab cd eff %d vailon", gọi String này là B
* Bước 1, 2 con trỏ C và D trỏ vào kí tự đầu tiên của A và B
* Bước 2, nếu D là kí tự thường, thì đối chiếu với C, nếu C và D trùng nhau thì cả 2 cùng dịch sang phải 1 kí tự, nếu không thì kết thúc đọc
* Bước 3, nếu D là kí tự dấu cách, thì xét C, nếu C là kí tự thường thì đứng yên tại chỗ, nếu là dấu cách hoặc kí tự xuống dòng thì C dịch sang phải cho đến khi gặp kí tự không phải dấu cách hay kí tự xuống dòng
* Bước 4, nếu D ở vị trí kí tự nội suy, thì xét chuỗi ngắn nhất từ vị trí C trở đi có định dạng giống kí tự nội suy, rồi chuyển kiểu dữ liệu của chuỗi này theo kiểu của kí tự nội suy, rồi gán vào <Địa Chỉ 1>, sau đó C dịch chuyển tới vị trí kế sau chuỗi ngắn nhất này và D dịch chuyển sang kí tự tiếp theo
* Cứ tiếp tục như vậy, <Địa Chỉ 2>, <Địa Chỉ 3>, … sẽ lần lượt được gán giá trị, nếu trong quá trình lặp mà gặp phải giá trị không hợp lệ thì sẽ ngừng gán và lệnh trên kết thúc, đồng thời chuỗi dư còn lại vẫn sẽ còn tồn tại trong Buffer
* Nếu số <Địa Chỉ> không đủ so với số kí tự nội suy thì chương trình sẽ văng
* Cú pháp kí tự nội suy

%<Có Bỏ Qua><Độ Rộng><Kiểu Dữ Liệu Cơ Bản>

* Các kiểu dữ liệu cơ bản

|  |  |
| --- | --- |
| d | int |
| f | float |
| s | Mảng char đã xác định kích thước, đối số địa chỉ thì chỉ cần ghi tên mảng, không cần &, chỉ đọc đến kí tự ngay trước dấu cách hoặc kí tự xuống dòng đầu tiên, ghi đè chứ không xóa rồi ghi lại từ đầu, chuỗi đọc được sẽ thêm kí tự \0 ở cuối trước khi ghi đè vào mảng ban đầu, ghi đè từ vị trí đầu tiế |
| [^<Kí Tự>] | Mảng char đã xác định kích thước, đối số địa chỉ thì chỉ cần ghi tên mảng, không cần &, đọc đến kí tự ngay trước kí tự <Kí Tự> đầu tiên, cơ chế ghi giống ở trên |
|  |  |

* <Độ Rộng> có thể là 1 số hoặc không có gì cả, nếu không có gì thì sẽ đọc số lượng kí tự tối đa có thể, nếu là 1 số thì chỉ đọc tối đa đến số đó kí tự, có thể đọc ít, dấu chấm cũng tính là 1 kí tự, nếu giá trị đọc vượt quá kích thước của kiểu dữ liệu thì sẽ bị Clip, vì dụ nếu Max là 100 mà đọc được 1234, thì sẽ giá trị đọc từ 1234 giảm còn 100, hoặc Min là -100 mà đọc được -1234 thì sẽ từ -1234 lên

-100

* <Có Bỏ Qua> có thể là kí tự \* hoặc không có kí tự gì cả, nếu là kí tự \* thì giá trị đọc được không được gán vào địa chỉ nào cả, do đó địa chỉ hiện tại tiếp tục chờ kí tự nội suy tiếp theo để gán giá trị cho nó
* Ví dụ 1

int foo;

float bar;

scanf("concu %da%f", &foo, &bar);

* Chuỗi nội suy được xử lí thành "concu %da %f"
* Ta có, [E] là nhấn Enter

|  |  |  |
| --- | --- | --- |
|  | foo | bar |
| Trước khi nhập | 123 | 45.56 |
| "concu789a1.34[E]" | 789 | 1.34 |
| "concu 789 a 1.34[E]" | 789 | 45.56 |
| "concu 789a 1.34[E]" | 789 | 1.34 |
| "concu 789[E]" | 789 | 45.56 |
| "concu[E]  789a [E]  1.34[E]" | 789 | 1.34 |
| "con cu789a1.34[E]" | 123 | 45.56 |
| " con cu789a1.34[E]" | 123 | 45.56 |

* Ví dụ 2

int foo;

float alice;

scanf(" %3da%\*2d%5f concu", &foo, &alice);

* Chuỗi nội suy được xử lí thành " %3da %\*2d %5f concu"
* Ta có

|  |  |  |
| --- | --- | --- |
|  | foo | alice |
| Trước khi nhập | 123 | 7.89 |
| "357a99671.3987[E]" | 357 | 671.3 |
| " 357a 99 6.71thangcho[E]" | 357 | 6.71 |
| " 357a 997 6.71thangcho[E]" | 357 | 78 |
| " 357a 9 6.71thangcho[E]" | 357 | 6.71 |
| " 35789a 9 6.71thangcho[E]" | 357 | 7.89 |
| " 35 a 9 6.71thangcho[E]" | 35 | 7.89 |

* Ví dụ 3

int foo = 3;

scanf("%d ", &foo);

* Ở trường hợp này, nếu bạn chỉ nhập, ví dụ 14 rồi nhấn Enter, thì Console vẫn tiếp tục chờ bạn nhập tiếp, đó là do dấu cách đằng sau %d, nên bạn nhập bao nhiêu dấu cách đằng hay kí tự xuống dòng đằng sau 14, thì nó vẫn tính vào dấu cách này, và chỉ dừng lại khi bạn nhập 1 kí tự khác dấu cách và kí tự xuống dòng
* Ta có

|  |  |  |
| --- | --- | --- |
|  | foo | Buffer |
| Trước khi nhập | 3 |  |
| "357 [E]  [E]  [E]  [E]  ab[E]" | 357 | ab |

1. Kí Tự Thoát (Escape Character)?

* Carriage Return

\r

* Đây là kí tự đưa con trỏ trở về đầu dòng, và những gì được ghi sau đó sẽ đè lên những kí tự cũ
* Ví dụ

ggnore\rlon

* In ra

lonore

* Line Feed

\n

* Đây là kí tự đưa con trỏ xuống dòng tiếp theo, giữ nguyên hoành độ
* Ví dụ

ggnore\nlon

* In ra

ggnore

lon

* Tuy nhiên, khi biên dịch Code C++ trong hệ điều hành Windows, tất cả kí tự \n sẽ bị thay thế bằng \r\n, đây coi như là 1 kí tự, tên là kí tự xuống dòng (New Line)
* Back Space
* \b
* Kí tự này lùi con trỏ 1 kí tự, đồng thời xóa kí tự ở vị trí lùi
* Ví dụ

ggnore\bc

* In ra

ggnorc

Namespace:

1. Bản Chất Namespace?

* Chỉ có tác dụng gộp nhiều hàm hoặc thuộc tính vào chung 1 gói, để truy cập hàm hoặc thuộc tính thì phải thông qua tên của gói này
* Mục đích để tránh xung đột khi tạo ra 2 hàm hay thuộc tính có tên giống nhau
* Namespace không phải 1 phần của thư viện, thư viện chỉ là cái cung cấp phương thức cho Namespace
* Các Object nằm ở ngoài cùng, tức là cùng cấp mới main, đều nằm trong Namespace to nhất, tạm gọi là root, tên của Namespace này là không có gì cả

1. Cách Tạo 1 Namespace?

namespace <Tên Namespace> {

<Khai Báo Các Hàm Hoặc Thuộc Tính>

}

* Ví dụ

namespace foo {

int bar(){

return 5;

}

int fool = 1;

}

* Để sử dụng hàm hay thuộc tính của Namespace

<Tên Namespace>::<Hàm Hoặc Thuộc Tính>

* Ví dụ

int boo = foo::bar();

* Ta có

|  |  |
| --- | --- |
| boo | 5 |

* Trường hợp muốn truy xuất thuộc tính hoặc hàm thuộc Namespace root

::<Thuộc Tính Hoặc Hàm>

* Ta có thể tạo ra 1 thuộc tính hoặc hàm cho Namespace khi ở ngoài Namespace bằng cách sử dụng Object chưa khởi tạo và hàm nguyên mẫu
* Với thuộc tính

<Class Trả Về> <Tên Namespace>::<Tên Thuộc Tính> = <Giá Trị>;

* Với hàm

<Class Trả Về> <Tên Namespace>::<Tên Hàm>(<Các Tham Số>){

<Làm Gì Đó>

}

* Ví dụ

namespace foo {

int bar;

float alice(int, bool);

}

int foo::bar = 5;

float foo::alice(int a, bool b){

cout << 1;

}

* Ta có thể sử dụng cách khai báo này cho Class, thay mỗi từ namespace thành class
* Ví dụ

class foo {

int bar;

float alice(int, bool);

}

int foo::bar = 5;

float foo::alice(int a, bool b){

cout << 1;

}

1. Cách Đưa Các Hàm Và Thuộc Tính Ra Khỏi Namespace?

using namespace <Tên Namespace>;

* Lệnh trên sẽ thêm vào danh sách tìm kiếm của trình biên dịch

<Tên Namespace>

* Ví dụ trong Namespace foo có thuộc tính bar, để truy cập bar, ta sẽ viết foo::bar, nhưng nếu ta chỉ viết bar, thì khi này trình biên dịch sẽ rà soát trong danh sách tìm kiếm của nó, xem Namespace nào có thuộc tính bar để trả về, nếu trong danh sách tìm kiếm có nhiều Namespace cùng chứa bar, thì ta không thể truy xuất bar
* Ví dụ

using namespace foo;

Primitive Data Type – Kiểu Dữ Liệu Cơ Bản:

1. Kích Thước Các Kiểu Dữ Liệu Cơ Bản?

|  |  |  |
| --- | --- | --- |
| Kiểu | Số Bit | Cách mã hóa |
| int | 32 | Y chang số nguyên có dấu |
| unsigned | 32 | Y chang số nguyên không dấu |
| long | 32 | Y chang số nguyên có dấu |
| short | 16 | Y chang số nguyên có dấu |
| float | 32 | Y chang Floating Point, Bit đầu làm dấu, 8 Bit kế làm Exponent, 23 Bit cuối làm Mantissa |
| double | 64 | Y chang Floating Point, Bit đầu làm dấu, 11 Bit kế làm Exponent, 52 Bit cuối làm Mantissa |
| char | 8 | Y chang số nguyên có dấu, nhưng khi in ra thì ra kí tự tương ứng trong ASCII |
| bool | 8 | True là 00000001, False là 00000000 |
| std::string | 64 |  |
| unsigned long long | 64 | Y chang số nguyên không dấu |
| long long | 64 | Y chang số nguyên có dấu |
| unsigned long | 32 | Y chang số nguyên không dấu |
| unsigned short | 16 | Y chang số nguyên không dấu |
| unsigned char | 8 | Y chang số nguyên không dấu, nhưng khi in ra thì ra kí tự tương ứng trong ASCII |
| signed char | 8 | Y chang số nguyên có dấu, nhưng khi in ra thì ra kí tự tương ứng trong ASCII |
| long double | 128 | Y chang Floating Point, nhưng dùng 80 Bit cuối thay vì Full, 48 Bit đầu đều = 0, trong 80 Bit cuối, Bit đầu làm dấu, 15 Bit kế làm Exponent, 64 Bit cuối làm Mantissa, lưu ý Mantissa này đã bao gồm cả 1. ở Bit đầu rồi |
| int\* | 64 | Pointer vào biến có kiểu int |

1. Cơ Chế Chuyển Đổi Kiểu Dữ Liệu Cơ Bản Ngầm Định?

* Khi lấy 1 số có kiểu dữ liệu cơ bản bé hơn tính toán với 1 số có kiểu dữ liệu cơ bản lớn hơn thì số có kiểu dữ liệu cơ bản bé sẽ được đổi sang kiểu dữ liệu cơ bản lớn, kết quả cũng sẽ có kiểu dữ liệu cơ bản lớn, nếu cùng kiểu mà 1 cái không dấu thì coi không dấu to hơn
* Kiểu dữ liệu cơ bản mặc định của giá trị

|  |  |
| --- | --- |
| Giá trị | Kiểu dữ liệu cơ bản mặc định |
| Số ghi theo kí hiệu khoa học hoặc số có dấu chấm có độ lớn không vượt quá khoảng 1.8 \* 10308 | double |
| |Số nguyên| ∈ [0, 231 – 1] | int |
| |Số nguyên| ∈ [231, 261 – 1] | long long |

* Các số ngoài các khoảng này không được dùng độc lập mà phải gán vào 1 biến có kiểu dữ liệu cơ bản đủ lớn để chứa nó
* Để số thực mặc định không phải double mà là float thì ta thêm “f” vào sau, ví dụ 1234.5f

1. Ép Kiểu (Type Casting)?

* Trả về giá trị ở kiểu dữ liệu cơ bản khác

(<Kiểu Dữ Liệu Cơ Bản Mới>) <Giá Trị>

* Cách ép kiểu như trên gọi là C Style Casting
* Ví dụ

float foo = (int) 3.14;

* Ta có

|  |  |
| --- | --- |
| foo | 3 |

1. C++ Style Casting?

* Bản chất = C Style Casting nhưng có Check xem sự chuyển đổi giữa 2 kiểu có hợp lí không

Pointer:

1. Minh Họa Pointer?

![](data:image/jpeg;base64,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)

* Pointer là Object lưu trữ giá trị là địa chỉ của Object khác
* Kích thước mọi Pointer là 8 Byte
* Để trả về địa chỉ của 1 Object

&<Object>

* Để tạo 1 Pointer

<Pointer Class> <Pointer> = <Địa Chỉ>;

* Nếu <Địa Chỉ> = 0 hoặc False thì tương đương nullptr
* <Pointer Class> sẽ có cú pháp sau

<Class Của Object Pointer Chĩa Vào>\*<Hằng Hay Không Hằng>

* <Class Của Object Pointer Chĩa Vào> bao gồm cả int\*, float\*, int\*\*, … tức là Pointer chĩa vào Pointer
* Nếu chỉ định <Hằng Hay Không Hằng> là const, thì bạn được 1 Const Pointer, nó giống Const Object thông thường, tức là bạn không thể thay đổi cái địa chỉ chứa trong nó
* Sẽ có 4 trường hợp
* 1 Pointer không phải Const Pointer chĩa vào 1 Object không phải Const Object, khi này bạn có thể tùy ý thay đổi cái địa chỉ lưu trong Pointer và có thể thông qua Pointer để thay đổi giá trị cho Object
* 1 Pointer không phải Const Pointer chĩa vào 1 Const Object, khi này bạn có thể tùy ý thay đổi cái địa chỉ lưu trong Pointer nhưng không thể thông qua Pointer để thay đổi giá trị cho Object
* 1 Const Pointer chĩa vào 1 Object không phải Const Object, khi này bạn không thể thay đổi cái địa chỉ đã lưu trong Pointer lúc mới khởi tạo, nhưng có thể thông qua Pointer này để thay đổi giá trị cho Object
* 1 Const Pointer chĩa vào 1 Const Object, khi này bạn vừa không thể thay đổi cái địa chỉ đã lưu trong Pointer lúc mới khởi tạo vừa không thể thông qua Pointer này để thay đổi giá trị cho Object
* Ví dụ
* 1 Pointer không phải Const Pointer chĩa vào 1 Object không phải Const Object

int bar = 5;

int\* foo = &bar;

* Để trả về Object bị Pointer chĩa vào

\*<Pointer>

* Ví dụ

int far = \*foo;

* Ta có

|  |  |
| --- | --- |
| Far | 1234 |

* Để thay đổi giá trị của Object được Pointer chĩa vào

\*<Pointer> = <Giá Trị Mới>;

* Để trả về giá trị của địa chỉ kế tiếp

<Pointer>[<Số Bước>]

* Ví dụ

int boo = 5;

int\* bar = &boo;

int foo = bar[4];

* Ở đây, thay vì dùng thập lục phân, ta dùng thập phân cho dễ nhìn
* Ban đầu, biến boo tạo ra ở ô Byte thứ 100, Pointer bar tạo ra ở ô Byte thứ 92, khi này bar[0] sẽ chỉ vào 4 Byte từ 100 đến 103, nghĩa là chỉ vào boo, bar[1] sẽ chỉ vào 4 Byte từ 104 đến 107, …, bar[4] sẽ chỉ vào 4 Byte từ 116 đến 119, như vậy giả sử các Byte từ 116 đến 119 chứa các Bit sau

|  |  |  |  |
| --- | --- | --- | --- |
| 01010111 | 10111011 | 10101101 | 11011111 |

* Thì từ các Bit này quy đổi sang int, và như vậy foo = –542262441, lưu ý phải đảo các Byte lại trước khi quy đổi
* Tùy theo kích thước của <Class Của Object Pointer Chĩa Vào> mà nhảy 4 Byte, 8 Byte, …
* Ta cũng có thể thay đổi giá trị của vài ô Byte bằng cách này
* Ví dụ

bar[4] = 45;

* Trả về <Pointer 2> cách <Pointer 1> một số bước

<Pointer 2> = <Pointer 1> + <Số Bước>;

* Ví dụ

\*(foo + 2) = 5;

* Tương đương

foo[2] = 5

* Để trả về số bước giữa 2 Pointer

<Số Bước> = <Pointer 1> - <Pointer 2>

* Lấy địa chỉ của <Pointer 1> trừ địa chỉ của <Pointer 2>, sau đó chia cho kích thước của Class của Object do 2 Pointer chĩa vào, được <Số Bước>
* <Pointer 1> và <Pointer 2> phải chĩa vào các Object thuộc chung Class
* <Số Bước> thuộc Class long long
* Ví dụ

int a[5] = {14, 25, 39, 45, 59};

cout << &a[4] - &a[1];

* Buffer

3

1. Void Pointer?

* Là Pointer mà nó có thể chĩa đến bất kì Object nào, nghĩa là nó chỉ có thông tin về địa chỉ của Object
* Khi cần thì bạn có thể chuyển lại về dạng Pointer thường
* Ví dụ

int a = 5;

void\* b = &a;

int\* c = (int\*) b;

* Đây là ví dụ cho ép kiểu Pointer, tức là tạo ra 1 Pointer mới cũng chĩa vào thứ mà Pointer cũ chĩa vào, nhưng khi đọc và ghi thứ đó thông qua Pointer mới, sẽ khác khi ghi và đọc thông qua Pointer cũ, do thuộc Class khác nhau, nên biểu diễn nhị phân sẽ mang những ý nghĩa khác nhau
* Có thể dùng mẹo sau để xem các Bit của 1 Object thuộc kiểu dữ liệu cơ bản là số nguyên dưới dạng thập lục phân

cout << (void\*) <Số Nguyên>;

* <Số Nguyên> phải có kích thước 8 Byte, do kích thước Pointer 8 Byte
* Ví dụ

unsigned long long foo = 123

cout << (void\*) foo;

* Màn hình CMD

0x7b

* 123 = 01001011, do đây được hiểu là địa chỉ nên sẽ hiện 7b

1. Ép 1 Pointer Chĩa Vào Const Object thành 1 Pointer Chĩa Vào Object Không Phải Const Object?

* Giả sử bạn tạo 1 Object không phải Const Object thuộc Class int, gọi là foo, sau đó bạn tạo 1 Pointer bar đến Object này, nhưng đối xử với địa chỉ của Object này như 1 Const Object, tức là không thể thông qua bar để thay đổi giá trị của foo

int foo = 5;

const int\* bar = &foo;

* Khi này, bạn có thể trả về phiên bản đã được ép kiểu của bar từ Const Pointer thành không phải Const Pointer

const\_cast<<Class Của Object Mà Pointer Cũ Trỏ Tới>>(<Pointer Cũ>)

* Lưu ý <Class Của Object Mà Pointer Cũ Trỏ Tới> đã bỏ đi từ khóa const
* Ví dụ

int\* alice = const\_cast<int\*>(bar);

\*alice = 7;

* Khi này foo sẽ có giá trị = 7

1. Copy Bit?

* Có 2 Pointer, A và B, chĩa vào 2 địa chỉ khác nhau, theo chiều tăng dần địa chỉ, bạn muốn Copy 2 Byte từ vị trí của A và Paste nó vào vị trí của B

memcpy(<B>, < A>, <Số Byte Muốn Copy>);

* Ví dụ

memcpy(B, A, 2);

* Ta có

|  |  |
| --- | --- |
| A | 11111111 00000000 10110101 |
| B trước | 10101110 10110110 10110111 10011010 10110110 |
| B sau | 11111111 00000000 10110111 10011010 10110110 |

1. Tham Chiếu (Reference)?

* Tham chiếu bản chất là 1 Object ta dùng nhiều tên để gọi
* Tạo 1 tham chiếu đến 1 Object đã tạo

<Class Của Object> & <Tham Chiếu> = <Tên Biến>;

* Ví dụ

int & foo = bar;

* Ở đây, foo và bar là 1, nên khi gọi foo, ta đang gọi bar và ngược lại, do đó, nếu thay đổi giá trị của foo cũng sẽ thay đổi bar và ngược lại
* <Tham Chiếu> một khi đã gắn với 1 Object thì không thể gắn lại vào Object khác

1. L Value Và R Value?

* L Value giống như tên biến, R Value giống như giá trị, nghĩa là L Value có thể đứng bên trái và phải của toán tử gán, trong khi R Value chỉ được phép đứng bên phải
* Ví dụ

foo = 5;

* Thì foo là L Value còn 5 là R Value, ta không thể viết

5 = 4;

1. Mảng?

* Bản chất 1 mảng là 1 Object mà các thuộc tính của nó thuộc chung 1 Class, tạo thành dãy các Byte liên tiếp lưu trong Stack, ví dụ mảng int thì dãy từng 4 Byte một, theo chiều tăng dần địa chỉ, lưu ý không có Padding giữa các phần tử trong mảng, ví dụ mảng của Class kích thước 15 Byte, thì từng 15 Byte một xếp khít nhau, tuy nhiên, phần tử đầu tiên vẫn phải được đặt ở chỗ sao cho ô Byte đầu tiên của nó chia hết cho kích thước Class, nếu Class không phải kiểu dữ liệu cơ bản, thì chia hết 16
* Cách khởi tạo giá trị ban đầu cho mảng y chang như khởi tạo giá trị ban đầu cho Object thuộc 1 Class nào đó
* Ví dụ tạo 1 mảng với giá trị ban đầu

<Class Của Các Phần Tử> <Object Mảng>[] = <Các Giá Trị Khởi Tạo>;

* [] gọi là toán tử Subscript
* Ví dụ cụ thể

int foo[] = {1, 2, 3, 4, 5};

* Khi tạo như này, thì <Kích Thước Mảng> tự động = số phần tử của

<Các Giá Trị Khởi Tạo>

* Cách viết khác y chang dựa trên cách khởi tạo giá trị cho Object của 1 Class nào đó

<Class Của Các Phần Tử> <Object Mảng>[]<Các Giá Trị Khởi Tạo>;

* Tạo 1 mảng không có giá trị ban đầu

<Class Của Các Phần Tử> <Object Mảng>[<Kích Thước Mảng>];

* Khi này tất cả phần tử của mảng có giá trị ngẫu nhiên
* Ví dụ

int foo[10];

* <Object Mảng> hoạt động khá giống 1 Const Pointer, nhưng Pointer này không có kích thước, địa chỉ của Pointer này = địa chỉ nó chĩa vào = địa chỉ của phần tử đầu tiên
* Dựa vào <Kích Thước Mảng>, <Object Mảng> sẽ được đặt trong bộ nhớ tại ví trí sao cho Byte cuối chạm đít hoặc cách 1 đoạn ngắn ô Byte đầu tiên của Object được khai báo trước đó
* Có thể tạo mảng mà các phần tử là Pointer
* Nếu <Kích Thước Mảng> là tên của 1 biến số nguyên thì vẫn cho phép, khi này mảng được tạo gọi là mảng biến thiên chiều dài, nghĩa là kích thước của nó sẽ được xác định tại thời gian chạy, không phải tại lúc biên dịch, tuy nhiên sử dụng lệnh sizeof trên mảng này sẽ báo lỗi do không biết trước kích thước
* Ví dụ, tạo mảng mà các phần tử là Pointer chĩa vào các địa chỉ chứa các Object thuộc Class int

int \*foo[] = {&bar, &boo};

* Ta có thể chỉ định <Kích Thước Mảng> và khởi tạo giá trị ban đầu cho 1 số phần tử

<Class Của Các Phần Tử> <Object Mảng>[<Kích Thước Mảng>] =

<Các Giá Trị Khởi Tạo>;

* Số phần tử của <Các Giá Trị Khởi Tạo> không được vượt quá

<Kích Thước Mảng>

* Khi này các phần tử còn lại chưa được khởi tạo tự động = 0
* Ví dụ

int foo[5] = {1, 2};

int bar[5] = {};

* Ta có

|  |  |
| --- | --- |
| foo | [1, 2, 0, 0, 0] |
| bar | [0, 0, 0, 0, 0] |

1. Mảng Đa Chiều?

* Dùng nhiều ngoặc nhọn lồng nhau, ví dụ để tạo mảng 3 chiều 2 x 3 x 4

int foo[2][3][4] = {

{

{1, 2, 3, 4},

{5, 6, 7, 8},

{9, 10, 11, 12}

},

{

{11, 12, 13, 14},

{15, 16, 17, 18},

{19, 110, 111, 112}

}

};

* Truy xuất phần từ có Index (0, 1, 2)

foo[0][1][2]

* Chiều đầu tiên là chiều lớn nhất
* foo[0], foo[1] tương đương mảng 2 chiều
* foo[0][0], foo[0][1], … tương đương mảng 1 chiều
* cho A là mảng N chiều, B là mảng con N – 1 chiều, k là 1 số nguyên, ta có biểu thức

\*(A + k) = A[k] = B

* Ví dụ

\*(foo[0] + 2) = foo[0][2] = {9, 10, 11, 12}

\*foo[1][2] = \*(foo[1][2] + 0) = foo[1][2][0] = 19

* Tương tự như mảng 1 chiều, mỗi hàng hay cột, …, chúng ta có thể không khai báo hết giá trị của các phần tử, chỉ cần khai báo 1 số phần tử

1. Pointer Vào Nguyên Mảng?

* Bây giờ ta muốn khi + 1, thì Pointer sẽ bước 1 bước đi hết cái mảng
* Giả sử foo là mảng 3 chiều 2 x 3 x 4 chứa các Object thuộc Class int, bar là Pointer vào nguyên mảng foo

int (\*bar)[2][3][4] = &foo;

* Quy ước cách hiểu lệnh này như sau
* Thay (\*bar) thành X, ta có

int X[2][3][4]

* Đéo khác gì lệnh khai báo mảng int thông thường, nghĩa là \*bar là 1 mảng int, do đó bar phải là 1 Pointer đến mảng int, để khi đặt dấu \* đằng trước, nó sẽ trả về mảng int, ở đây là foo
* Giả sử bar đang chĩa vào địa chỉ 100, là địa chỉ của foo[0][0][0], thì bar + 5 sẽ chĩa vào địa chỉ 580, do kích thước foo = 2 x 3 x 4 = 24 phần tử, x 4 Byte mỗi phần tử = 96 Byte, x 5 mảng = 480 Byte
* Ví dụ khác

int (\*\*bob)[2][3][4] = &bar;

* bob chính là Pointer đến bar, dễ thấy \*\*bob đúng thật trả về mảng foo là mảng int 2 x 3 x 4

1. Tham Chiếu Vào Nguyên Mảng?

* Tương tự như Pointer vào nguyên mảng, cho mảng A đa chiều, ta muốn dùng tên gọi khác để truy xuất A, chỉ cần đặt & đằng trước tên tham chiếu, rồi đóng ngoặc cả 2 lại
* Ví dụ

int A[2][3][4];

int (&B)[2][3][4] = A;

* Khi này B tương đương A

1. Char Pointer?

* Địa chỉ được lưu trong 1 Char Pointer khi in ra thì sẽ bị chuyển từ dạng thập lục phân sang mã ASCII, do đó để in ra dưới dạng thập lục phân, ta cần ép kiểu Pointer sang kiểu khác, những vẫn chĩa vào Char ban đầu, thông thường dùng Void Pointer

(void\*) &<Char>

* Ví dụ

char foo = 'v';

cout << (void\*) &foo << endl;

* 1 mảng Char hoạt động y chang mảng với Class khác,tuy nhiên khi tạo mảng mà không chỉ định kích thước, thì kích thước tự động = số phần tử + 1, phần tử cuối = \0, đồng thời nếu chỉ định kích thước thì số phần tử phải không vượt quá kích thước – 1, kí tự \0 sẽ tự động thêm kế sau phần tử cuối
* Khi in 1 mảng Char, thì nó không in địa chỉ của phần tử đầu tiên mà in ra chuỗi giá trị của các phần tử dưới dạng ASCII cho đến khi gặp kí tự \0 thì dừng lại, do đó nếu muốn in ra địa chỉ thì cần ép kiểu sang kiểu Pointer khác
* Ngoài cách khởi tạo thông thường, ta còn có thể sử dụng dấu nháy kép
* Ví dụ

char foo[] = "concac";

* Tương đương

char foo[] = {'c', 'o', 'n', 'c', 'a', 'c'};

1. Tạo Object Trong Heap?

* Để chiếm 1 dãy các ô Byte gồm <Số Ô Byte> ô Byte tự do liên tiếp trong Heap, gọi dãy này là Block

void\* <Pointer> = malloc(<Số Ô Byte>);

* <Pointer> được tạo trong Stack, nó trỏ đến ô Byte đầu tiên của Block, hay ô Byte có địa chỉ nhỏ nhất
* Các ô Byte này ban đầu có giá trị ngẫu nhiên
* Sau khi chạy lệnh trên các ô Byte trong Block được đánh dấu là không tự do
* Ta có thể chuyển <Pointer> từ Void Pointer thành Pointer chõ vào Class nào đấy để có thể thay đổi giá trị của các ô Byte này
* Ta có thể thay đổi giá trị của cả các ô Byte bên ngoài Block, nhưng những giá trị đó có thể bị ghi đè bởi các tác vụ khác
* Ví dụ

int\* foo = (int\*) malloc(10);

foo[0] = 11;

foo[12] = 154;

* Tương tự như trên

void\* <Pointer> = calloc(<Số Phần Tử>, <Kích Thước Phần Tử>);

* Tương đương lệnh sau, nhưng khởi tạo các ô Byte với giá trị 0

void\* <Pointer> = malloc(<Số Phần Tử> \* <Kích Thước Phần Tử>);

* Để mở rộng kích thước Block hoặc thu nhỏ lại

void\* <Pointer Mới> = realloc(<Pointer Cũ>, <Số Ô Byte Mới>);

* Nếu <Số Ô Byte Mới> không vượt quá <Số Ô Byte Cũ>, thì đây là thu hẹp Block, <Pointer Mới> = <Pointer Cũ>, một số phần tử cuối của Block sẽ được đánh dấu lại thành tự do
* Nếu <Số Ô Byte Mới> > <Số Ô Byte Cũ>, xét 2 trường hợp
* Nếu vẫn còn không gian trống phía trước, tức là vẫn còn các ô Byte tự do phía trước đủ để mở rộng Block cũ thành Block mới, thì

<Pointer Mới> = <Pointer Cũ>, một số phần tử kế tiếp sẽ bị đánh dấu thành không tự do

* Nếu phía trước không đủ không gian, thì sẽ chọn 1 vùng không gian mới, Copy Block cũ sang, đồng thời giảm thu hẹp kích thước Block cũ về 0, <Pointer Cũ> vẫn chĩa vào Block cũ, <Pointer Mới> thì chĩa vào Block mới
* <Pointer Cũ> có thể là Pointer chõ vào bất kì Class nào, không quan trọng
* Để chủ động thu hẹp kích thước Block về 0

free(<Pointer>);

* Toàn bộ ô Byte trong Block bị <Pointer> chĩa vào sẽ được đánh dấu lại thành tự do
* Sau khi chương trình kết thúc, mọi Block trong Heap do chương trình tạo ra vẫn còn tồn tại thì sẽ bị giảm kích thước về 0
* Ngoài ra ta còn có thể dùng từ khóa new để tạo Object trong Heap

<Class Của Object>\* <Pointer> = new <Class Của Object>;

* ví dụ

int\* foo = new int;

* Tương đương

int\* foo = (int\*) malloc(4);

* Ta có thể khởi tạo giá trị trước

int\* foo = new int(10);

1. Tạo Mảng Trong Heap?

* Ví dụ tạo mảng 1 chiều Class int gồm 3 phần tử, gọi mảng này là A

int\* foo = new int[3];

* Ta có thể khởi tạo giá trị ban đầu như sau

int\* foo = new int[3]{1, 2, 3};

* Khi này foo là 1 Int Pointer trong Stack, nó chĩa vào phần tử đầu tiên của A
* Ví dụ truy cập phần tử có Index 1

foo[1]

* Ví dụ tạo mảng 2 chiều Class int kích thước 2 x 3, gọi mảng này là B

int (\*foo)[3] = new int[2][3]{

{1, 2, 3},

{4, 5, 6}

};

* Khi này foo là 1 Pointer trong Stack, nó chĩa vào mảng int gồm 3 phần tử, nghĩa là nó chĩa vào B[0]
* Ta có B[0] = foo[0], B[1] = foo[1], B[0][0] = foo[0][0], B[1][2] = foo[1][2], …
* Nếu ta chưa biết được kích thước mảng lúc biên dịch, thì có thể tạo mảng 2D bằng cách tạo 1 mảng gồm các Pointer đến mảng
* Ví dụ tạo mảng 2 chiều Class int gồm 3 hàng, số phần tử mỗi hàng có thể khác nhau

int \*\* foo = new int\*[3]{

new int[4]{4, 5, 6, 7},

new int[2]{1, 2},

new int[5]

};

* Cách truy cập tương tự như khi kích thước mảng đã xác định trước
* Tương tự, ví dụ tạo mảng 3 chiều

int (\*foo)[3][4] = new int[2][3][4];

1. Xóa Mảng Trong Heap?

* Đối với Object đơn lẻ, thì phải dùng lệnh sau, nếu không sẽ văng, tương đương lệnh free

delete <Pointer Đến Object>;

* Đối với mảng 1 chiều, thì phải dùng lệnh sau, nếu không sẽ văng, tương đương lệnh free

delete[] <Pointer Đến Mảng>;

* Đối với mảng 2 chiều trở lên, thì có thể dùng 1 trong 2 lệnh trên
* Sau khi xóa Pointer, bạn cần gán Null Pointer cho nó, nếu muốn delete 2 lần mà không bị lỗi

1. Function Pointer?

* Là Pointer chĩa vào Instruction đầu tiên của hàm trong phần nhớ Text
* Giả sử cho hàm foo trả về int, nhận 2 tham số đầu vào là float và double, ta muốn tạo Pointer bar chĩa vào foo

int (\*bar)(float, double) = foo;

* Lệnh trên được hiểu như sau
* Thế (\*bar) thành X, ta được

int X(float, double)

* Dễ thấy đây đéo khác gì hàm nguyên mẫu, do đó X là hàm giống foo, nói cách khác, \*bar là hàm foo, do đó bar phải là Pointer đến foo, để khi đặt dấu \* đằng trước sẽ trả về foo, vế phải là foo bởi vì tên hàm = Pointer đến hàm
* Do bar là Pointer đến hàm, nên ta có thể dùng nó để gọi hàm

bar(3.5, 7.9);

* Để in ra giá trị của Function Pointer, nghĩa là in ra địa chỉ của nó chõ vào

cout << (void\*) <Function Pointer>;

1. Handle?

* Chỉ là 1 Pointer đến 1 tài nguyên nào đó, ví dụ File “foo” được tải từ đĩa cứng vào RAM, đồng thời ta tạo 1 Pointer đến File này, thì nó là 1 Handle
* 1 tài nguyên ví dụ như 1 File khi đang mở trong RAM, có thể được nhiều Handle chĩa tới, khi không còn Handle nào chĩa tới File này nữa, thì Block của nó trong RAM sẽ được tự do

Special Value – Giá Trị Đặc Biệt:

1. Các Hằng Toàn Cục Mặc Định?

CHAR\_BIT = 8

1. Pointer Đặc Biệt?

nullptr

* Là Pointer chõ đến không gì cả

Enum:

1. Tại Sao Dùng Enum?

* Giả sử ta muốn tạo 1 Object mà nó chỉ lưu tên các diễn viên nổi tiếng, nhưng địt mẹ làm như vậy thì tốn bộ nhớ vãi, thay vào đó ánh xạ tên mỗi diễn viên vào 1 số nguyên, điều này được thực hiện = Enum
* Để tạo 1 Enum Class

enum <Enum Class> {<Tên 1>, <Tên 2>, … };

* Để tạo 1 Object chỉ được phép có giá trị trong <Enum Class>

<Enum Class> <Object>;

* Ta chỉ có thể gán cho <Object> các giá trị là <Tên 1>, <Tên 2>, …, phải viết đúng tên
* Bản chất các giá trị <Tên 1>, <Tên 2>, … là hằng số nên ta có thể dùng chung bất kì đâu
* Ví dụ

enum foo {bar, bob, alice};

foo far = bob;

int john = bar;

* Các giá trị đằng sau

|  |  |
| --- | --- |
| bar | 0 |
| bob | 1 |
| alice | 2 |
| far | 1 |

* Các giá trị đằng sau là số nguyên bắt đầu từ 0, ta cũng thay đổi những giá trị này = cách gán cho <Tên 1>, <Tên 2>, …, các giá trị nguyên, khi này các giá trị đằng sau sẽ bắt đầu đếm lại từ chỗ gán
* Ví dụ

enum foo {bar, bob, alice = 5, a, b, c = -2, d, e};

* Ta có

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| bar | bob | alice | a | b | c | d | e |
| 0 | 1 | 5 | 6 | 7 | –2 | –1 | 0 |

* Bạn không ghi <Enum Class> cũng được
* Ví dụ

enum {ga, foo};

* Tương đương

const int ga = 0;

const int foo = 1;

* Cho dù là 2 Enum Class khác nhau thì cũng không được phép có phần tử với giống nhau, ví dụ sau sẽ lỗi do ALICE xuất hiện 2 lần

enum foo {BAR, ALICE};

enum john {ALICE, DARK};

Operator – Toán Tử:

1. Toán Tử Gán?

* =, +=, …
* Nguyên biểu thức ở vế phải sẽ được tính trước, sau đó mới gán cho vế trái, đồng thời câu lệnh gán cũng sẽ trả về giá trị này
* Ví dụ

int a = 4;

b = (a += 5) \* 6

* Ta có

|  |  |
| --- | --- |
| a | 9 |
| b | 54 |

1. Kí Hiệu Khoa Học?

<Số Bất Kì>e<Mũ>

* <Mũ> phải là số nguyên
* Ví dụ

123.456e05

12.456e+4

1. Trả Về Giá Trị Thập Phân Từ Thập Lục Phân?

0x<Thập Lục Phân>

* Ví dụ

int foo = 0xABC;

* Ta có

|  |  |
| --- | --- |
| foo | 2748 |

1. Trả Về Giá Trị Thập Phân Từ Bát Phân?

0<Bát Phân>

* Ví dụ

int a = 00014, b = 014;

* Ta có

|  |  |
| --- | --- |
| a | 12 |

1. Toán Tử Dịch Bit?

* Để dịch sang trái

<Biến Đã Dịch> = <Object> << <Dịch Sang Trái Bao Nhiêu Đơn Vị>

* <Object> và <Dịch Sang Trái Bao Nhiêu Đơn Vị> phải là số nguyên
* Ví dụ

foo = bar << 5

* Ta có

|  |  |
| --- | --- |
|  | Dạng nhị phân |
| bar | 101 |
| foo | 10100000 |

* Để dịch sang phải

<Object Đã Dịch> = <Object> >> <Dịch Sang Phải Bao Nhiêu Đơn Vị>

* Ví dụ

foo = bar >> 3

* Ta có

|  |  |
| --- | --- |
|  | Dạng nhị phân |
| bar | 10111011 |
| foo | 10111 |

1. Cộng Thêm 1 Và Trả Về Giá Trị Trước Đó?

<Object Trước Đó> = <Object Sắp Cộng>++;

* Không được phép ghi 5++, 3++, …
* Ví dụ

foo = bar++;

* Ta có

|  |  |
| --- | --- |
| bar trước | 5 |
| foo | 5 |
| bar sau | 6 |

1. Cộng Thêm 1 Và Trả Về Giá Trị Sau Khi Đã Cộng?

<Kết Quả> = ++<Object Sắp Cộng>;

* Ví dụ

foo = ++bar;

* Ta có

|  |  |
| --- | --- |
| bar trước | 5 |
| foo | 6 |
| bar sau | 6 |

1. Phép Chia Nguyên?

<Thương> = <Số Bị Chia> / <Số Chia>;

* <Số Bị Chia> và <Số Chia> phải nguyên
* <Thương> sẽ là phần nguyên của phép chia
* Ví dụ

foo = bar / boo;

* Ta có

|  |  |
| --- | --- |
| bar | –8 |
| boo | 3 |
| foo | –2 |

1. Phép Chia Thập phân?

<Thương> = <Số Bị Chia> / <Số Chia>;

* <Số Bị Chia> hoặc <Số Chia> hoặc cả 2 phải là số thập phân
* <Thương> sẽ là số thập phân, = kết quả của phép chia
* Ví dụ

foo = bar / boo;

* Ta có

|  |  |
| --- | --- |
| bar | 8. |
| boo | 3 |
| foo | 2.66667 |

1. Phép Lấy Dư?

<Dư> = <Số Bị Chia> % <Số Chia>;

* <Số Bị Chia> và <Số Chia> phải nguyên
* Bản chất, ban đầu <Số Bị Chia> sẽ / <Số Chia>, kết quả giống phép chia nguyên, được <Thương>, sau đó ta có công thức

<Dư> = <Số Bị Chia> – <Số Chia> \* <Thương>

* Ví dụ

foo = bar % boo;

* Ta có

|  |  |
| --- | --- |
| bar | –13 |
| boo | 5 |
| foo | –3 |

1. Toán Tử And?

<Z> = <X> && <Y>;

* Nó sẽ kiểm tra <X> trước, nếu giá trị <X> quy đổi về 0 thì <Z> = 0 = False, <Y> bị bỏ qua không được thực hiện, nếu <X> quy đổi về 1 thì kiểm tiếp <Y>, …, cho đến khi không còn giá trị nào để kiểm nữa mà tất cả đều quy đổi khác 0 thì

<Z> = 1

1. Toán Tử So Sánh?

* ==, >, <, >=, …
* Trả về 1 = True hoặc 0 = False
* Cẩn thận khi so sánh số Floating Point
* Ví dụ

float a = 0.7;

bool b = a == 0.7;

* Ta có b = False, điều này là do a là float còn 0.7 bên phải là double, nên độ chính xác của chúng khác nhau, do đó giá trị khác nhau

1. Toán Tử Bitwise And?

<Z> = <X> & <Y>;

* <X> và <Y> phải có giá trị nguyên
* <Z> được tính = cách chuyển <X> và <Y> thành dạng nhị phân rồi And với nhau từng Bit 1, sau đó chuyển lại về nguyên

1. Toán Tử Bitwise Not?

<X’> = ~<X>;

* <X> phải có giá trị nguyên
* Lấy toàn bộ Bit trong ô nhớ rồi đảo lại, sau đó chuyển lại về nguyên

1. Toán Tử Bitwise EX – OR?

<Z> = <X> ^ <Y>;

* Tương tự Bitwise AND, chỉ đổi AND thành EX – OR

1. Toán Tử 3 Ngôi (Ternary)?

<Kết quả> = <Điều Kiện> ? <True> : <False>;

* Ví dụ

foo = 2 > 5 ? 6 : 7;

* Ta có

|  |  |
| --- | --- |
| foo | 7 |

1. Dấu Phẩy?

* Để thực hiện 1 lúc nhiều câu lệnh gán trên 1 dòng Code, dùng dấu phẩy
* Ví dụ

foo = 5, bar = 4, far, boo;

* Cũng như trên, nhưng trả về giá trị của biểu thức cuối cùng

foo = (bar = 5, boo, bar += 2);

* Ta có

|  |  |
| --- | --- |
| foo | 7 |

* Không được phép sử dụng 2 lần từ khóa khai báo Class, ví dụ như sau là sai

int a = 2, int b = 1;

* Để khai báo nhiều Object thuộc cùng 1 Class, ví dụ

int a = 4, b, c = 8;

* Tuy nhiên đối với Pointer, thì phần kẻ từ dấu \* chỉ dành cho Object tương ứng
* Ví dụ

const int \* const a = &c, b = 6;

* Tương đương

const int \* const a = &c;

const int b = 6;

* Tương tự đối với mảng, thì phần kể dấu [ chỉ dành cho Object tương ứng
* Ví dụ

const int foo[5] = {1, 2, 3, 4, 5}, bar = 6;

* Tương đương

const int foo[5] = {1, 2, 3, 4, 5};

const int bar = 6;

1. Độ Ưu Tiên Các Toán Tử?

|  |  |
| --- | --- |
| Độ ưu tiên | Toán tử |
| 1 | A::B, ::A |
| 2 | A++, A--, A[], A.B, A->B |
| 3 | ++A, --A, !A, \*A, &A ~A, (<Ép Kiểu>) |
| 4 | \*, /, % |
| 5 | +, - |
| 6 | >>, << |
| 7 | <, <=, >, >= |
| 8 | ==, != |
| 9 | & |
| 10 | ^ |
| 11 | | |
| 12 | && |
| 13 | || |
| 14 | Toán tử 3 ngôi |
| 15 | Các toán tử gán |

* Cùng độ ưu tiên thì tính từ trái sang phải
* Để dễ dàng tính toán, ta ngoặc lần lượt các cụm có độ ưu tiên giống nhau rồi tính từng cụm 1 từ trái sang phải
* Ví dụ

i = 1;

t = ++i || j++ && ++k = (++i) || (j++ && ++k)

* Ở đây, (++i) trả về 2, quy đổi về True, do đó vế phải toán tử Or không được thực hiện, hay biến j và k không được + 1

1. Nạp Chồng Toán Tử (Operator Overloading)?

* Bản chất của 1 toán tử là 1 hàm, hàm này có thể đã được nạp chồng nhiều lần để toán tử có thể áp dụng trên nhiều Class khác nhau
* Ta chỉ có nạp chồng các toán tử mà C++ cho phép
* Cú pháp tương tự như khi định nghĩa hàm
* Thứ tự tham số = thứ tự toán hạng
* Số toán hạng phải = số toạn hạng của toán tử khi chưa nạp chồng, ví dụ toán tử + cần 2 toán hạng, thì khi thực hiện nạp chồng +, thì nó cũng phải áp dụng lên 2 toán hạng hay 2 tham số
* Khi nạp chồng, độ ưu tiên toán tử không đổi

<Class Phép Toán Trả Về> operator <Kí Hiệu Toán Tử> (<Các Toán Hạng>){

<Làm Gì Đó Và Trả Về Giá Trị>

}

* Ví dụ
* Ta tạo 1 Class foo mới và thực hiện phép cộng giữa 2 đối tượng thuộc Class này

class foo {

public:

int a;

int b;

};

int operator + (foo haha, foo huhu){

return haha.a \* huhu.b;

}

foo bar = {4, 5}, bob = {7, 8};

cout << bar + bob;

* Buffer

32

* Ta có thể thực hiện việc nạp chồng bên trong 1 Class, khi này không cần phải chỉ định tham số đầu tiên, nó sẽ tự động là Object gọi đến toán tử này, nói cách khác Object này là toán hạng đầu tiên, và từ khóa this trong đây sẽ chỉ vào nó
* Ví dụ

class foo {

public:

int a;

int b;

int operator + (foo huhu){

return a \* huhu.b;

}

};

foo bar = {4, 5}, bob = {7, 8};

cout << bar + bob;

* Buffer

32

Loop – Vòng Lặp:

1. For Loop?

for (<Lệnh Đầu>; <Điều Kiện>; <Lệnh Cuối>){

<Làm Gì Đó>

}

* <Lệnh Đầu> sẽ được chạy 1 lần duy nhất trước khi bắt đầu vòng lặp, nếu khai báo biến trong này thì sẽ như biến cục bộ trong hàm, nhưng vẫn có thể sử dụng lại biến đã khai báo ở bên ngoài và cập nhật nó
* Mỗi lần lặp, sẽ kiểm tra <Điều Kiện> trước, nếu nó trả về True, thì <Làm Gì Đó> được chạy và sau đó <Lệnh Cuối> sẽ chạy, còn nếu trả về False, thì kết thúc vòng lặp
* Ví dụ

for (int i = 0; i < 5; i++){

bar = bar + 2;

}

1. Kết Thúc 1 Vòng Lặp Ngay?

break;

* Nếu nhiều vòng lặp chồng lên nhau thì chỉ kết thúc vòng lặp trong cùng

1. Kết Thúc Lần Lặp Hiện Tại Ngay Không Chạy Code Phía Dưới Nữa Mà Qua Kiểm Tra Điều Kiện Lần Lặp Tiếp Theo?

continue;

1. While Loop?

while (<Điều Kiện>){

<Làm Gì Đó>

}

* Khi bắt gặp lệnh này, đầu tiên Check <Điều Kiện>, nếu True thì <Làm Gì Đó> thực thi, rồi quay trở lại, nếu False thì cút

1. Do While Loop?

do {

<Làm Gì Đó>

} while (<Điều Kiện>);

* Khi gặp lệnh này, <Làm Gì Đó> được thực thi trước, rồi mới Check <Điều Kiện>, nếu True, quay lại, False thì cút

1. 1 Số Vòng Lặp?

* Đếm a, a + 1, a + 2, …, n

for (int i = a; i <= n;, i++){

cout << i;

}

1. Range Based For Loop?

* Là cách viết ngắn gọn khi bạn muốn lặp qua các phần tử của 1 mảng, Vector, …

for (<Class Của Các Phần Tử> <Object Lặp> : <Mảng, Vector, …>){

<Làm gì đó>

}

* <Object Lặp> qua mỗi vòng lặp sẽ mang giá trị của từng phần tử trong

<Mảng, Vector, …>

* Ví dụ

for (int foo : {9, 8, 7, 6}){

cout << foo << endl;

}

* Buffer

9

8

7

6

Condition – Điều Kiện:

1. If Else?

* Trường hợp 1, không có Else

if (<Biểu Thức>) <Lệnh>

* Nếu <Biểu Thức> trả về True thì <Lệnh> được thực hiện, còn nếu trả về False thì <Lệnh> không được thực hiện
* Trường hợp 2, có Else

if (<Biểu Thức>) <Lệnh 1> else <Lệnh 2>

* Nếu <Biểu Thức> trả về True thì <Lệnh 1> được thực hiện, còn nếu trả về False thì <Lệnh 2> được thực hiện
* Else sẽ đi kèm với If ngay trước nó, nếu lệnh If ngay trước đó đã có Else rồi thì trước đó nữa, …
* Ví dụ khi ta viết

if (foo > 5) if (foo < 4) cout << 4; else cout << 5; else cout << 6;

* Thì tương đương

if (foo > 5){

if (foo < 4) cout << 4;

else cout << 5;

}

else cout << 6;

* Ví dụ khi ta viết

if (foo == 1) cout << 4;

else if (foo == 2) cout << 5;

else if (foo == 3) cout << 6;

else cout << 7;

* Thì tương đương

if (foo == 1) cout << 4;

else {

if (foo == 2) cout << 5;

else {

if (foo == 3) cout << 6;

else cout << 7;

}

}

* Nghĩa là lệnh trong trường hợp Else If, <Lệnh 2> là 1 lệnh If

1. Switch Case?

switch (<Giá Trị>){

case <Giá Trị 1>: <Dãy Các Câu Lệnh 1>

case <Giá Trị 2>: <Dãy Các Câu Lệnh 2>

…

default: <Dãy Các Lệnh Mặc Định>

case <Giá Trị N>: <Dãy Các Câu Lệnh N>

…

}

* <Giá Trị> sẽ lần lượt được so sánh với <Giá Trị 1>, <Giá Trị 2>, … cho đến khi nào nó tìm được giá trị đúng = nó hoặc gặp “default”, tại đó, tất cả các

<Dãy Các Câu Lệnh> trở đi đều được thực hiện

* Các <Giá Trị 1>, <Giá Trị 2>, … phải khác nhau, là hằng số, cùng Class là số nguyên với <Giá Trị>
* Ví dụ

int foo = 3;

switch (foo){

case 1: cout << 1;

case 2: cout << 2;

case 3: cout << 3;

cout << 4;

case 10: cout << 5;

default: cout << "Haha";

}

* Màn hình

|  |
| --- |
| 345Haha |

* Để không thực hiện tất cả <Dãy Các Câu Lệnh> thì thêm lệnh sau vào vị trí bạn muốn thoát khỏi khối Switch Case

|  |
| --- |
| break; |

Function – Hàm:

1. Cách Tạo 1 Hàm?

<Class Trả Về> <Tên Hàm>(<Các Tham Số>){

<Làm Gì Đó>

}

* Ví dụ

int foo(){

return 1;

}

* Nếu không có lệnh return, thì giá trị trả về ngẫu nhiên

1. Có Bao Nhiêu Cách Để Pass Tham Số?

* 2 cách, Pass = giá trị và Pass = tham chiếu
* Ví dụ Pass = giá trị

void foo(int a){

a = 5;

}

int c = 10;

foo(c);

* Khi viết như trên, Object a được tạo ra trong RAM, giá trị của c được Copy vào a, nên khi a thay đổi, c không thay đổi
* Tương đương với việc viết

int a = c;

* Ví dụ Pass = tham chiếu

void foo(int& a){

a = 5;

}

int c = 10;

foo(c);

* Khi viết như trên, a coi như tên gọi khác của c, nên khi a thay đổi, c ở ngoài cũng thay đổi
* Tương đương với việc viết

int& a = c;

* Khi Pass 1 mảng vào 1 hàm, bản chất là ta đang Pass Pointer vào phần tử đầu của mảng vào hàm
* Ví dụ

void foo(int\* a){

a[1] = 5;

}

int c[4] = {9, 8, 7, 6};

foo(c);

* Giá trị của c sau khi chạy đoạn Code trên sẽ là {9, 5, 7, 6}
* Tương đương với việc viết

int\* a = c;

* Ngoài ra thay vì viết

void foo(int\* a)

* Ta cũng có thể viết

void foo(int a[])

* Hoặc

void foo(int a[<Kích Thước Bất Kì>])

* Kết quả là y chang đéo khác gì
* Khi Pass như những cách trên, thì thông tin về số Byte của mảng bị xóa, do đã chuyển về Pointer, nên khi Pass mảng vào hàm, thì cần Pass thêm kích thước của nó
* Cách khác hay hơn, đó là sử dụng Pointer đến nguyên mảng
* Ví dụ

void foo(int (\*a)[11]){

int \* b = \*a;

int bar = sizeof(\*a);

}

int c[11] = {9, 8, 7, 6};

foo(&c);

* Khi này b chính là mảng c, và bar chính là số Byte mà c chiếm, tức là = 11 \* 4 = 44 Byte
* Cách hay hơn nữa là Pass tham chiếu
* Ví dụ

void foo(int (&a)[11]){

a[0] = 99;

int bar = sizeof(a);

}

int c[11] = {9, 8, 7, 6};

foo(c);

* Khi này a chính là c, nên thay đổi a trong foo thì c cũng đổi, bar chính là số Byte c chiếm
* Tên tham số có thể có hoặc không, khi không có tên tham số, thì bạn sẽ không thể sử dụng chúng trong hàm, nhưng vẫn phải Pass
* Ví dụ

int foo(int, float){

return 1;

}

foo(4, 6.8);

* Bạn có thể chỉ định giá trị mặc định cho tham số, khi này mặc dù không có phần hiện thực hàm thì vẫn tính là bạn đã hiện thực hàm

1. Hàm Nguyên Mẫu (Function Prototype)?

* Cho trình biên dịch biết ta sẽ khai báo hàm này sau, nó sẽ không báo lỗi khi ta sử dụng hàm mà đéo khai báo nó trước, dùng cái này khi chia dự án ra nhiều File C++, rồi liên kết với nhau qua trình liên kết, File này sử dụng hàm của File kia thông qua hàm nguyên mẫu

<Class Trả Về> <Tên Hàm>(<Các Class Của Tham Số>);

* Ví dụ

int foo(int, float);

int main(){

cout << foo(2, 4);

}

int foo(int a, float b){

return a + b;

}

* Hàm nguyên mẫu có tác dụng chủ yếu khi bạn có 2 hàm mà nó gọi lẫn nhau, nếu hàm A gọi hàm B, nhưng do B chưa khai báo nên trình biên dịch báo lỗi, hoặc hàm B đã khai báo trước, nhưng trong B lại gọi A, mà A khai báo sau, thế cũng báo lỗi, để ngăn chặn điều, này, dùng hàm nguyên mẫu
* Ví dụ

void bar(); // hàm nguyên mẫu

void foo(){

cout << 1;

bar(); // nếu đéo có hàm nguyên mẫu khúc này sẽ báo lỗi

}

void bar(){

cout << 2;

foo(); // gọi ngược lại foo tạo thành đệ quy

}

int main(){

foo();

}

* Chương trình trên sẽ in ra liên tục “1212121212…” đéo ngừng, kiểu như Flip Flop
* Ở hàm nguyên mẫu, tên tham số có thể có hoặc không, thậm chí khác tên khi thực hiện hàm sau đó, vì trình biên dịch đéo quan tâm
* Có thê chỉ định giá trị mặc định cho tham số ở hàm nguyên mẫu
* Ví dụ

int foo(int, float b = 4.8, int c = 2);

* Khi này ở phần thực hiện hàm, ta không được phép chỉ định giá trị mặc định lại cho tham số đã chỉ định trước ở hàm nguyễn mẫu
* Tiếp ví dụ ở trên

int foo(int a, float b, int c){

cout << a << endl << b << endl << c;

}

foo(6);

* Buffer

6

4.8

2

* Khi sử dụng giá trị mặc định cho tham số, và ta lại nạp chồng hàm, có thể gặp tình huống sau

int foo(int a, int b, int c = 4){

cout << 1;

}

int foo(int a, int b){

cout << 2;

}

Foo(4, 5);

* Tại đây, trình biên dịch sẽ không biết ta gọi tới hàm foo ở trên hay ở dưới, và nó sẽ báo lỗi, nghĩa là bất cứ khi nào có từ 2 phiên bản nạp chồng tương thích với các tham số truyền vào thì sẽ báo lỗi

1. Scope?

* Một Object sẽ có 4 kiểu là mặc định, tĩnh, Register, Extern
* Object kiểu mặc định hoạt động theo cơ chế bộ nhớ của C++, tức là tạo trong Stack, và biến mất khi khung hàm chứa nó biến mất
* Object tĩnh y chang mặc định, chỉ có điều khi {} chứa nó kết thúc, nó sẽ không biến mất khỏi RAM vì được lưu trong phần vùng nhớ khởi tạo, và khi khối {} chứa nó được thực thi lại, thì sẽ không tạo ra Object mới mà dùng Object cũ, nghĩa là ở lần thực thi thứ 2, câu lệnh khai báo Object tĩnh này sẽ được bỏ qua, đồng thời nếu không khởi tạo giá trị ban đầu, nó tự động = 0
* Để tạo 1 Object tĩnh

static <Class Của Object> <Object> = <Giá Trị Khởi Tạo>;

* Ví dụ

static int foo = 5;

* Object kiểu Register y chang mặc định, chỉ có điều nó không lưu trong RAM và lưu trong thanh ghi ở CPU, và biến mất khỏi thanh ghi khi khối {} chứa nó kết thúc, do lưu sẵn trong thanh ghi nên khi tính toán, nó không cần tải từ RAM vào thanh ghi nữa
* Để tạo 1 Object kiểu Register

register <Class Của Object> <Object> = <Giá Trị Khởi Tạo>;

* Tuy nhiên, Object kiểu Register đã bị khai tử
* Object kiểu Extern y chang mặc định, chỉ có điều nó trở thành Object toàn cục trong vòng đời của khối {} chứa nó
* Để tạo 1 Object kiểu Extern

extern <Class Của Object> <Object>;

1. Hàm Tĩnh?

* Xét 1 hàm nằm tại cấp cao nhất của File, tức là không nằm trong Class hay hàm nào, nằm ngoài hàm main, khi này nếu không chỉ định gì thì mặc định đây là hàm toàn cục, khi ta thực hiện liên kết các File C++ Object, thì giả sử ta không sử dụng hàm này chỗ nào, đồng thời trong hàm này ta lại sử dụng 1 hàm A của File C++ Object khác, thông qua hàm nguyên mẫu, nhưng ta đã xóa hàm đó khỏi File khác rồi, thì khi liên kết sẽ xảy ra lỗi, do trình liên kết cho rằng đây là hàm toàn cục, nên nó có thể được sử dụng bởi các File C++ Object khác được liên kết với File chứa nó, mặc dù thực tế là đéo, và nó thực hiện liên kết những gì ở trong hàm này, và nó phát hiện A, nhưng A đéo tồn tại, nên báo lỗi
* Để tránh trường hợp trên, thêm từ khóa static vào trước khai báo hàm, khi này hàm sẽ chỉ có phạm vi nhìn thấy trong File chứa nó, nghĩa là các File C++ Object khác không thể sử dụng được nó, và do đó, trình liên kết bỏ qua hàm này do nó đéo được sử dụng, nên đéo báo lỗi

1. Cách Gọi Hàm?

* Hàm chỉ có thể được gọi thông qua Pointer, Pointer này phải là Function Pointer và chĩa vào Instruction đầu tiên trong dãy các Instruction ứng với hàm muốn gọi
* Chính tên hàm cũng là 1 Pointer như trên
* Cú pháp gọi hàm

<Pointer>(<Các Tham Số>);

1. Truyền Tham Số Cho Chương Trình Từ CMD?

* Bước 1, mở CMD, nhập lệnh sau

<Đường Dẫn Đến File EXE Không Có Phần Mở Rộng> <Các Tham Số>

* <Các Tham Số> đều là String, nếu đặt trong dấu ngoặc kép thì tính là 1 tham số, nếu không thì mặc định ngăn cách nhau bởi 1 chuỗi khoảng trắng
* <Đường Dẫn Đến File EXE Không Có Phần Mở Rộng> cũng tính là tham số, và nó là phần tử đầu tiên của mảng tham số
* Ví dụ

bar\foo "thang lon" 123 abc vai cut "ao456"

* Thì File “foo.exe” sẽ được truyền tham số lần lượt là "bar\foo", "thang lon", "123", "abc", "vai", "cut", "ao456"
* Tham số sẽ được truyền vào hàm main, để nhận chúng, dùng cú pháp

int main(int <Số Tham Số>, char\*\* <Pointer Đến String>){

<Làm Gì Đó>

}

* Tiếp tục ví dụ trên, thì khi Pass các tham số vào, <Số Tham Số> sẽ nhận giá trị = số phần tử mảng tham số = 7
* Để trả về Pointer đến 1 tham số khi này đã là 1 mảng Char hay 1 String trong bộ nhớ

<Pointer Đến String>[<Index>]

1. Hàm Inline?

* Ví dụ ta có 1 hàm foo, là 1 hàm cực đơn giản, trả về bình phương của 1 số, giả sử trong chương trình ta gọi hàm này liên tiếp tỉ lần, thì mỗi lần sẽ phải tốn công đẩy tham số vào Stack, chuyển con trỏ Instruction tới Instruction đầu tiên của hàm, chạy hàm, lưu giá trị trả về, …, để đỡ phải chuyển qua chuyển lại, ta dùng hàm Inline, bằng cách đặt từ khóa inline trước khai báo hàm
* Ví dụ

inline void foo(int& b){

b\*=b;

}

* Khi này, sau khi biên dịch xong xuôi, bất cứ chỗ nào hàm foo được gọi đều sẽ thế = nguyên đoạn mã của foo, nên không cần phải mất công gọi hàm mà chạy thẳng theo Flow của chương trình luôn
* Tuy nhiên, từ khóa inline sẽ vô dụng với các hàm phức tạp, như bên trong chứa vòng lặp, đệ quy, Object tĩnh, …, nghĩa là trình biên dịch sẽ bỏ qua từ khóa này

1. Hàm Con (Nested Function)?

* Không thể định nghĩa 1 hàm bên trong 1 hàm
* Chỉ có thể sử dụng hàm nguyên mẫu của A bên trong hàm B để sử dụng A trong B khi nó chưa được định nghĩa
* Ví dụ

void foo(){

void bar();

bar();

}

void bar(){

cout << 1;

}

foo();

* Buffer

1

* Tương tự, bạn không thể định nghĩa 1 Class bên trong 1 hàm

1. Hàm Trả Về Tham Chiếu?

* Thông thường ta thấy các hàm giả về giá trị toàn là R Value, để cho nó trả về L Value, nghĩa là tham chiếu đến 1 Object nào đó, thì chỉ định kiểu trả về của hàm là kiểu tham chiếu, và giá trị trả về phải là tên 1 Object nào đấy
* Ví dụ

int c;

int& foo(){

return c;

}

* Khi này ta có thể viết

foo() = 9;

* Và khi in ra c, ta được 9, đó là do foo() trả về L Value nên ta có thể gán giá trị cho nó
* Ta cũng có thể gán lại tham chiếu này cho biến khác

int& bar = foo();

bar = 10;

* Khi này c sẽ bằng 10

Class:

1. Cách Hoạt Động?

* Quy định các kiểu dữ liệu như int, float, … là Class int, Class float, …, ta tạm gọi chúng là kiểu dữ liệu cơ bản, Struct cũng xem là Class luôn
* Các hàm trong Class ta gọi là phương thức, ngoài Class thì gọi là hàm bình thường
* Các Object trong Class ta gọi là thuộc tính, ngoài Class thì gọi là Object bình thường
* Khi 1 Class được tạo ra, nó sẽ lưu ở phần nhớ Text, gọi là bản mẫu
* Khi 1 Object được tạo ra từ Class, nó sẽ dựa vào bản mẫu để tạo ra các thuộc tính riêng cho Object này, cơ chế tạo thuộc tính y chang như khi tạo biến bên ngoài Class, nghĩa là các thuộc tính này sẽ lưu trong Stack, các Object dùng chung hàm trong bản mẫu
* Bản chất Object không tồn tại, khi bạn dùng tên Object để truy xuất thuộc tính hoặc hàm, thực chất tương đương với việc bạn dùng tên biến để truy xuất giá trị, hoặc dùng tên hàm để gọi hàm, điều này được thực hiện bởi trình biên dịch
* Các chế độ của thuộc tính như công khai, bảo vệ, ẩn, chỉ có tác dụng khi biên dịch
* Thuộc tính hoặc phương thức ở chế độ công khai, bạn có thể truy cập nó từ bất kì đâu
* Thuộc tính hoặc phương thức ở chế độ ẩn, bạn chỉ có thể truy cập nó bên trong phần định nghĩa Class, bên trong hàm bạn hoặc Class bạn, không thể truy cập trong Class kế thừa
* Thuộc tính hoặc phương thức ở chế độ bảo vệ, y chang khi ở chế độ ẩn, nhưng có thể truy cập trong Class kế thừa

1. Tạo 1 Class?

class <Tên Class> {  
 <Khai Báo Mặc Định>

public:

<Tên Class>(<Các Tham Số Khởi Tạo>){

<Đây Là Constructor>

<Lệnh Trong Này Sẽ Thực Thi Ngay Khi Object Được Tạo>

}

~<Tên Class>(){

<Đây Là Destructor>

<Lệnh Trong Này Sẽ Thực Thi Khi Object Bị Xóa>

}

<Khai Báo Gì Đó Công Khai>

private:

<Khai Báo Gì Đó Ẩn>

protected:

<Khai Báo Gì Đó Được Bảo Vệ>

};

* Bạn có thể nạp chồng nhiều Constructor với các thể loại tham số khác nhau, một khi bạn đã viết 1 Constructor với số lượng tham số > 0, thì bạn bắt buộc phải tạo Constructor mặc định với 0 tham số
* Destructor của Object sẽ được gọi khi Object bị xóa, đó là khi khung hàm chứa Object được thu hồi, hoặc khi bạn dùng lệnh delete lên Object, không được gọi khi dùng lệnh free, do free không quan tâm đến Pointer Pass vào nó chõ về Object thuộc Class gì
* Nếu bạn dùng lệnh delete mà Object lại đéo có Destructor thì sẽ Crash
* Dễ thấy Constructor và Destructor không trả về thứ gì
* Ngay khi tạo mảng Object thuộc Class A, thì mỗi Object sẽ gọi Constructor của riêng nó, Constructor này là Constructor không nhận đối số nào trong dãy các Constructor nạp chồng
* Tạo 1 Object của 1 Class

<Tên Class> <Object>(<Các Tham Số Khởi Tạo>);

* Trong trường hợp không có <Các Tham Số Khởi Tạo> thì phải viết như sau

<Tên Class> <Object>;

* Ví dụ

car Honda;

* Các thuộc tính ở phần <Khai Báo Mặc Định> sẽ tự động ẩn
* Toàn bộ thuộc tính được khai báo trong Class sẽ được lưu trong Stack trong các theo đúng thứ tự khai báo, vẫn có Padding, ví dụ khai báo a, b, c thuộc kiểu int thì 4 ô Byte đầu dành cho a, 4 ô Byte kế dành cho b, 4 ô Byte cuối dành cho c, theo chiều tăng dần địa chỉ, tiếp tục khai báo e, f thuộc kiểu double, thì 4 ô Byte sau c dành cho việc Padding, 8 ô Byte sau đó nữa lưu e, 8 Byte kế lưu f, tiếp tục khai báo g thuộc kiểu char, thì 1 ô Byte tiếp lưu g, và 7 ô Byte kế làm Padding, lí do phần cuối của Class phải Padding là để địa chỉ của ô Byte tiếp theo sau 7 ô Byte này chia hết cho kích thước của thuộc tính có kích thước lớn nhất, ở đây double lớn nhất = 8, nói cách khác, nó tương đương với việc Clas này chịu ảnh hưởng của chỉ thị #pragma pack(<Kích Thước Thuộc Tính Lớn Nhất>), lưu ý những điều trên áp dụng cho tất cả thuộc tính, không quan tâm ẩn hay công khai hay bảo vệ
* Địa chỉ của <Object> là địa chỉ của thuộc tính đầu tiên của nó trong Stack
* Để trả về kích thước của Class, tức là tổng số Byte mà các thuộc tính trong Class chiếm trong Stack, bao gồm cả các Padding

sizeof(<Tên Class Hoặc 1 Object Của Class>)

* Để trả về kích thước của Class do 1 Pointer chĩa vào

sizeof(\*<Pointer>)

* Ta có thể khởi tạo giá trị ban đầu của các thuộc tính công khai ngay khi khởi tạo Object bằng cú pháp sau, thứ tự gán = thứ tự khai báo

<Tên Class><Object> = {<Giá Trị Thuộc Tính 1>, <Giá Trị Thuộc Tính 2>, …};

* Hoặc

<Tên Class><Object>{<Giá Trị Thuộc Tính 1>, <Giá Trị Thuộc Tính 2>, …};

* <Giá Trị Thuộc Tính> phải có kiểu dữ liệu cơ bản bé hơn kiểu dữ liệu cơ bản của thuộc tính được khai báo, chúng sẽ được gán lần lượt vào từng ô nhớ trong Stack ứng với các thuộc tính, nên không cần phải khởi tạo hết
* Đồng thời tất cả thuộc tính trong Class phải là công khai thì mới khai báo được kiểu này
* Ví dụ
* Class car có 4 thuộc tính chưa được gán giá trị là int a, b, float c, char d

car Honda = {4, 6, 7.8};

* Khi này Honda là 1 Object của Class car và giá trị của các thuộc tính của nó là

a = 4, b = 6, c = 7.8, d = không xác định

* Ta cũng có thể Copy toàn bộ thuộc tính trong Stack của 1 Object B cho 1 Object A khác khi khởi tạo

<Tên Class><Object A> = <Object B>;

* Hoặc nếu đã khởi tạo <Object A> rồi

<Object A> = <Object B>;

* Trong trường hợp ta ta không biết Class mà <Object B> thuộc về

auto <Object A> = <Object B>;

* Khi này <Object A> tự động thuộc có Class của <Object B>
* Khi khai báo Object thuộc kiểu dữ liệu cơ bản, thì các cách khai báo sau đây tương đương

<Kiểu Dữ Liệu Cơ Bản> <Object> = <Giá Trị>;

<Kiểu Dữ Liệu Cơ Bản> <Object>(<Giá Trị>);

<Kiểu Dữ Liệu Cơ Bản> <Object> = {<Giá Trị>};

<Kiểu Dữ Liệu Cơ Bản> <Object>{<Giá Trị>};

* Ví dụ

int foo = 5;

int foo(5);

int foo = {5};

int foo{5};

1. Khai Báo Hàm Ngoài Class?

* Ta đã nói về vấn đề này ở phần Namespace
* Khi khai báo hàm bên trong Class, thì tương đương với việc nó là 1 hàm Inline, nghĩa là khi Object nào đó gọi hàm này trong Code, thì chỗ đó sẽ được thay = hàm này luôn để cho đỡ tốn công gọi hàm, tuy nhiên hiệu ứng này chỉ áp dụng cho những hàm đơn giản
* Còn khai báo ngoài Class thì sẽ không có hiệu ứng này
* Để khai báo được hàm ngoài Class, thì bên trong Class đó bắt buộc phải có hàm nguyên mẫu
* Có thể khai báo Constructor bên ngoài Class như sau

<Tên Class>::<Tên Class>(<Các Tham Số>){

<Làm Gì Đó>

}

* Và Destructor

<Tên Class>::~<Tên Class>(<Các Tham Số>){

<Làm Gì Đó>

}

1. Trả Về 1 Object Của 1 Class?

<Class>(<Các Tham Số>)

* Lệnh trên sẽ gọi Constructor của <Class> và Pass cho nó <Các Tham Số>, sau đó trả về Object tương ứng
* Ví dụ

foo bar = foo(3, 4);

* Ở đây, chỉ có Constructor với 2 đối số nguyên là được gọi, Constructor với không đối số không được gọi

1. Tạo Tên Mới Cho Class?

typedef <Tên Class Cũ> <Tên Class Mới>;

* Khi này ta có thể vừa dùng <Tên Class Cũ> và <Tên Class Mới> để chỉ tới Class
* Hoặc đặt tên ngay khi tạo Class
* Ví dụ

typedef class {

int a;

float b;

} foo;

1. Const Object?

* 1 Const Object phải được gán giá trị khởi tạo ngay khi khai báo
* Để tạo 1 Object mà không thể thay đổi giá trị thuộc tính của nó trong Stack

const <Tên Class> <Object> = <Các Giá Trị Khởi Tạo>;

* Sau lệnh trên, bạn không thể gán giá trị cho các thuộc tính của <Object>
* Ngoài ra, từ khóa const có thể đặt bất kì chỗ nào, bên trái hay bên phải

<Tên Class> đều được

* Ví dụ

foo const bar = {4};

* Tương đương

const foo bar = {4};

* Để trình biên dịch báo lỗi nếu chúng ta khởi tạo giá trị cho Const Object không phải là 1 Const Object hoặc 1 giá trị cụ thể, thay từ khóa const thành constexpr, khi này nếu ta gán giá trị của Object B cho Object A chịu ảnh hưởng của constexpr, thì B phải là Const Object
* Const hợp với Class được coi là 1 Class duy nhất, ví dụ Class foo khác Class const foo

1. Volatile Object?

* Giả sử ta có foo = false, và ta tạo 1 Thread mà sau 1 lúc nó sẽ chỉnh foo về true
* Ta biên dịch Code bình thường thì không sao, nhưng khi biên dịch với việc tối ưu hóa, nghĩa là làm cho Code ngắn hơn, thì có thể trình biên dịch sẽ đéo biết foo có thay đổi, và do đó thế foo thành false hết, và chương trình lỗi
* Để tránh điều này, sử dụng Volatile Object

volatile <Tên Class> <Object> = <Các Giá Trị Khởi Tạo>;

* Ví dụ
* foo là Object thuộc Class bar, với 2 thuộc tính là int a, b

volatile bar foo = {4, 5};

* Khi này, trình biên dịch sẽ không thế 2 thuộc tính a và b thành 4 và 5 hết nữa vì nó biết foo có thể thay đổi
* Ngoài ra, từ khóa volatile có thể đặt bất kì chỗ nào, trái phải <Tên Class> đều được
* Volatile hợp với Class được coi là 1 Class duy nhất, ví dụ Class foo khác Class volatile foo

1. Phương Thức Hằng?

* Khi khai báo hàm trong 1 Class, ta có thể sử dụng cú pháp sau

<Class Trả Về> <Tên Hàm>(<Các Tham Số>) const {

<Làm Gì Đó>

}

* Từ khóa const ở đây sẽ chỉ định hàm này không thể thay đổi giá trị của thuộc tính của Object mà nó được gọi từ, nếu ta cố tình gán lại giá trị cho thuộc tính ở trong hàm này, trình biên dịch sẽ báo lỗi
* Bản chất tất cả thuộc tính nếu xuất hiện trong hàm này đều được thêm const vào đầu, do đó có thể phát sinh lỗi khó phát hiện như việc 1 toán tử không chấp nhận 1 đối số là const
* Ví dụ như sau sẽ báo lỗi

class foo {

int a = 4;  
 public:

void bar(int alice) const {

a = 8;

}

}

1. Thuộc Tính Tĩnh Nhưng Không Hằng?

* Để khai báo 1 thuộc tính dạng này trong 1 Class A, dùng cú pháp

static <Class Của Thuộc Tính Không Có Const> <Thuộc Tính>;

* Sau đó, phải khởi tạo giá trị cho <Thuộc Tính> bên ngoài Class A như sau

<Class Của Thuộc Tính Không Có Const> <Tên Class A>::<Thuộc Tính> =

<Giá trị Khởi Tạo>;

* Khi này, do <Thuộc Tính> được khởi tạo ở cấp cao nhất, nghĩa là cùng cấp hàm main, khi đó nó được coi như 1 Object toàn cục, lưu trong phần nhớ dành cho các Object toàn cục, Object tĩnh và hằng toàn cục, được chia sẻ bởi tất cả các Object của Class A, nên nếu 1 Object thay đổi nó thì các Object khác cũng nhận thấy sự thay đổi, đồng thời có thể truy xuất nó thông qua Class A như sau, nếu nó công khai

<Tên Class A>::<Thuộc Tính>

* Ví dụ

class foo {

static int a;

}

int foo::a = 4;

1. Thuộc Tính Hằng Tĩnh?

* Để khai báo 1 thuộc tính dạng này trong 1 Class A, dùng cú pháp

static <Class Của Thuộc Tính Có Const> <Thuộc Tính> = <Giá Trị Khởi Tạo>;

* Nếu không khởi tạo giá trị cho <Thuộc Tính> trong Class A, thì bạn phải khởi tạo giá trị cho nó ngoài Class A như sau

<Class Của Thuộc Tính Có Const> <Tên Class A>::<Thuộc Tính> =

<Giá trị Khởi Tạo>;

* Cơ chế lưu trữ tương tự thuộc tính tĩnh nhưng không hằng, tuy nhiên bạn sẽ không thể thay đổi giá trị cho nó sau khi khởi tạo

1. Phương Thức Tĩnh?

* Để khai báo 1 phương thức tĩnh trong 1 Class A, đặt static trước khai báo phương thức, bạn có thể định nghĩa phương thức bên trong hoặc bên ngoài Class
* Các phương thức tĩnh trong Class A chỉ được phép sử dụng các thuộc tính tĩnh trong Class A, đồng thời bạn có thể truy xuất phương thức tĩnh thông qua Class A như sau

<Tên Class A>::<Phương Thức>

1. Truy Cập Thuộc Tính Object Thông Qua Pointer?

* Cho A là Object nào đấy, B là Pointer chĩa tới A, A có hàm foo, để gọi hàm foo từ B, dùng cú pháp

B->foo()

* Tương tự để truy cập thuộc tính bar của A từ B

B->bar

1. This?

* Khi từ khóa this được sử dụng trong 1 phương thức, thì khi phương thức này được gọi bởi 1 Object A, thì this tương đương với Pointer mà Pointer này chĩa đến địa chỉ của Object A
* Ví dụ

class foo {

int alice = 2;  
 public:

void bar(){

this->alice = 5;

}

}

foo john;

john.bar();

* Khi này thuộc tính alice của john sẽ = 5
* Ta có thể thay cụm this-> thành <Tên Class>:: với công dụng y chang, ví dụ

class foo {

int alice = 2;  
 public:

void bar(){

foo::alice = 5;

}

}

foo john;

john.bar();

* Khi này thuộc tính alice của john sẽ cũng = 5

1. Hàm Bạn (Friend Function)?

* Giả sử ta có Class A và hàm B ở ngoài không thuộc Class A, khi này B không thể truy xuất các thuộc tính cũng như phương thức ẩn hoặc được bảo vệ trong Class A, tương tự không thể truy xuất chúng thông qua Object thuộc Class A được tạo trong B
* Để có thể làm được đều trên, ta cần đặt lệnh sau vào bất kì chỗ nào trong Class A

friend <Hàm Nguyễn Mẫu Của B>;

* Ví dụ

class foo {

int b = 4;

static int const a = 5;

friend int bob(float);

};

int bob(float alice){

foo daubuoi;

daubuoi.b = 8;

cout << foo::a;

}

* Ở đây, hàm bob có thể truy xuất và thay đổi thuộc tính ẩn b của Object daubuoi thuộc Class foo và truy xuất thuộc tính vừa tĩnh vừa hằng vừa ẩn là a của Class foo

1. Class Nguyên Mẫu (Class Prototype)?

* Tương tự hàm nguyên mẫu, giả sử ta cần sử dụng Class A trong khi nó chưa được khai báo, thì ta cần nói với trình biên dịch là ta sẽ khai báo nó sau

class <Tên Class A>;

* Ví dụ

class foo;

foo bar = {1};

class foo {

public:

int a;

}

1. Class Bạn (Friend Class)?

* Giả sử ta có Class A và Class B khác nhau, khi này các phương thức C trong B không thể truy xuất các thuộc tính cũng như phương thức ẩn hoặc được bảo vệ trong Class A, tương tự không thể truy xuất chúng thông qua Object thuộc Class A được tạo trong C
* Để có thể làm được đều trên, ta cần đặt lệnh sau vào bất kì chỗ nào trong Class A

friend <Class Nguyên Mẫu Của B>;

* Ví dụ

class foo {

int b = 4;

static int const a = 10;

friend class boo;

};

class boo {

void bob(){

foo alice;

alice.b = 6;

cout << foo::a;

}

};

* Ở đây, hàm bob trong Class boo có thể truy xuất và thay đổi thuộc tính ẩn b của Object alice thuộc Class foo và truy xuất thuộc tính vừa tĩnh vừa hằng vừa ẩn là a của Class foo

1. Kế Thừa?

* 1 Class có thể kế thừa nhiều Class, khi này ta nói Class này là Class con, các Class nó kế thừa từ gọi là các Class cha

class <Class Con> : <Kiểu 1> <Class Cha 1>, <Kiểu 2>, <Class Cha 2>, … {

<Làm Gì Đó>

}

* <Kiểu> chỉ có thể là public, protected hoặc private, nếu không chỉ định thì nó là private
* Bản chất là dùng lại bản mẫu đã lưu của các Class cha trong phần nhớ Text, đồng thời mở rộng ra thêm vài thuộc tính và phương thức, do đó, Class con sẽ dùng chung các thuộc tính tĩnh cũng như hàm tĩnh với Class cha, nên nếu thuộc tính tĩnh thay đổi ở Class cha hoặc Class con, thì thằng còn lại cũng sẽ thay đổi
* Nhưng để cho dễ hình dung, ta coi nó như Copy nội dung từ <Class Cha> đặt vào <Làm Gì Đó>
* Nếu <Kiểu> là public, thì bê nguyên văn bản trong <Class Cha> đặt vào

<Làm Gì Đó>, trừ các thuộc tính và phương thức ẩn trong <Class Cha> được bê sang nhưng không thể truy cập

* Nếu <Kiểu> là protected, thì tương tự public, trừ việc các thuộc tính và phương thức công khai trong <Class Cha> khi bê sang sẽ trở thành được bảo vệ
* Nếu <Kiểu> là private, thì tương tự public, trừ việc các thuộc tính và phương thức công khai lẫn được bảo vệ trong <Class Cha> khi bê sang đều sẽ trở thành ẩn
* 2 thuộc tính hoặc hàm ở 2 <Class Cha> có cùng tên được bê sang thì bạn không thể truy cập chúng vì sự mơ hồ
* Ví dụ

class foo : public boo, protected alice, private bob, public john {

protected: int a = 5;

};

* Riêng Constructor và Destructor thì cũng Copy sang nhưng luôn ở chế độ công khai, còn hàm bạn hay Class bạn không được Copy
* Những gì được Copy sang sẽ được đặt ở trước phần <Làm Gì Đó>, theo thứ tự là nội dung của <Class Cha 1> sẽ nằm trên đầu, rồi đến <Class Cha 2>, …
* Khi này ta sẽ có 1 danh sách các Constructor và Destructor từ trên xuống theo đúng thứ tự <Class Cha 1>, <Class Cha 2>, … với nguyên mẫu khác nhau
* Khi 1 Object thuộc 1 Class được tạo ra, thì các Constructor trong danh sách Constructor của nó sẽ được gọi lần lượt từ trên xuống, mà do có nhiều nguyên mẫu khác nhau của Constructor của Class cha, ta cần phải làm gì đó để truyền danh sách tham số lần lượt cho các Constructor
* Tương tự khi Object này bị xóa, thì các Destructor trong danh sách Destructor sẽ được gọi từ dưới lên, theo thứ tự <Class Con>, <Class Cha Cuối>, …,

<Class Cha 1>, riêng cái này thì không có gì phải bàn vì nó đéo nhận tham số

* Tương tự khi có 1 Class kế thừa <Class Con>, thì toàn bộ danh sách Constructor và Destructor của nó cũng được bê sang
* Để truyền tham số từ Constructor của <Class Con>, cho Constructor của

<Class Cha>

<Tên Class Con>(<Các Tham Số>) :

<Tên Class Cha 1>(<Các Giá Trị 1>),

<Tên Class Cha 2>(<Các Giá Trị 2>),

…

{

<Đây Là Phần Thực Thi Constructor Của Class Con>

}

* Khi các Class cha nhận được tham số rồi, thì nó có thể tiếp tục truyền tham số cho Class ông nội của nó nữa
* Nếu không truyền tham số, hoặc bạn không viết <Tên Class Cha>(<Các Giá Trị>) luôn, thì Constructor được gọi ở Class cha sẽ là Constructor với không đối số
* Lưu ý thứ tự của <Tên Class Cha> không quan trọng, vì thứ tự Constructor đã được xác định trong danh sách Constructor
* Ví dụ

class boo {

public:

boo(){

cout << "boo ";

}

boo(int a){

cout << a << " ";

}

~boo(){

cout << "boodie ";

}

};

class haha {

public:

haha(){

cout << "haha ";

}

haha(int a, int b){

cout << a << " " << b << " ";

}

~haha(){

cout << "hahadie ";

}

};

class foo : public boo, public haha {

public:

foo(){

cout << "foo ";

}

foo(int john) : boo(john + 4), haha(john + 1, john + 10){

cout << "foo ";

};

~foo(){

cout << "foo chet ";

}

};

class cuoi : public foo {

public:

cuoi(){

cout << "cuoi ";

}

cuoi(int gg) : foo(gg + 5){

cout << gg << " ";

}

~cuoi(){

cout << "cuoi chet ";

}

};

cuoi zoro(4);

* Khi Object zoro thuộc Class cuoi được tạo và được truyền đối số là 4, thứ được thêm vào Buffer là

13 10 19 foo 4

* Giải thích
* Khi bạn ghi zoro(4), thì Constructor ở dòng màu đỏ có nguyên mẫu hợp lệ, sau đó nó truyền gg + 5, tức là 9 cho Constructor của foo, khi này ở foo, Constructor dòng màu cam có nguyên mẫu hợp lệ, do đó truyền john + 4, tức là 13 cho Constructor của boo, đồng thời truyền john + 1, tức là 10, và john + 10, tức là 19 cho Constructor của haha, tại boo, Constructor màu xanh có nguyên mẫu hợp lệ, và ở haha, Constructor màu xám có nguyên mẫu hợp lệ, do đó thứ tự gọi Constructor sẽ là xanh, xuất ra 13, rồi xám, xuất ra 10, 19, rồi cam, xuất ra "foo ", rồi đỏ, xuất ra 4
* Khi Object zoro bị xóa, thứ được thêm vào Buffer là

cuoi chet foo chet hahadie boodie

* Cái này thì không cần giải thích do thứ tự quá rõ ràng
* Ta cũng có thể sử dụng cú pháp sau để khởi tạo giá trị cho các thuộc tính, kể cả hằng

<Tên Class>(<Các Tham Số>) :

<Tên Thuộc Tính 1>(<Giá Trị 1>),

<Tên Thuộc Tính 2>(<Giá Trị 2>),

…

{

<Đây Là Phần Thực Thi Constructor Của Class Con>

}

* Ví dụ

class foo {

private:

const int a;

float b;

public:

foo(int gg, float hh): a(gg), b(hh){

cout << 1;

}

};

foo bar(7, 5.8);

* Khi này thuộc tính a của Object bar sẽ = 7 và thuộc tính b của nó = 5.8

1. Phương Thức Ảo (Virtual Method)?

* Khi 1 khai báo ít nhất 1 phương thức ảo trong 1 Class thì nó trở thành Class ảo, một Class cũng là Class ảo nếu Class cha của nó là Class ảo
* Class ảo tạo ra từ việc khai báo phương thức ảo trong 1 Class sẽ được tự động thêm 1 thuộc tính là Virtual Pointer vào đầu danh sách các thuộc tính, và do đó Virtual Pointer sẽ được lưu trong bộ nhớ
* Class ảo tạo ra từ việc kế thừa Class ảo khác, thì không tạo ra thêm Virtual Pointer mà nó dùng lại Virtual Pointer của các Class cha
* Khi gán 1 Object thuộc Class con cho Object thuộc Class cha, giả sử Class con kế thừa từ nhiều Class cha, thì nó sẽ chọn vùng nhớ tương ứng với Class cha đó để gấn, vẫn sử dụng các hàm ở Class cha
* Giả sử Class cha có hàm foo, Class con ta có định nghĩa lại hàm foo, và ta gán địa chỉ của Object thuộc Class con cho Pointer A chĩa vào Object thuộc Class cha, thì A sẽ đối xử với địa chỉ này như Class cha, tuy nhiên nếu trong địa chỉ này có 8 Byte Virtual Pointer, thì khi dùng A gọi tới hàm foo, nó sẽ gọi tới foo của Class con thay vì Class cha
* Trước tiên, đặt từ khóa virtual trước khai báo phương thức C trong Class cha
* Bước 2, khởi tạo 1 Pointer chĩa vào A nhưng kiểu của nó phải là Pointer chĩa vào Object thuộc Class cha
* Bước 3, từ Pointer này gọi đến phương thức C, khi này C được gọi sẽ là C đã bị ghi đè trong A, nếu không có từ khóa virtual, thì C được gọi sẽ là C ban đầu trong Class cha
* Ví dụ

class foo {

public:

virtual void boob(){

cout << 2 << endl;

}

void khongao(){

cout << 3 << endl;  
 }

};

class boo : public foo {

public:

void boob(){

cout << 1 << endl;

}

void khongao(){

cout << 4 << endl;  
 }

};

foo\* alice = new boo();

alice->boob();

alice->khongao();

* Buffer

1

3

* Giải thích
* Ta tạo ra Pointer alice, nó có kiểu foo\* tức là nó xem những gì mình chĩa vào là Object thuộc Class foo, nhưng ta lại gán 1 Object thuộc Class boo cho nó
* Khi này do phương thức boob của Class foo là ảo nên alice->boob sẽ được hiểu là chĩa đến phương thức boob trong boo, còn phương thức khongao là không ảo nên alice->khongao được hiểu là chĩa đến phương thức khongao trong foo
* Xét trường hợp ta tạo Object của Class con trong Heap, và dùng Pointer A chĩa vào Class cha để chĩa tới Object này, thì khi xóa Object này thông qua A, Destructor của Class con sẽ đéo được gọi, do đó cần khai báo Destructor của Class cha là phương thức ảo, khi này sẽ đảm bảo Destructor của Class con sẽ được gọi trước rồi đến Destructor của Class cha
* Dễ thấy Pointer đến Class cha chĩa vào Class con không thể gọi phương thức có trong Class con nhưng không có trong Class cha, để làm được điều này, ta có thể ép kiểu Pointer từ Class cha sang Class con, ví dụ

foo \* fool = new bar();

((bar\*)) fool -> john();

* Ở ví dụ trên, foo là Class cha của Class bar, hàm john chỉ có ở Class bar, không có trong Class foo, nên ta không thể dùng fool để gọi john, do đó ta phải ép kiểu của fool từ foo \* sang bar \* đê có thể gọi hàm john trong Class bar
* Bạn có thể hiện thực phương thức ảo ở ngoài Class, không ghi từ khóa virtual

1. Phương Thức Thuần Ảo (Pure Virtual Method)?

* Là phương thức ảo nhưng được gán = 0
* Ví dụ

virtual void bob() = 0;

* Viết kiểu trên bình thường sẽ lỗi nhưng với phương thức ảo thì không, và bạn có thể thực hiện hàm bob ở Class con, nói chung chả khác đéo gì phương thức ảo thông thường
* Class chứa ít nhất 1 phương thức thuần ảo thì gọi là Abstract Class, Class kế thừa từ Abstract Class mà không hiện thực lại hàm thuần ảo, thì cũng gọi là Abstract Class
* Abstract Class không được phép được tạo Object, nếu cố tình tạo sẽ báo lỗi

1. Struct?

* Y chang Class, chỉ khác ở chỗ thay từ khóa class thành struct, và nếu không chỉ định gì thì thuộc tính và hàm trong nó là công khai

1. Union?

* Y chang Struct, nghĩa là có thể tạo phương thức, Constructor, Destructor, … trong nó, chỉ khác ở chỗ thay từ khóa struct thành union, và tất cả thuộc tính của nó lưu ở cùng 1 địa chỉ, kích thước của nó = kích thước của thuộc tính có kích thước lớn nhất, do đó nó cũng được đặt ở địa chỉ chia hết cho kích thước này
* Hệ quả là thay đổi 1 thuộc tính sẽ làm thay đổi tất cả thuộc tính còn lại
* Khi khởi tạo 1 Union, chỉ được Pass 1 giá trị, và giá trị này sẽ được gán cho thuộc tính đầu tiên, các thuộc tính tiếp theo tự động bị ảnh hưởng
* Ví dụ

union foo {

int a, b;

double c;

char d;

int e;

private:

void haha(){  
 cout << 1;

}

};

foo bar = {4};

* Hình ảnh bộ nhớ

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Địa chỉ | Dữ liệu |  |  |  |  |
| 113 | 0 |  |  |  |  |
| 112 | 0 |  |  |  |  |
| 111 | 0 |  |  |  |  |
| 110 | 0 |  |  | c = 1.97626 x 10–323 | bar |
| 109 | 0 |  |  |
| 108 | 0 |  |  |
| 107 | 0 |  | a, b, e = 4 |
| 106 | 0 |  |
| 105 | 0 |  |
| 104 | 4 | d = 4 |

Quick Code – Mã Nhanh:

1. Di Chuyển Con Trỏ Đến Vị Trí Nào Đó Trên Màn Hình?

#include <windows.h>

void gotoxy(short x, short y)

{

COORD c = { x, y };

SetConsoleCursorPosition(GetStdHandle(STD\_OUTPUT\_HANDLE) , c);

}

* Cách dùng

gotoxy(<Hoành Độ>, <Tung Độ>);

* <Hoành Độ> có chiều dương từ trái qua phải
* <Tung Độ> có chiều dương từ trên xuống dưới
* Bắt đầu từ (0, 0)

Cheat Engine:

1. Danh Sách Process?

* Để mở cửa sổ danh sách Process
* Click biểu tượng “Select a process to open” góc trái trên
* Sẽ có 3 Tab ứng với 3 loại Process, chương trình C++ sẽ thuộc loại “Processes”
* Để chuyển sang làm việc trên Process nào đó
* Chọn Process nào đó trong cửa sổ danh sách Process + Click “Open”

1. Memory Viewer?

* Để mở cửa sổ Memory Viewer
* Click “Memory View” bên trái giữa
* Ở đây sẽ hiện những ô nhớ của Process được chọn, gồm 2 phần
* Phần bên trên sẽ biên dịch giá trị các ô nhớ sang Instruction
* Phần bên dưới sẽ hiện nguyên mã thập lục phân
* Quy ước 2 số Hexa tương ứng 1 Byte, phần bên dưới mỗi địa chỉ cách nhau 16 Byte, mỗi Byte được liệt kê bên phải, “0123…” = dãy các Byte này viết theo ASCII
* Dùng cuộn chuột hoặc thanh cuộn để cuộn lên xuống địa chỉ
* Ở phần bên trên, địa chỉ có dạng <Tên Process> + <Offset>, địa chỉ

<Tên Process> sẽ là ngõ vào chương trình, hay Instruction đầu tiên, <Offset> viết dưới dạng thập lục phân

* Để nhanh chóng di chuyển đến địa chỉ nào đó, phải chuột vào phần trên hoặc dưới + nhấn “Ctrl” + “G” + nhập địa chỉ muốn tới + nhấn “Enter”
* Các giá trị nằm ngoài phạm vi Process sẽ hiện “??”

1. Địa Chỉ Hiện Ra Có Đúng Không?

* Đây là địa chỉ ảo, đéo phải địa chỉ thật trong RAM

1. Tự Động Chuyển Sang Làm Việc Trên 1 Process Khi Cheat Engine Mới Mở?

* Vào Tab “Edit” + chọn “Settings” + vào “General Settings” + tại mục “Automatically attach to processes named” + nhập Full tên Process có dấu chấm phẩy đằng sau, ví dụ “gg.exe;” + Click “OK”

Debug:

1. GDB (GNU Debugger)?

* Vào CMD, nhập lệnh sau để gắn Debugger vào File EXE, lưu ý khi biên dịch File EXE phải kèm theo thông tin Debug như Index dòng của các lệnh, kiểu dữ liệu của biến, …

gdb <Đường Dẫn Đến File EXE Không Có Phần Mở Rộng>

* ví dụ

gdb foo\bar\bob

* Khi này Debugger sẽ bắt đầu khởi chạy, File EXE chưa chạy
* Từ đây bạn có thể thực hiện các thao tác Debug
* Để thoát khỏi trình Debug, nhập

q

* Để khởi chạy File EXE, nhập

r <Các Tham Số Hàm Main>

* Ví dụ

r thangngu thangngoc

* Chương trình sẽ chạy một lèo trong cùng CMD với GDB rồi kết thúc, bạn có thể chạy nhiều lần, có thể nhập Input từ bàn phím
* Để tạo 1 Break Point để chương trình dừng lại tại thời điểm nào đó để ta Debug, nhập lệnh sau trước khi chạy

b <Dòng Bao Nhiêu>

* <Dòng Bao Nhiêu> có thể ghi là main, khi này Break Point sẽ được đặt ở dòng lệnh kế sau dòng khai báo hàm main
* Ví dụ

b main

b 14

b 6

* Nếu tạo 2 Break Point tại cùng 1 dòng thì chỉ có tác dụng = 1 Break Point
* Ví dụ bạn tạo Break Point tại các dòng 5, 9, 14, 18
* Đầu tiên chương trình chạy các lệnh từ dòng 1 đến hết dòng 4
* Sau đó chuyển sang Debugger, nếu Debugger ra lệnh tiếp tục, thì sẽ tiếp tục chạy từ đầu dòng 5 đến hết dòng 8, …
* Để tiếp tục chạy từ vị trí hiện tại đến Break Point tiếp theo, nhập

c

* Nếu không còn Break Point nào thì sẽ chạy hết chương trình và kết thúc Process ứng với File EXE
* Nếu vô tình cũng có 1 File cùng tên File EXE nhưng có phần mở rộng “.cpp”, 2 File này nằm chung 1 thư mục, thì khi dừng tại Break Point nào, thì dòng ứng với Break Point đó trong File CPP sẽ được in ra màn hình, bất kể là nó có phải File nguồn hay rác